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Abstract

Modern computer systems use code and data from many different and
mutually distrusting contexts. Consequently, they are isolated. However,
as long as underlying hardware components are shared, information leak-
age is still a threat. Side channels can turn minute differences in timing,
energy consumption, or other hardware behaviors into security breaches.
Among them, cache side channels have proven a persistent threat, leak-
ing everything from encryption keys to user behavior. When used with
transient execution vulnerabilities, they have even enabled attackers to
bypass memory isolation barriers completely.

In this thesis, we present attacks and defenses that contribute to the
understanding of how we can reinforce isolation boundaries for the mi-
croarchitecture. We demonstrate cache attacks on GPU caches launched
from the restrictive WebGPU JavaScript environment, showing that even
without access to memory addresses or timers, malicious websites can
use this generic interface to mount attacks on a range of GPUs. Our
cache attacks exploiting the AMD SEV-SNP encryption coherence pro-
tocol demonstrate that even low-resolution leakage can be turned into
highly accurate cache attacks. These two attacks illustrate that even when
some side channels are restricted, reduced attack surfaces can still lead to
powerful attacks. Spurred by ever-evolving cache attacks, we developed
two state-of-the-art secure cache designs that impede attacks at different
cache levels. Our LLC design, SassCache, employs a novel cryptographic
scheme that combines cache-line randomization with randomization-based
partitioning to overcome even occupancy attacks. For the L1 cache, we
devise a partition-based scheme that enforces strong domain isolation,
increases cache size, and maintains performance and compatibility. Lastly,
we develop a low-overhead software mitigation for LVI-NULL attacks on
SGX that stops data leakage before it can even reach a side channel like
the cache.

This thesis is split into two parts. The first part positions this work
within the context of the state of the art. The second part presents the
unmodified1 contributions to the field as they were peer-reviewed and
accepted at international security conferences.

1The content of the papers is unmodified and as submitted, though colors and layout
have been adapted to fit the thesis format.
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1
Introduction and Contributions

In modern life, computers in many forms are ubiquitous. Whether on
personal computers, mobile devices, or cloud services, we expect our data,
privacy, and intellectual property to be protected. Therefore, isolation
techniques between different domains are at the heart of modern computing,
and threat models are based on their efficacy. When these barriers fail
or are circumvented, the threat models break down, and unexpected
data leakage can occur. Encrypted memory, for instance, quickly loses its
protective power when a transient execution attack can make a protected
application reveal its own information [171], or a side-channel attack can
infer what secrets a victim processed [131] without ever directly interacting
with them.

Moving from abstract notions of isolated applications to the real imple-
mentations of CPUs, we find that many components are shared between
different domains for performance and economic reasons. Whenever there
are shared components, there is the risk of information leakage; if not
directly, then via side channels [99]. Side-channel attacks are an indirect
way of inferring information about a system by observing its externally
visible behavior. This may be sound [49, 161], timing [26, 39, 92], elec-
tromagnetic emissions [48, 62, 106, 115, 175], power consumption [94, 95,
108], or other observable properties [90, 110, 181].

One of those shared components is the cache hierarchy. Virtual memory
provides an isolating barrier between the data of different processes. Cache
attacks, however, can reveal memory access patterns through this barrier.
Cache side channels were first demonstrated in the 1990s in the form of a
covert channel [64] and soon thereafter identified as a contributing factor
to timing attacks on cryptographic implementations like RSA [92]. These
and many following attacks [15, 21, 131, 133, 168] use the simple fact that
data in a cache is returned faster than data that has to be retrieved from
memory. This timing difference in a program’s run time can be measured
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1 Introduction and Contributions

and can leak information about the program’s data. The Prime+Probe
attack [131, 134] improved on this cache attack’s resolution using the
specific hardware layout of caches to extract not just timing information,
but approximate information about which data was accessed. The Flush+
Reload attack [193] improved that accuracy to the level of a single cache
line. While research continued to improve upon cache attacks [25, 58, 86,
136], transient execution attacks [19, 27, 29, 31, 63, 93, 97, 109, 119, 122,
151, 153, 154, 162, 170, 179, 184] heightened the impact of this side channel
by making cache attacks an integral stepping stone to this devastating
new class of attacks.

Transient execution attacks like Meltdown [109] and Spectre [93] revealed
that while CPUs architecturally isolate domains correctly, the underlying
microarchitectural execution of instructions may not follow this isolation
as strictly. Using cache side channels to convert microarchitectural states
into architecturally observable states, these attacks demonstrated that
CPUs can be made to transiently cross permission boundaries and leak
information from one domain to another. Where Meltdown-type attacks,
i.e., attacks using a very similar mechanism to Meltdown [27, 29, 109,
122, 151, 153, 162, 170, 184], were clear flaws in the design of CPUs and
addressed in later hardware generations, Spectre-type attacks [19, 31,
63, 97, 119, 154, 179] are primarily based on intended behavior and are
therefore much harder to mitigate.

Given the danger of cache attacks, not just on their own but also as a
component of other attacks, it is unsurprising that much research has
gone into developing secure cache designs. Secure caches modify current
designs, which are optimized to be fast and efficient, to prevent cache
attacks or make them infeasible, ideally without excessively reducing speed
and efficiency. They try to isolate different security domains, mostly by
partitioning the cache into different sections or randomizing the locations
data can take in the cache. Research in this area has shown that both
methods have advantages and disadvantages. Works analyzing the security
of these designs [17, 20, 22, 30, 35, 47, 135, 139, 159] have repeatedly
challenged prior assumptions, contributing to a cycle of new designs, new
attacks targeting them, and improved follow-up designs.

Another effort towards protecting user data has been the introduction
of Trusted Execution Environments (TEEs) [8, 12, 73, 74] TEEs want
to eliminate the need for trust in the maker of an operating system or
the owner of cloud infrastructure by anchoring trust in the hardware
alone. They provide a secure environment for applications or entire virtual
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1.1 Main Contributions

machines to run in, isolated from the rest of the system. This isolation
includes architectural protections, e.g., data encryption, against mali-
cious operating systems, hypervisors, or other attackers, but increasingly
also protections against side-channel attacks. Some attacks, like transient
execution attacks, however, proved far outside the scope of these protec-
tions, and a myriad of attacks have been demonstrated on TEEs over
the years [31, 46, 66, 104, 121, 151, 153, 170, 171, 172, 173, 174, 188]. In
the absence of fixes in hardware or microcode, software mitigations are
sometimes the only available remedy [117].

In this thesis, we investigate hardware isolation schemes from both sides: as
attackers and defenders. We examine AMD SEV-SNP and find that while
Flush+Reload is impossible, cache coherence creates a similar side channel.
Investigating GPUs, we find that the new WebGPU standard, even though
it includes measures against some side-channel attacks, still cannot prevent
attackers from conducting powerful GPU cache attacks from the browser.
To defend against cache attacks, we examine two different methods on
two different levels of the cache hierarchy. With our randomized cache
design for the last-level cache, we tackle not only contention attacks like
Prime+Probe but also the much harder-to-mitigate occupancy channel.
Our partitioned design for the L1 cache demonstrates that it is possible
to securely isolate domains while also increasing the effective cache size
without increasing the associativity and, thus, the energy consumption.
Finally, we build a software-only mitigation for a transient execution
vulnerability in the Intel TEE SGX. In the following, we discuss the main
contributions of this thesis as well as other contributions made in the
same time frame.

1.1 Main Contributions

In this section, I summarize the contributions of the first-author papers
written during my PhD. In these five papers, I covered novel cache attacks
on SEV and GPU workloads, two very different secure cache designs for
the first and last-level cache, as well as a software mitigation for a transient
execution vulnerability affecting SGX.

Cohere+Reload: Re-enabling High-Resolution Cache Attacks on
AMD SEV-SNP (Chapter 5). AMD Secure Encrypted Virtualization
(SEV) [8] is a technology to secure virtual machines by encrypting their
memory and isolating them from the host. As the host has no direct access
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to the memory of the guest, the standard Flush+Reload attack does
not work. As AMD’s documentation notes [10], this encrypted memory
can also be read by the host in encrypted form, and on some machines,
coherence is maintained automatically. This raises the question of what
happens when both the host and guest read from encrypted memory, as
the physical address is the same for the purposes of the cache set and tag.
We found that the coherence mechanism not only evicts the ciphertext
when loading the plaintext and vice versa, but it also evicts up to 31
other cache lines located on the same 4KiB page. We investigated the
coherence effect in detail and discovered that despite the lower spatial
resolution compared to Flush+Reload, Cohere+Reload is a powerful attack
primitive. In particular, we discovered that because the eviction mechanism
is automatic and guaranteed, Cohere+Reload has an even higher temporal
resolution than Flush+Reload. This enabled us to do high-resolution
single trace attacks on RSA and AES in AMD SEV-SNP. The paper was
accepted at DIMVA 2025 and done in collaboration with Sudheendra
Raghav Neela and Daniel Gruss.

Generic and Automated Drive-by GPU Cache Attacks from the
Browser (Chapter 6). The WebGPU standard [177] specifies an interface
for interacting with a system’s GPU from the browser. As an attractive
target for attacks, the standard explicitly includes considerations for side-
channel attacks, including timing-based attacks [178]. We investigated the
effectiveness of these mitigations in preventing cache attacks. As prior
work demonstrated cache attacks on GPUs from native code and on
specific devices or vendors [3, 44, 45, 83, 128], we built WebGPU-based
cache attacks that stealthily execute in browsers. We demonstrated that
WebGPU compute shaders can be used to profile all cache sets in a matter
of minutes, record keystroke timings, and even break an AES encryption
running at the same time as our attacker. The paper was published at
AsiaCCS 2024 and won a Best Paper award. It was a collaboration with
Roland Czerny, Christoph Gruber, Fabian Rauscher, Daniel De Almeida
Braga, and Daniel Gruss.

Scatter and Split Securely: Defeating Cache Contention and
Occupancy Attacks (Chapter 7). Given the wide range of targets of
cache attacks and the conclusions from our work on “Systematic Anal-
ysis of Randomization-based Protected Cache Architectures” [135] (see
Section 1.2), we created a new secure cache design for the last-level
cache (LLC) which can resist the Prime+Prune+Probe eviction set cre-
ation method, contrary to randomized designs like ScatterCache [186],
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1.1 Main Contributions

CEASER-S [139] and PhantomCache [163]. Based on the conclusion that
even advanced algorithms like Prime+Prune+Probe rely on re-accessing
the same address several times, we developed the design for SassCache. In
addition to the Index Generation Layer (IGL), which provides strong pro-
filing resistance like ScatterCache, we introduced a second cryptographic
layer, the Index Spacing Layer (ISL). This layer creates a unique subset of
the total cache capacity for each security domain, creating a new property
we call “hiding”. Each time an address is evicted from and reloaded into
the cache, it has a chance to land in a portion of the cache that is unobserv-
able by the attacker, i.e., it is hiding. Excepting systematic self-eviction,
once an address is hidden from attackers, it will remain so during their
profiling attempts. This also protects against more generic occupancy
attacks, as repeated measurements are unlikely to yield meaningful re-
sults. Our performance evaluation revealed that while SassCache is mostly
slightly slower than ScatterCache and CEASER-S, it performs better in
certain circumstances where partitioning is advantageous. The security
evaluation confirmed that profiling with Prime+Prune+Probe is no longer
feasible. The paper was published at the IEEE Symposium on Security
& Privacy 2023 and was a collaboration with Stefan Steinegger, Antoon
Purnal, Maria Eichlseder, Thomas Unterluggauer, Stefan Mangard, and
Daniel Gruss.

Fast and Efficient Secure L1 Caches for SMT (Chapter 8). Where
LLCs have some leeway to introduce additional delays, e.g., because of
cryptographic functions for randomization, most cache hits originate in L1
caches, and any delays, therefore, have a much larger impact on overall
system performance. For this reason, secure cache designs for the L1 cache
focus mostly on partitioning. Inspired by the increased cache size of the
Apple M1, we reexamined the idea of partitioning under the lens of a
new set of constraints: page size, energy consumption, performance, and
security. Where the M1 increased its page size to 16KiB, which in part
allows it to use a larger L1 cache, we maintained backward compatibility
for software by keeping the current page size of 4KiB while increasing
the L1 cache size without simply increasing the associativity and, thus,
energy. With SMTCache, we introduced a design that balances energy,
performance, and security by creating copies of the traditional L1 cache and
switching between them depending on the current security domain. With
this, we can double the effective capacity for Simultaneous Multithreading
(SMT) by providing a private L1 cache for each thread. As the individual
caches are the same size as current standard L1 caches, we can keep
the same associativity, and the energy consumption (assuming the same
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total number of loads) increases only marginally. We found that while
switching between caches for different threads does not behave as if the
total cache was larger, SMTCache still performs similarly to caches with
the same total size, though at a much smaller energy cost. The paper
was accepted at ARES 2025 and was a collaboration with Roland Czerny,
Simon Lammer, Aaron Giner, Paul Gollob, Jonas Juffinger, and Daniel
Gruss.

Repurposing Segmentation as a Practical LVI-NULL Mitigation
in SGX (Chapter 9). After the first wave of transient execution vul-
nerabilities [27, 93, 109, 151, 153, 170, 171, 184], Intel began rolling out
CPUs with mitigations against the major vulnerabilities [68], such as Melt-
down, Foreshadow (L1TF), and Microarchitectural Data Sampling (MDS)
variants like Fallout [27], RIDL [151], and ZombieLoad [153]. The Intel
Comet Lake architecture includes mitigations for MDS, which also stop
the value injection of LVI [171]. However, the LVI variant LVI-NULL (or
“Load Value Injection: Zero Data”) remained unmitigated in silicon or
microcode. LVI-NULL is a special case of load value injection where only
‘0’ (but no other values) can be transiently injected into the victim data
flow. The investigation of Van Bulck et al. [171] and our preliminary
work suggested that while this was a less flexible attack, it still opened
many attack vectors on Intel Software Guard Extensions (SGX) enclaves
in particular. The available software mitigation in LLVM targeted LVI
as a whole [24] by fencing all loads and had enormous overheads. Even
an optimized version by Intel [69] that significantly reduced fences still
left much to be desired regarding performance. We also discovered that
prior proposed mitigations, such as modification of the null page [171],
would not be enough to protect against LVI-NULL. Unsure of when this
remaining attack surface might be fixed, we developed LVI-NULLify as
a software-only mitigation for SGX enclaves. Through modifications to
the LLVM compiler, SGX-SDK, and Intel Platform Software (PSW), we
offset all loads and stores in an enclave using the segmentation feature.
This allows us to create a “null page” for each enclave. More specifically,
transiently injecting null into any pointers would no longer point them at
the actual null page in the virtual memory space but at the beginning of
the enclave that is under the mitigation’s control. Our mitigation shows
modest performance overheads of less than 10%, compared to other miti-
gations that can reach 1 000% overhead or more. This work was published
at the USENIX Security Symposium 2022 and was a collaboration with
Andreas Kogler, Claudio Canella, Michael Schwarz, and Daniel Gruss.
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1.2 Other Contributions

In addition to the first-author papers, I contributed to several other papers
during my PhD, 3 of which were accepted at tier 1 conferences.

Following the publication of ScatterCache [186], Antoon Purnal discov-
ered an improved eviction set creation method he called Prime+Prune+
Probe [137]. Based on this, we created a Systematic Analysis of
Randomization-based Protected Cache Architectures [135] that
compares the security of several cache designs against Prime+Prune+
Probe and other attacks. Our analysis revealed that most current ran-
domized secure cache designs could be expressed and analyzed with a
common model, and that those we examined were less secure than their
authors had assumed. This work was published at the IEEE Symposium
on Security & Privacy 2021 and was a collaboration with Antoon Purnal,
Daniel Gruss, and Ingrid Verbauwhede.

After the publication of several software-based power attacks on commodity
CPUs [108, 110, 181] that targeted specific algorithms, we investigated the
feasibility of applying the methods of traditional correlation power attacks
to generalize this attack and leak data values directly from the memory
hierarchy. In Collide+Power [95], we demonstrated that this is indeed
possible. We showed that wherever data collides in the microarchitecture,
the power consumption of the CPU leaks recoverable information about
the difference between the two colliding pieces of data. This paper was
published at the USENIX Security Symposium 2023 and was joint work
with Andreas Kogler, Jonas Juffinger, Lukas Gerlach, Martin Schwarzl,
Michael Schwarz, Daniel Gruss, and Stefan Mangard.

As prior work [28, 55, 65, 98, 107, 114, 165] has made clear, the Translation
Lookaside Buffer (TLB) is structurally very similar to data caches and,
therefore, susceptible to the same kinds of attacks. Consequently, any
kernel changes to memory allocation must be carefully considered, as any
differential treatment between different types of memory allocations is
reflected in the TLB in one way or another. In When Good Kernel
Defenses Go Bad [118], we examined a wide range of changes to the
Linux kernel aimed at increasing security. We found that three of the
twelve defenses that change page mapping open up a new attack surface in
the TLB. These changes allowed us to leak the position of kernel objects,
which can be used as an important stepping stone in kernel exploitation.
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This work was published at the USENIX Security Symposium 2025 and
was a collaboration with Lukas Maar, Daniel Gruss, and Stefan Mangard.
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2
Background

This chapter gives general background that applies to later chapters. As
this thesis mostly discusses x86-64 architectures from Intel and AMD,
many implementation details in the following reflect this.

2.1 Virtual Memory and Segmentation

In modern computer systems virtual memory fulfills two important roles.
Firstly, it enables domain isolation, e.g., between processes or virtual
machines, by abstracting applications’ address spaces away from the
underlying physical memory. Secondly, it provides the illusion of near
infinite and uninterrupted memory. This is supported by hardware through
paging and segmentation.

Paging maps virtual addresses that instructions operate on to physical
addresses with page granularity, where a page on x86-64 architectures
is typically 4KiB, 2MiB, or 1GiB large. This translation is achieved
through several levels of page tables. Figure 2.1 shows how 5-level paging
resolves an virtual address. In 4 or 5-level paging, virtual addresses may
be 48 bit or 57 bit long and are resolved from the highest to the lowest
level. Each level resolves 9 bit of the virtual address and points to the
location of the next level’s table. These page tables are set up by the
operating system and contain not only the locations of the next table
or the physical page location but also additional information like access,
write, and execute permissions. Every process has its own set of page
tables, with the CR3 register always pointing to the root of the current
top-level paging structure. CPUs accelerate this translation by caching
recently used translations in Translation Lookaside Buffers (TLBs). The
structure of TLBs is very similar to data caches, cf. Section 2.2.
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Figure 2.1: Virtual memory with 5-level paging. The virtual address is split into
9 bit segments that index the different page table levels to find the
final physical memory address.

Segmentation is an older mechanism that is only used in limited ways
in x86-64 architectures. Segmentation partitions memory into different
segments for, e.g., data (DS), code (CS) or the stack (SS) based on a
segment’s base linear address, limit (size) and permissions. With segmen-
tation, programs operate on logical addresses, which are then translated
into linear addresses. When paging is used, these linear addresses are
the virtual addresses. Though technically still enabled on x86-64 in 64 bit
mode, all but two segments, FS and GS, have a forced base address of 0
and no limit. This effectively flattens all logical addresses into the same
virtual address space by default, unless they specifically use the FS or
GS registers. The FS and GS registers can still be used as offsets to
instructions or data loads that specify their use, e.g., for thread-local
storage [42].

2.2 Caches

Caches are small buffers of memory between the DRAM and the execution
core that accelerate accesses to often-used data based on the principle
of locality. Firstly, consecutive memory accesses are often close to each
other, and secondly, memory that was recently accessed is likely to be
accessed again in the near future. Caches store data in blocks, typically,
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Figure 2.2: Cache addressing in a 16-way set-associative cache.

64B, called cache lines, and each cache line is identified by its tag. In the
following, we refer to the cache-line-sized and aligned data as blocks, while
cache lines are the actual storage units in the cache. In modern caches,
cache lines are grouped together in cache sets, forming a set-associative
cache. The size of a set is called its associativity, while the cache lines in
a set are called ways. Common associativities of caches are between 4 and
32 ways, depending on the use case of the cache.

Figure 2.2 shows how a block’s location in the cache is determined. In
standard designs, the block’s address is simply split into three parts: tag,
set index, and cache line offset. The set index determines the set that a
block may be located in. Within the set, a way corresponding to a block
may be found by comparing the tags. Addresses that map to the same set
are sometimes called congruent. If a requested block is in the cache, it is
referred to as a cache hit. When no match is found (a cache miss) and
the requested block is to be stored in the cache, a replacement policy (see
Section 2.2.1) decides which way the block should replace. In the example,
the set index starts after the offset with bit 6 and ends with bit 16, while
the tag consists of the upper part of the address. This implies a cache
with 2 048 sets and 64B cache line size. Together with the number of ways
nways = 16, we can infer that this cache is 2MiB in size.

Set-associative caches are a mixture of fully associative caches and direct-
mapped caches [123]. In direct-mapped caches, the address alone deter-
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mines the exact cache line its data may be stored it. For this reason, they
feature the fastest lookup of the three types. The downside is that two
congruent addresses will always evict each other. In fully associative caches
on the other hand, addresses may map to any line in the cache. This
makes theirs the most expensive lookup, as all tags have to be searched
to determine a cache hit or miss. Their advantage is improved cache
utilization and no fixed collisions between addresses, since the replacement
policy can choose to place new data anywhere in the cache. Set-associative
caches are a middle-ground that feature fast lookup while allowing many
congruent addresses in the cache before evicting them (see Section 2.2.3).

For physically indexed, physically tagged (PIPT) caches, the set index
and cache line tag are derived from the physical address. Each physical
address is associated with exactly one set, in which it can be stored in
any one way. The advantage PIPT caches is therefore that the set index
and tag together uniquely identify a location in memory, which greatly
simplifies their access logic. A virtually indexed, physically tagged (VIPT)
or virtually indexed, virtually tagged (VIVT) cache on the other hand
base either the set lookup (VIPT) or the set lookup and tag comparison
(VIVT) on the virtual address. This has the advantage that no TLB query
is necessary and responses can be faster and require less energy. On the
other hand, these designs introduce a new set of problems: synonyms
and homonyms. Synonyms are different virtual addresses pointing to the
same physical address, while homonyms share same virtual address but
refer to different physical addresses. VIVT caches are rarely employed
because these problems require tradeoffs (such as flushing the entire cache
on context switches) or more complex handling (e.g., page coloring [23]).
In small caches, the VIPT scheme may be employed without downsides if
only the bits within a page (which are the same as the physical bits) are
used as a set index.

2.2.1 Replacement Policies

When a new line enters a cache and no way in its set is marked as invalid,
a way must be evicted to make space for the incoming data block. The
replacement policy determines which way is the next eviction candidate.
Most replacement policies are derivations of Least Recently Used (LRU).
In ideal LRU, all ways within a set store their “ages” in addition to the
tag and data. When a cache line is accessed, its age is set to 0, and the
age of all ways whose age was previously lower than the accessed one
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are increase by 1. As the policy name implies, the eviction candidate
is then the way with the highest age, i.e., the least recently used cache
line in the set. This achieves good performance for programs with high
temporal locality, i.e., programs that often reaccess the memory locations.
In practice, using ideal LRU is often too costly in hardware (e.g., storing
4 bit per cache line for a 16-way cache and modifying them all) or does
not have all the desired properties. In L1 caches (see Section 2.2.2), a
pseudo-LRU variant called tree-PLRU is often used [1, 2] because of
its efficiency. Instead of log(n) bits per way it only uses n − 1 bits in
total. Despite this reduction, tree-PLRU still approximates LRU for many
access patterns. L2 or L3 caches use more complex replacement algorithms
than PLRU [1], like Quad-Age LRU (QLRU) [80], which stores a line’s
approximate age in only 2 bit, or policies similar to a Bimodal Insertion
Policy (BIP) or Dynamic Insertion Policy (DIP) [140], like BRRIP or
DRRIP [81]. These policies try to mitigate misses caused by streaming
large amounts of single-use data by inserting new data in (or close to)
the LRU position. Depending on the exact policy, this can cause a newly
inserted line to be evicted by another new line either right away or very
soon, unless it is accessed in the meantime. In this way, an access pattern
generating large amounts of accesses will only occupy a small part of each
cache set, while older but reused cache lines can persist. On the other end
of the spectrum is the simple random replacement policy. As the name
suggests, it simply inserts new lines in a random position. Its performance
is generally worse than LRU.

2.2.2 Cache Hierarchy, Inclusivity and Coherence

Modern CPUs employ a hierarchy of caches, with a small and fast level 1
(L1) cache nearest to the core and a large and comparatively slow last-level
cache (LLC), usually the L3 cache, furthest from the core (Figure 2.3).
Latencies for the different levels are typically 3 cycles to 5 cycles for L1,
10 cycles to 14 cycles for L2, and wildly varying (26 cycles to 70 cycles)
for L3 caches [71]. The size of a VIPT L1 cache is determined by the
page size, which limits the number of available bits for the cache line size
and set index, and the number of ways, which is limited by energy and
performance constraints [126, 164]. Common L1 cache sizes range from
32KiB to 128KiB [71]. Additionally, there is usually an L1 instruction
cache (L1I) that exclusively stores data loaded as instructions in addition
to the general L1 data cache (L1D). L2 caches and up are not constrained
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Figure 2.3: An example cache hierarchy as might be found in some Intel archi-
tectures. The first and second level caches are private to each of the
four cores, while the shared last-level cache is split into slices. The
depicted slices are connected to the cores and each other by a ring
bus, and are typically physically close to one of the cores.

by the page size and feature sizes from 256KiB per-core L2 cache to
over 1GiB in the case of L3 caches that can be distributed over many
cores [7, 71]. For practical purposes, LLCs are often partitioned into cache
slices, where each slice functions as its own autonomous cache (Figure 2.3).
Though there are often as many slices as there are physical (or logical)
cores, the slice index of an address is independent of the core an access
is performed on. This slice index is determined by a slice addressing
function (or hash function) that is often a linear combination of exclusive-
or operations on physical address bits [50, 65, 67, 79, 113, 120, 125, 141,
156, 192, 194].

Within a core’s cache hierarchy, caches can be inclusive, non-inclusive
(sometimes called non-inclusive, non-exclusive, NINE) or exclusive w.r.t.
each other [127]. A larger cache that is inclusive of a smaller cache guar-
antees that any cache line that is stored in the smaller cache can also be
found in the larger cache. Conversely, this means that an eviction from
the larger cache must also trigger and eviction from the smaller cache.
Exclusive caches, as the name implies, ensure that none of their cache lines
are duplicated in caches they are exclusive of. Non-inclusive caches give no
such guarantees and are implemented with different strategies as to when
lines will be filled or evicted. While inclusive last-level caches are common,
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non-inclusive LLCs with inclusive L2 caches are increasingly popular with
a growing number of cores and increasingly large L2 caches [76].

In CPUs with more than one core, caches below the LLC are private to
each core, while the LLC itself is shared accross all (or at least several [6])
cores. With more than one cache, it becomes necessary to keep all cached
data coherent. This means ensuring that an address is never accessible
with different data through different caches at the same time. A cache
coherence protocol addresses this. It specifies states that a cache block may
be in, and governs how blocks can transition from one state to another. A
simple protocol is MSI, where blocks may be marked as modified, shared,
or invalid. For example, when a cache controller requests to modify a
cache block that it does not currently have, all other copies need to be
invalidated to ensure consistency [127].

There are two main implementations of coherence protocols, snooping and
directory coherence protocols. Snooping is a collaborative protocol where
each cache controller broadcasts coherence requests that are observed by
all cache controllers. As this type of coherence protocol does not scale well
with an increasing number of cache controllers (e.g., cores), directories are
more popular in modern CPUs. A directory coherence protocol is based
on a central directory structure that maintains coherence information
for all blocks in the cache hierarchy. Here, coherence requests only need
to be sent to the directory, instead of broadcasting them. The directory
may then forward subsequent updates only to the cache controllers that
hold the affected blocks. In designs with an inclusive LLC, this scheme is
greatly simplified, as the cache directory contains the same blocks as the
LLC.

2.2.3 Side-Channel Attacks on Caches

Cache attacks are a class of side-channel attacks and as such do not
leak data from the cache, but reveal meta information, such as access
patterns or occupancy levels. Since a program’s memory accesses are
determined by its control- and data-flow, sensitive information can often
be recovered from observing the cache. We can broadly split cache attacks
into five categories: Occupancy Attacks, Evict+Time attacks, contention
attacks (Prime+Probe), shared-memory attacks (Flush+Reload), and
internal-collision attacks.
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Occupancy attacks measure the overall usage of the cache by filling it
either totally or partly and measuring the share of attacker controlled lines
that were evicted by a victim program’s execution. Measuring eviction is as
simple as timing a load, e.g., with the rdtsc instruction, and comparing
it to a threshold above which it was likely served from DRAM. The
information gained is limited, but they can still be used for website
fingerprinting [158] or even attacks on cryptography implementations [30].
Internal-collision attacks do not interact with the victim directly,
but observe their execution time based on their own cache usage. Some
versions of this attack may clear the entire cache before an attack or rely
on consistent but non-attacker-controlled outside behavior to cause caches
evictions. This type of attack potentially yields less granular information
than later attacks, but has been used to great effect nonetheless [15, 21,
133, 168]. Closely related are Evict+Time [131] attacks. They use the
layout of set-associative caches to target specific sets for eviction and then
measure a victim algorithm’s execution time.

Contention-based attacks (sometimes “interference attacks”) are much
more accurate improvement over Evict+Time attacks, with the Prime+
Probe [131, 134] attack being the most prominent example. These attacks
manipulate the state of one or more targeted cache sets and later observe
the victim’s accesses in them directly or indirectly [16]. Depending on the
targeted cache level, this can leak around 11 bit of address information
(for a cache with 2048 sets, bits 6-16). Prime+Probe first primes a cache
set by filling it with attacker controlled lines and then probes those
same lines again to see if any have been evicted in the meantime. Later
variants of Prime+Probe extend it with knowledge of the replacement
policy or adapt it to specialized cache designs (see Section 3.2). Set-based
attacks that target the LLC require either knowledge of the slice function
(see Section 2.2) to construct eviction sets, or a general algorithm for
eviction-set construction [113, 130, 139, 176]. On non-inclusive caches (cf.
Section 2.2.2), attacks on the cache directory instead of the LLC have
been proposed [192].

The first and most well-known exemplar of shared-memory attacks
is Flush+Reload [193]. Instead of indirectly measuring a target cache
line’s state via its set contention, these attacks target shared memory
to directly cache lines of interest. In Flush+Reload, the targeted line is
directly evicted from the cache with the clflush instruction and later
measured (reloaded) to determine if the victim accessed it. While this
has the additional requirement of shared memory with the victim, the
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benefit is cache-line accuracy and significantly reduced noise. Well-known
variants if Flush+Reload are Evict+Reload [59] and Flush+Flush [58].
Flush+Flush uses the different duration of the clflush instruction itself
to determine whether an address was cached, while Evict+Reload replaces
the flush instruction with a set eviction like Prime+Probe for devices or
contexts (e.g., JavaScript) that do not support clflush.

2.3 Trusted Execution Environments

A Trusted Execution Environment (TEE) is a hardware-supported mode
of execution that provides code running on trusted hardware that is
managed by untrusted third parties with certain security guarantees,
such as code and data confidentiality, and integrity. These properties are
intended to hold even in the face of a malicious hardware owner.Earlier
examples of TEEs are Intel Software Guard Extensions (SGX) [73] or ARM
TrustZone [12] which target mainly private devices. These extensions allow
specialized software to execute security-critical code in the TEE enclave,
while most code runs outside with no access to an enclave’s memory or
registers.

Recent TEEs, such as Intel Trust Domain Extensions (TDX) [74], AMD
Secure Encrypted Virtualization (SEV) [8, 9] and ARM Confidential Com-
pute Architecture (CCA) [11] have adopted a new paradigm of securing
an entire virtual machine in an untrusted cloud environment [33], creating
Confidential Virtual Machines (CVMs).

2.3.1 Intel SGX

Intel’s Software Guard Extensions (SGX) provide confidentiality and
integrity through hardware mechanisms under the assumption that only
the hardware is trusted [34, 73] and an attacker may have control over the
host operating system. The code and data that comprises the secure unit
of memory is called an enclave. Confidentiality and integrity are enforced
by several mechanisms, the first among which is hardware encryption
of all enclave memory. This memory is allocated and managed by the
operating system, but still protected from being read or written to by the
OS. To prevent the operating system from simply remapping arbitrary
pages into the enclave, SGX keeps a separate record of its expected pages
and their properties in its enclave page cache map (EPCM). Building on
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this protected memory area are a limited number of well-defined entry
and exit points for the enclave which automatically save and restore the
confidential state of the enclave to its encrypted memory region, even if
interrupted by a malicious operating system. Enclaves are executed in the
virtual memory space of a host application. This means that they can read
and write to data in the normal user space application, though enclaves
cannot execute code outside their allocated enclave pages.

2.3.2 AMD SEV

AMD Secure Encrypted Virtualization (SEV) was introduced in 2016
together with Secure Memory Encryption (SME) in the Zen microarchi-
tecture [85]. While SME simply provides encryption of selected pages in
memory, SEV builds on this mechanism to provide a Confidential Virtual
Machine solution. Each CVM is assigned a unique encryption key that is
used to transparently encrypt and decrypt any data between the CPU and
DRAM. This initial version of AMD SEV only provided confidentiality
and was quickly shown to be vulnerable to several attacks [43, 61, 124,
185, 187]. By now, SEV is in its third iteration with SEV-SNP [8, 9].
SEV-ES adds encrypted state (ES) to the SEV design, which encrypts
all register contents when the CVM is not paused. SEV-SNP adds Se-
cure Nested Paging (SNP), which, among other things, protects against
memory replay and remapping attacks, thereby adding integrity. Prior to
SNP, the hypervisor had full control over the pages, which meant that
even if they were encrypted, the hypervisor could overwrite a page with
old encrypted data, or map other pages into the guest’s address space.
With SNP, the hypervisor can no longer write to guest memory, and the
paging structure is secured by a Reverse Map Table (RMP). The RMP is
a hardware-protected table in memory that tracks the owner of each page,
and SEV guests need to validate each page when it is assigned to them.

On some CPUs, SME and SEV provide “coherency across encryption
domains” [10], which ensures that any reads from any encryption domain
always return the most recent value, even if it was not written back to
memory yet.
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2.4 Transient Execution

Transient execution is an effect that arises from the difference between the
Instruction Set Architecture (ISA) and the microarchitecture. Where the
ISA defines how a CPU that implements it behaves from the perspective
of the programmer, the microarchitecture as an instance that implements
the ISA may do so in a variety of ways.

Out-of-Order Execution. Diverging from the simple architecture model
of in-order execution, where assembly instructions are executed one after
another, modern out-of-order processors may execute instructions (or parts
thereof) in parallel or in a different order entirely if their dependencies are
met. The only guarantee is that at instruction retirement (or commit), the
effects of the instructions become architecturally visible in program order.
This is possible because a CPU has multiple execution units dedicated to
different operations. Out-of-order operation enables the CPU to schedule
operations that do not depend on each other on as many execution units
as possible, thereby drastically improving throughput and latency.

Speculative Execution. While executing a linear instruction stream out
of order can already speed up execution significantly, the CPU may still
sometimes stall when it encounters a dependency on an earlier instruction.
The most common example of this is a branch that depends on a load.
Until the condition for the branch is resolved, it is unknown where the
instruction stream will continue. Modern CPUs employ predictors to avoid
stalling in these situations. In the simplest form, a “predictor” may simply
guess a branch target and continue execution there. In practice, predictors
make an initial guess when no information is available and a guess informed
by the predictors history otherwise. When a misprediction occurs, the
wrongly executed (or scheduled) instructions are “squashed”, i.e., removed
from the scheduler and all other microarchitectural elements they may
currently be processed in, and their effects are undone. The totality of
situations where the CPU executes instructions based on guesses is called
speculative execution.

Transient Execution. Transient execution (or transient instructions) as
a term was coined in the Spectre [93] and Meltdown [109] papers. It refers
to the natural consequences of processors that execute instructions out of
order and speculatively; instructions that were already executed but need
to be discarded before retirement. This may be because of a misprediction,
a fault in a prior instruction, or any other microarchitectural event (e.g.,
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an interrupt). While these transient instruction are not allowed to leave
any trace in the architectural state of the machine, they can influence
microarchitectural state. This can be exploited for transient execution
attacks, which we discuss in Section 2.4.1.

2.4.1 Meltdown-Type Transient Execution Attacks

Transient execution attacks [29] are a class of attacks that leak information
from within transient execution through the microarchitectural state into
the architectural state of the attacker. While the transient instructions are
squashed and do not affect the architectural state, some microarchitectural
elements are still modified by their execution. This microarchitectural
state can later be recovered via a side channel. An often-used example of
such an element is the cache. Once an address has been loaded into the
cache (and another evicted), the prior state cannot simply be restored
by the squashing of the transient instructions that caused the change.
During a transient window (a group of instructions that are executed
but squashed together for the same reason), an attacker can intentionally
encode sensitive information into the cache by accessing a certain offset
in memory, thereby bringing this address into the cache. Other elements,
such as the AVX engine [154] have also been shown to be exploitable for
data extraction.

Meltdown-type attacks [29] are a subclass of transient execution at-
tacks that exploit deferred permission handling or faulty behaviors during
transient execution to leak otherwise inaccessible data. In the case of
Meltdown [109], a user space attacker can transiently access kernel mem-
ory, as affected CPUs defer the permission check until retirement of the
offending instruction. Until then, the data is still served from the L1 cache
(if present) and can be used by later instructions. If the transient window
is long enough, i.e., the oldest instruction that has yet to retire takes
long enough to do so, the value of an illegal access can be encoded into a
cache access and later recovered. Other variants of Meltdown exploit data
forwarding from different buffers or through different permission checks,
leaking not only from the L1D [109, 170] but also the line-fill buffer [109,
151, 153], store buffers [27], load ports [151], the FPU register file [162],
and SIMD register buffers [122].

Load Value Injection [77, 171] (LVI) inverts Meltdown by transiently
injecting data into the victim. An attacker places data into a Meltdown-
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vulnerable microarchitectural buffer and then creates the conditions (e.g.,
a fault) for the victim to ‘leak’ this data into its own control or data
flow. Data can be injected into any load in the victim, even implicit loads
in instructions like ret. With the right gadget in place, the victim can
be made to leak its own sensitive information into a microarchitectural
element, e.g., the cache state. This aspect is similar to Spectre [93], which
also depends on victim gadgets [171].

We discuss defenses against Meltdown-type attacks in Section 3.3.
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3
State of the Art

This chapter gives an overview of the state of the art in the fields relevant
to the publications in this thesis. We discuss secure cache designs in
Section 3.1 and analyses on them in Section 3.1.4. Section 3.2 describes
the cache attacks that motivate secure cache designs and finally Section 3.3
reviews defenses against Meltdown-type attacks.

3.1 Secure Cache Designs

Secure caches aim to address the problem of cache attacks in hardware.
Over the years since publication of the first thoughts on secure caches [132],
the understanding of cache attacks and secure cache designs have both
evolved significantly, and the multitude of designs published since the first
Prime+Probe cache attacks (see Section 2.2.3) reflect this. In this section,
we overview two decades of secure cache designs and how our research
contributed. We give a brief overview of a number of designs, how they
relate to each other and what types of cache attacks they mitigate.

Though partitioned or skewed caches, for increased performance in specific
applications, have a long history in academia (e.g., skewed caches first
proposed in 1993 [157] and dynamic cache splitting in 1995 [84]), we
limit our overview to cache designs that focus on security against attacks
described in Section 2.2.3. One of the earliest secure cache designs is a
partitioned cache design by Page [132]. He offered an exploration of what a
cache partitioned by domain identifiers might look like, and even suggested
an element of randomization with a mask to the address that changes
the mapping of addresses to cache lines. Shortly thereafter, Wang and
Lee [183] proposed both the Random Permutation Cache (RPcache) and
Partition-Locked Cache(PLcache) in the same publication, embodying in
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a single paper the start of a field of research that is largely split between
randomization- and partition-based designs.

3.1.1 Partition-based Secure Caches

Partition-based designs split the cache between different security domains,
such that contention-based attacks are ideally completely ruled out. The
simplest example of such a design is static partitioning. To support n
security domains, the cache is split into n partitions. The drawback of such
designs is a performance penalty for many workloads, as the available cache
for each application effectively shrinks. An alternative are dynamically
partitioned caches, where partitioning is done in the moment according to
particular performance and security needs.

The most common strategy for partitioning is to split the cache within
the sets, though there are many different approaches, such as modifying
the cache line replacement policy [150, 183]. PLcache [183] employs
new instructions for dynamic, on-demand locking of single cache lines
or memory regions for security domains. These lines are locked into the
cache when they are first loaded and the replacement policy may not
select them until they are unlocked. Denial of service through locking too
much of the cache is prevented by the operating system, which oversees all
locking and unlocking. Vantage [150] is a design that allows for dynamic
creation, removal and resizing of partitions with cache line granularity.
It uses a modified LRU replacement policy to insert lines into standard
sets, which allows it to keep the associativity of the cache. The size of a
partition is not statically assigned, but instead controlled by monitoring of
replacement rates and allowing occasional spill-over into a reserved cache
region. The number of partitions is limited by the number of tag bits,
which are used to identify the partitions. The NoMo (non-monopolizeable)
cache [41] is a way-split design that proposes to reserve some ways in each
set in the L1 per SMT thread. Reserved ways cannot be evicted by the
other thread, but are still observable in the case of shared memory. When
the two reserved partitions do not fill the entire set, the remaining ways
are shared between the threads. CATalyst [111] is a similarly way-split
design, however one that builds on top of Intel’s existing Cache Allocation
Technology (CAT) [70] for the LLC. CAT allows a hypervisor to assign
different levels of classes of service, which can be given exclusive write
access to parts of each cache set. CATalyst uses this in a hybrid software-
hardware-managed scheme where VMs can request a certain number of
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secure pages that are the guaranteed to always reside in the LLC and be
unevictable. These pages are not shareable between VMs, and their total
number is limited not by the number of service classes, but by the portion
of the LLC dedicated to the secure partition. Based on extending Verilog
with information flow semantics, Zhang et al. present SecVerilog [196]
and evaluate a cache where sets are statically partitioned into two different
security levels. The design ensures that high security operations do not
interfere with low-security cache state, and low security operations cannot
generate hits from lines that are in the high-security partition. Instead,
low-security operations simulate a miss, and the cache line is moved from
the high security partition to the low-security partition. This creates a
one-way flow of side-channel information. SecDCP [180] builds on this
asymmetric information-flow model and extends it with more security
levels and dynamic partitioning according to runtime demand of the low-
security application. DAWG [91] (Dynamically Allocated Way Guard)
partitions sets into domains with per-domain bit masks, allowing for
replacement only in the same domain and hits only in a defined set of
ways. This also enables duplicate read-only cache lines, which protects
against shared memory attacks. HybCache [37] uses a hybrid design that
provides a standard set-associative cache for most applications, but allows
for a fully-associative subcache cache for security-critical applications. The
subcache is made up of a fixed amount of reserved ways in each standard
set. Isolated domains then only operate within this subcache, which does
not leak address location information because it is fully-associative with
random replacement. The fully-associative nature however also increases
power overheads, making it impractical for large caches.

More recent publications [38, 145] argue that way-based partitioning is
often not fine-grained enough, does not scale well with security domains
or large caches, or does not support shared memory. Instead, these designs
allocate entire sets to domains instead of ways. Saileshwar et al. propose
Bespoke Cache Enclaves [145], which allocates dynamic LLC partitions
of multiple clusters of sets which are of a fixed size, e.g., 64KiB. A
configurable cache indexing function is used to map a domains addresses
to their own private cache enclave. Similarly, ChunkedCache [38] reserves
chunks of full sets for TEEs, which are then fully isolated from each other.
Domains can configure the size of their chunks and specific memory regions
they apply to. Composable Cachelets [167] is another LLC design that
provides dynamic and fine-grained cache isolation for enclaves. Contrary
to the previous designs, cache lets may partition sets and ways, such that
enclave memory is remapped to certain sets that belong to one of its
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assigned cachelets. Inside the set, a modified replacement policy ensures
that an access can only evict ways belonging to that enclave. Enclaves
can be assigned a variable number of cachelets, and non-enclave programs
may use all ways that are not assigned to cachelets. The Untangle [199]
framework makes the case that many dynamic partitioning designs still
leak information through their resizing decisions. The framework is then
applied to present a new set-partitioned LLC design with 9 pre-defined
partition sizes. Partitions are resized based on active monitoring of LLC
utilization in the recently retired instructions.

In Jumanji [155], Schwedock and Beckmann take a different approach
to partitioning. Their proposal, based on the earlier partitioned design
Jigsaw [14], splits the LLC by cache banks that are assigned to individual
VMs, creating an isolating barrier between them. The banks are allocated
such that they are closest to their respective assignees, which improves
latencies over the design’s predecessor.

With SMTCache (Chapter 8), our contribution to the state of the art is
an approach that considers different constraints for L1 caches in particular.
We increased the overall size of the cache while keeping latency, power
consumption and page sizes the same as standard VIPT caches, at the cost
of increase chip area. Our design does not modify the functions of current
L1 caches, but instead uses two of them, so-called slices, in parallel within
a new overarching structure. SMTCache is specifically tailored to the SMT
use case, where two concurrent workloads can make use of an effectively
doubled cache capacity while being isolated from each other. An entire
slice is assigned to a workload at a time, and the slice is flushed when
switching between security domains. As set sizes and cache addressing are
not modified, hits are served with the same latency as standard caches.

3.1.2 Randomization-based Secure Caches

Designs based on randomization either seek to make the link between an
address and its location in the cache infeasible to find, or at least hard
enough that an attacker will be thwarted by an eventual rekeying that
changes the mapping. They usually offer probabilistic security, but may
have higher hit rates or be more flexible than partitioned designs that
reduce the available cache size. They inherently try to prevent contention-
based attacks that may leak address information, while typically leaving
the cache occupancy channel open. Randomization-based designs are

28



3.1 Secure Cache Designs

Cache Design Year Level Type Predecessor
PLcache [183] 2007 any P
RPcache [183] 2007 any R
NewCache [182] 2008 L1 R RPCache
Vantage [150] 2011 LLC P
NoMo [41] 2012 L1* P
Random Fill Cache [112] 2014 L1 R
SecVerilog Cache [196] 2015 L1 P
CATalyst [111] 2016 LLC P
SHARP [191] 2017 LLC O
RIC [87] 2017 LLC O
CEASER [138] 2018 LLC R
DAWG [91] 2018 LLC* P
ScatterCache [186] 2019 LLC R
CEASER-S [139] 2019 LLC R CEASER
PhantomCache [163] 2020 LLC R
HybCache [37] 2020 L1,L2 P
Jumanji [155] 2020 LLC P Jigsaw
SecDCP [180] 2020 LLC P SecVerilog
FTM [142] 2020 LLC O
Mirage [147] 2021 LLC R
TimeCache [129] 2021 any O FTM
BCE [145] 2021 LLC P
Comp. Cachelets [167] 2022 LLC P
Chunked-Cache [38] 2022 LLC P
Chameleon Cache [169] 2022 LLC P CEASER-S, ScatterCache
ClepsydraCache [166] 2023 LLC* R
SassCache [52] 2023 LLC R+P ScatterCache
Recast [198] 2024 LLC R
Maya Cache [18] 2024 LLC R Mirage
Song et al. [160] 2024 LLC R CEASER
SMTCache [51] 2025 L1 P

Table 3.1: A selection of secure cache designs since the publication of the Prime+
Probe attack. The type is ‘R’andomized, ‘P’artitioned, or ‘O’ther.
‘Predecessor’ is loosely defined as prior work that the follow-up is
either built on, or related to. Works where the targeted level is marked
with * were evaluated on that level but claim broader applicability.

frequently accompanied by a rekeying mechanism to further diminish the
predictability of the mapping. Many of them build on the idea of a skewed
cache [157], where each way in a set is determined from the address with
a different mapping function, such that two addresses that share a way in
one bank do not necessarily share ways in other banks.
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RPcache [183] uses pre-computed permutation tables that serve as a
layer of indirection between the address and the cache set. Whenever
a miss in a protected domain would evict a different domain’s cache
line, a random different set is selected instead and the table is updated.
This removes predictable interference between victim and attacker lines.
NewCache [182] extends the RPcache idea with a remapping table that
can map an address to any line in the cache, creating a fully associative
cache with random replacement. MIRAGE [147] picks up the idea of a
fully associative cache design many years later and uses a randomization-
based directory to achieve this for the LLC, arguing the impracticability
of prior designs for very large caches. The design keeps the notion of sets
for its tag storage that provides the indirection to the data, but uses a
randomization-based skew to address them. On a miss, victims are chosen
from all available cache lines, hiding the association between the evicted
and evicting line’s addresses. The Maya Cache [18] similarly argues that
at 20%, MIRAGE’s design requires too much storage overhead for tags.
They assert that most lines that enter the LLC are never reused, and
that it is therefore more efficient to reduce the overall data storage in
favor of the tag store and lower power consumption. RECAST [198] also
approximates a fully associative cache, but does so by storing a per-cache-
line secret in the L1 cache that is used to derive a private LLC set index.
Whenever a line is evicted from the L1 cache and later reloaded, the secret
is recalculated, which changes the mapping of the address to the LLC set.

In 2018, Qureshi proposed CEASER [138], a last-level cache design
that encrypts the address with a low-latency block cipher and uses this
encrypted address to derive the set index. While this alone breaks the
predictable association between addresses and their cache sets, it is also
combined with periodic rekeying, intended to make any information an
attacker may have learned about the mapping useless. In 2019, Scatter
Cache and CEASER-S, a direct follow-up to CEASER, concurrently
proposed two very similar desings based on the idea of cryptographi-
cally constructing cache sets on the fly for each security domain. Where
CEASER-S proposes a skew [157] with a certain number of set partitions
(e.g., P = 2), such that a set is made up of P static partitions, Scatter
Cache skews all individual ways (e.g., P = 16 for a 16-way configuration).
Both designs add rekeying to deny attackers the time to build functional
eviction sets. They are closely followed by PhantomCache [163], which
randomizes sets in a similar manner. Following the publication of new
attacks on randomized caches (see Section 3.1.4), we developed our own
follow-up to ScatterCache. SassCache (Chapter 7) contributes a novel
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mixture of set randomization and randomization-based partitioning to
the state of the art. By adding a second low-latency encryption layer to
the index derivation function, SassCache creates unique partitions for
each security domain. Like in ScatterCache, each address is mapped to a
virtually unique set of ways, of which a cryptographically random subset
will be extremely unlikely to fully overlap with any other security domain.
This allows security critical accesses to quickly ‘hide’ in one of those ways
after only one or two targeted evictions by an attacker. Contrary to earlier
designs, SassCache forgoes rekeying in favor of an appropriately chosen
security parameter. Chameleon Cache [169] also builds on earlier skewed
randomized caches, but tries to overcome their weaknesses by adding a
small, fully associative victim cache to the randomized LLC. This hides
conflict evictions in the randomized cache, as evictions are still in the
victim cache. ClepsydraCache [166] is a hybrid design that combines
index randomization with a time-to-live (TTL) function for each cache line.
This time component introduces ‘decay’, meant to counter state-of-the-art
attacks on randomized caches (see Section 3.1.4). Whenever a new line is
loaded, it is assigned a random TTL within certain bounds. On access,
the TTL is refreshed to a new random value, and the line is evicted when
the TTL expires. The TTL is regularly reduced by a dynamic amount
related to the current rate of conflict misses in the cache. In contrast to
the trend of skewed randomized designs, Song et al. [160] argue that all
contemporary algorithms for eviction set generation can be overcome by
returning to simple randomization of the cache set index with a secure
single-cycle hash function, frequent rekeying, and an attack detector that
triggers further rekeyings.

Instead of contention-based attacks like Prime+Probe, Random Fill
Cache [112] targets internal-collision attacks and shared-memory attacks.
It introduces new instructions that allow a secure application to request
loads that do not cache the target address, but a random address in its
vicinity. This largely preserves performance, while decorrelating address
loads from the resulting cache patterns.

3.1.3 Other Secure Cache Designs

Some designs approach the problem from entirely different directions,
choosing neither randomization nor partitioning.
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SHARP [191] and RIC [87] both follow a similar idea for preventing
cross-core cache attacks via the LLC. They identify inclusion victims,
i.e., cache lines that are evicted from private caches because the are
evicted from the LLC, as a necessity for both Prime+Probe- and Flush+
Reload-style attacks on inclusive cache architectures. SHARP modifies
the replacement policy to prioritize the replacement lines that do not
have copies in any private cache, and if none exist, those that only have a
copy in the core causing the eviction. RIC, instead relaxes the inclusion
property of the LLC for read-only lines, with the reasoning that those
need not be considered for coherence, as they cannot change anyway. Thus,
all read-only memory can be evicted from the LLC without being evicted
from private caches.

First Time Miss [142] (FTM) specifically prevents re-accesses in shared
memory, e.g., during Flush+Reload, from revealing information about the
LLC state of the victim. For the first time that a core loads a line, FTM
guarantees that it behaves like a miss for that core, even it was already
cached in the LLC by a different core. Thus, an attacker cannot tell whether
an address was loaded earlier by the victim. This requires that different
security domains are isolated to their own cores. TimeCache [129] builds
on this idea and extends the granularity by removing the limitation that
only cores are tracked as domains. Instead, any process with a different
address space is treated as a different domain. Hyperthreading and context-
switching are supported by implementing a software-assisted scheme that
associates the timestamp of context-switches with the processes cache
state.

3.1.4 Analyses of Secure Caches

As the number of secure cache designs has steadily grown over the years,
so has the number of publications analyzing the security of the proposed
designs. Already in 2008, Kong et al. [96] analyze PLCache and RPcache.
They point out that the designs are at least still vulnerable to shared-
memory and cache-collision attacks. He and Lee [60] confirm their findings
and examine five more secure caches, including NoMo, NewCache and
Random Fill Cache. They find that all are vulnerable to at least one of
their four types of attacks (Evict+Time, Prime+Probe, Flush+Reload,
and internal collisions), with Random Fill Cache being the only design
to resist both Flush+Reload and internal-collision attacks. In a large
survey [35], Deng et al. test the leakage of 17 secure cache designs in
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the face of known cache attack primitives and new variants they propose.
While virtually all tested designs are vulnerable to some variant of an
attack, Catalyst is a notable standout. This is because it essentially turns
parts of the cache into software-controlled memory regions that never
leave the cache, at the cost of flexibility and generalized protection of
all memory. Targeting only CEASER(S), Brutus [20] effectively demon-
strates the dangers of custom cryptographic functions on the example of
CEASER and CEASER-S. It shows that the low-latency block cipher in
CEASER does not change the relationship between the locations of con-
gruent addresses across rekeying periods. With CaSA [22], Bourgeat et al.
present an analysis framework specifically for randomization-based secure
caches. They argue that some prior designs considered a threat model
that was too narrow, and specifically that CEASER-S and ScatterCache
are vulnerable to attacks that do not rely on building high-probability
eviction sets, but instead repeatedly use low-probability sets to accumulate
information. Of the four tested designs, only NewCache is not vulnerable
to their attacks due to its conflict-based address remapping. Almost con-
currently, Purnal et al. [135] presented a unified model for analyzing the
security of ScatterCache, CEASER-S and standard set-associative caches.
Based on this, they show that the state-of-the-art eviction-set-finding
algorithms assumed by ScatterCache and CEASER-S can be improved by
orders of magnitude (see Prime+Prune+Probe, Section 3.2), significantly
weakening the security assumptions of both designs. Song et al. [159]
also analyze ScatterCache and CEASER-S, coming to similar conclusions.
They suggest improvements to the remapping period for designs these de-
signs or active attack detection methods for simpler designs like CEASER.
Genkin et al. propose CacheFX [47], a cache attack analysis framework to
measure the entropy introduced by each memory access, the difficulty of
building eviction sets and protection against cryptographic attacks. They
evaluate PLcache, CEASER, CEASER-S, ScatterCache, PhantomCache
and NewCache and find that all designs are susceptible to some attacks.
Ramkrishnan et al. [143] identify a potential problem with randomized
designs that implement domain-fusion for shared memory without full
operating system support. When the OS and hardware design do not
support creating new domains for shared, writeable memory, the domains
have to be fused to maintain cache coherence, thereby greatly reducing
the security the design provides. Hence, they propose a new coherence
protocol that avoids the need for domain fusion. In a recent analysis [30]
of randomized cache designs Chakraborty et al. examine their resistance
against the often overlooked occupancy channel. They find that among
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the analyzed designs (CEASER, CEASER-S, ScatterCache, MIRAGE
and SassCache), SassCache is the only design that consistently resists
all occupancy attacks, while MIRAGE proves to be quite vulnerable to a
novel AES key recovery attack. In a preprint SoK [17] on the contributing
security attributes of secure cache designs, Bhatla et al. come to a similar
conclusion w.r.t. occupancy attacks. Further, they find that skewing is one
of the most promising attributes secure caches can have, and that high
associativity of 64 or even 128 offers similar security against conflict-based
attacks as designs like ScatterCache or SassCache.

3.2 Cache Attacks

Beyond the basic cache attack types (see Section 2.2.3), new and refined
attacks are still being actively researched. For set-contention based at-
tacks like Prime+Probe, one avenue of improvement is the generation
of eviction sets. When physical (and sometimes even virtual) addresses
are not available, or the set indexing or slicing function of a cache are
unknown, eviction sets can only be constructed by testing addresses for
eviction against each other.

An early method for constructing eviction sets without knowledge of cache
indexing is described by several works [113, 130]. It starts with an array
large enough to fill the cache and then iteratively removes one address at
a time, testing if the remaining addresses combined can still evict a target
address. If an address is necessary to evict the target, it is added to the
eviction set. This method finds an eviction set in O(n2), where n is the
number of starting addresses (typically enough to cover the entire cache).
Concurrently, Qureshi [139] as well as Vila et al. [176] propose a method
(named Group Elimination Method (GEM ) by Qureshi) that removes the
quadratic dependency on the initial set size, by eliminating entire groups
of addresses at once. They reason that in a w-way associative cache, it
must always be possible to divide a set of addresses > w into w+1 groups,
such that at least one group can be removed while the rest still evicts a
target address. Removing 1/w+1 of the addresses at once, GEM improves
set-finding to O(wn) [139]. In our work on cache attacks in WebGPU
(Chapter 6), we develop a parallelized version of GEM, suitable for GPUs
with LRU replacement. In a pre-processing step, we first divide a large
chunk of memory into smaller buckets that do not interfere with each other
in the cache. We then run an optimized version of GEM on each bucket
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in parallel. Using the LRU replacement properties, we can extract many
complete eviction sets from a single run of GEM on a bucket, significantly
speeding up the process. Our method results in eviction sets for all cache
sets, recovering a set every 28ms on average on an Nvidia RTX 3080.
With Prime+Prune+Probe [135] we improve on prior work by introducing
a pruning step that ensures that the entire starting set of addresses fits
into the cache and ideally fills it. By accessing the target address next and
then measuring the access times of all following accesses to the pruned set,
a cache with LRU replacement will generate a cascade of exactly w misses
in ideal conditions, reducing the runtime to O(n). Conflict Testing with
Probe+Prune ()CTPP) [189] finds that while Prime+Prune+Probe is fast,
its success rate is not very high. They combine it with a pre-processing step
that produces an optimal starting set for Prime+Prune+Probe. Similar
to our work on GPUs, Prune+PlumTree [88] finds eviction sets for a large
part of the cache in bulk instead of one at a time. Also building on Prime+
Prune+Probe, their method reduces the factor of the number of sets s
in the runtime to log(s), resulting in O(n log(s)). Combined with other
optimizations, they are able to find 98% of eviction sets in 40ms to 60ms.

Another avenue of improvement for cache attacks is to tailor attacks to the
replacement policy of the cache. Reload+Refresh [25] is a shared-memory
LLC attack that uses detailed knowledge of the QLRU [1] replacement
policy in 4th-8th generation Intel processors to decrease the detectability
of the attack. Before each measurement, a target address is placed in the
cache deliberately made the eviction candidate by filling its set with other
addresses. When the attacker later adds another address into the target
address’ set, they can measure if it was evicted or not, and thereby learn
if the victim accessed the target. Contrary to Flush+Reload, the victim
will not experience a miss when accessing it. Prime+Scope [136] is an
improvement for cross-core Prime+Probe. It reduces the attack to a single
cache line access per measurement, vastly improving the time resolution
over Prime+Probe. A targeted cache set is primed such that a chosen
scope line is made the eviction candidate, and accesses to it do not change
the LLC set state because they are served by the L1 cache. Accesses to
this line can then be performed quickly and repeatedly without a prime
period in between that would constitute a blind spot for the attacker. A
victim access is detected when the scope line is evicted through the cache’s
coherence mechanism.

Lastly, some publications have found new attack vectors in different
hardware mechanisms. Prime+Abort [40] leverages Intel’s transactional
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synchronization extensions (TSX) [75] to be architecturally notified when
cache lines of interest leave the cache, creating timer-free Prime+Probe
variants. TSX creates sections of code that do not architecturally commit
their results until the entire transaction is completed. When a transaction
performs data writes that are later evicted from the L1 cache, or data
reads that are later evicted from the L3 cache, the transaction is aborted.
Prime+Abort uses this to prime sets within a transaction and be notified
by TSX with an abort when a victim program accesses the same set.
Synchronization Storage Channels [195] similarly shows timer-less cache
attacks on the Apple M1 using its hardware synchronization instructions.
They use the ldrex and strex instructions to monitor a single address
for eviction in the attacker’s L1 cache, which they leverage into a Prime+
Probe-style attack by building a LLC eviction set around it that makes
it the eviction candidate. Yan et al. [192] find that the cache directory
is an often overlooked attack vector for caches, as it needs to contain
information on all lines in the cache hierarchy to maintain coherence.
They demonstrate that Prime+Probe attacks can also be mounted on the
directory in non-inclusive caches. Another (ab-)usable hardware feature is
the cldemote instruction, currently available on Intel server CPUs, which
demotes targeted cache lines from the core towards the LLC, without
flushing them. Rauscher et al. [144] demonstrate that this enables two
new primitives (Demote+Reload, Demote+Demote) that are similar to
Flush+Reload and Flush+Flush, but are faster and have lower blind spots
than early attacks due to not evicting data to the slow DRAM. With
Cohere+Reload (Chapter 5), we find a coherence based attack that targets
AMD SEV. On recent Zen Server architectures, AMD provides automatic
coherence between plaintext and ciphertext for its memory encryption
feature. We find that this is implemented with a half-page granularity,
though the 32 affected cache lines are not contiguous, but spread out
configurable patterns. This means that any access to an encrypted cache
line will check for the presence of any of 32 unencrypted cache lines on the
same page and evict them. The same holds for accesses to the unencrypted
lines evicting encrypted lines. We find that this provides an extremely high
temporal resolution with virtually no blind spot, enabling high-resolution
access traces for victim CVMs across cores or even sockets. In concurrent
work, the same attack is presented under the name Reload+Reload [32].
A similar attack was hypothesized to affect Intel TDX [5], though with
single-line granularity.
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3.3 Defenses Against Meltdown-Type Attacks

Contrary to speculation-related attacks like Spectre, Meltdown-type at-
tacks (see Section 2.4.1) are not caused by intended behavior, and thus
typically considered ‘bugs’ in the microarchitecture, even though they
may arise because of performance optimizations. Consequently, definitive
mitigations often involve hardware changes to the CPU that are not avail-
able until long after the initial discovery. Though microcode mitigations
are sometimes possible, software mitigations are often the only immediate
remedy, even if the performance impact is sometimes significant [100, 101,
103].

The first mitigation against the original Meltdown attack was kernel
page-table isolation (KPTI). It was initially proposed under the name
KAISER [53, 117] as a mitigation against kernel address leakage, a year
before the Meltdown attack was known. It separates the kernel and user
page table structure and exchanges them during context switches, such
that the kernel-exclusive address space is not mapped into the user page
tables at all. This prevents Meltdown, as the requested kernel address
cannot be resolved in user space. On CPUs that support process-context
identifiers (PCID), a feature that enables entries in the TLB to be tagged,
speeds up this process [56] by obviating the need to flush the entire
TLB when the page tables are swapped out. Later CPU generations were
shipped with hardware or microcode mitigations to Meltdown and related
attacks [68], making KPTI once again an optional feature. In a security
bulletin [13] published in 2025, ARM announced a vulnerability related
to prefetching that may lead to kernel data leakage, making KPTI the
default mitigation on affected ARM CPUs [102].

KPTI, however, is ineffective against an attack like Foreshadow [170]
(L1TF-SGX in Intel terminology) that targets SGX. In this threat model,
the adversary controls the operating system, and thus the page tables. As a
pure software solution, KPTI could therefore not be enforced, as this would
be the role of the operating system. Foreshadow was initially addressed
with a microcode update [78] that flushes the L1 cache whenever the
enclave is exited. This does not prevent attacks on a sibling hyperthread
however, as the L1 cache is shared between the two threads. The status
of hyperthreading was therefore added to the SGX attestation process,
allowing enclave software to ensure that hyperthreading is disabled. In
the case of Foreshadow-NG [184] (L1TF-VMM), new microcode added a
mechanism to flush the L1 cache, which a hypervisor can use on each VM
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entry to prevent the attack. Similar to SGX, the hypervisor also needs to
ensure that only mutually trusted workloads are scheduled on the same
physical core at a time to prevent attacks from a sibling thread.

LVI is also not mitigated by KPTI, since attackers can either be privileged
(e.g., for attacks against SGX) and cause faults in the victim program to
trigger a value injection, or use OS-caused faults to attack other user space
programs. As values can be injected through all the same buffers that
Meltdown-type attacks can leak from (see Section 2.4.1), simply clearing
an L1 cache is not enough. The initially proposed mitigations against LVI
were therefore to insert fencing instructions after every (vulnerable) load
that stop any out-of-order execution past the fence. A simple, effective,
yet also very costly [100] mitigation is the “speculative execution side
effect suppression” compiler pass for LLVM [24] that fences all loads. Intel
provided their own optimized compiler option that finds loads that are
followed by gadgets that can leak their value and inserts fences only for
those loads [69, 77]. In the next generation of CPUs after the publication
of LVI, most value injection attacks were mitigated in hardware [68],
and software mitigations were not necessary. The only edge case still
unmitigated in the “Comet Lake” architecture was the forwarding of
the value ‘0’ instead of any buffered value, termed “LVI-NULL” or “LVI
zero data”. Aside from particular code gadgets that are vulnerable to
null injection specifically, LVI-NULL is not generally exploitable outside
of SGX enclaves, as it requires access to the victim’s memory. Within
SGX, however, attackers can still inject arbitrary values with one level
of indirection, the null page, which is outside of the enclave. Mitigating
LVI-NULL particular attack without the overhead of existing mitigations
is the goal of LVI-NULLify (Chapter 9). Since all null value injections into
pointers now redirect loads to the null page, our mitigation brings the null
page into the enclave. We achieve this by using segmentation (Section 2.1)
to make all loads in an enclave relative to the GS segment start, which we
place at the beginning of the enclave. By marking the first pages in the
enclave non-executable and non-readable, any transiently redirected load
stalls. With this mechanism, our mitigation provides strong protection
against LVI-NULL while only incurring a small performance overhead
compared to general LVI mitigations.

Aside from direct mitigations for concrete vulnerabilities, both vendors
and academia have presented more general defenses in depth against
transient execution attacks. The new Intel feature linear address space
separation (LASS) [72] is on such defense against transient attacks that
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try to cross the boundary into kernel space. When enabled, it enforces the
already existing convention that all linear addresses with a most-significant
bit of 1 are kernel space addresses. Contrary to permissions in the page
tables entries, this permission is encoded in the linear address and can
thus be enforced earlier in an operation, preventing data leakage like
Meltdown and other microarchitectural attacks like KASLR breaks [27,
28, 57, 65, 82, 98, 152] from the outset. As another defense in depth, our
own work, SMTCache (see Chapter 8), can also thwart the Meltdown
attacks loading from L1, as the kernel resides in a separate cache slice.
Other academic works investigate the feasibility of making information of
transient execution architecturally available to programs [116], completely
blocking all side effects of speculative execution until commit [89], or
more narrowly targeting the cache as an exfiltration mechanism by only
allowing some (safe) loads [105, 148, 149], buffering speculative accesses to
the cache hierarchy until after instruction commit [4, 54, 190] or undoing
cache changes when an instruction is squashed [146].
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4
Conclusion

In this thesis, we presented novel attacks on caches and hardware cache
coherence mechanisms. The constant stream of new attacks on caches
and their surroundings motivates research into mitigations against these
attacks. In this direction, we developed secure cache designs and a software
mitigation that prevents side-channel leakage. Based on the insights from
this work, we draw the following two conclusions.

The field of secure caches is maturing, and the remaining open research
questions are moving from specific security properties towards the practical-
ity and compatibility with the existing real-world hardware-software ecosys-
tem. Since the publication of CEASER-S [139] and ScatterCache [186] in
2019, about as many secure cache designs have been published as in the
15 years prior. In this time, the field has undergone large changes, spurred
by many works critically evaluating prior designs [20, 22, 30, 35, 47, 135,
139, 159]. The state of the art has advanced to a point where for a given
set of security criteria, building blocks to create a fitting design are almost
certainly known. In our work on secure last-level caches (Chapter 7),
for instance, we found that combining randomization with elements of
partitioning can be a viable way to achieve strong security for Prime+
Probe-style attacks as well as occupancy attacks, and recent work has
confirmed these findings [30]. However, this design comes at an increased
performance cost compared to other, less secure works. This tradeoff is one
of the areas that will need to be investigated more concretely. In particular,
we need to investigate what the most efficient ways to achieve different
security guarantees are, and whether some design elements provide a
significantly better security-to-performance ratio than others. While the
most obvious and indeed the most frequent path is to trade security for
performance, our secure L1 design (Chapter 8), for example, suggests that
chip area is another possible tradeoff. In either case, it remains an open
question how close performance, security and efficiency can ultimately
be aligned, and, more importantly, how big a cost any particular use
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case can bear. For example, the interaction of secure cache designs with
high-performance ecosystems that are reliant on specific hardware behav-
iors to optimize performance, e.g., structure alignment for optimal cache
utilization, is currently unclear for most designs. Finally, the complexity
of modern CPU designs has long been so high that formal verification of
correctness in cache coherence is a hard problem [36], and newer work [197]
shows that current CPUs can still be affected by coherence errors. While
many proposed secure cache designs will undoubtedly be more difficult
to verify, it is unclear if this is universally the case, or if some designs’
coherence is only as complex as current cache designs, or even less.

Layered defenses create flexibility against yet unknown side-channel attacks.
As discussed above, verification of correctness alone is a monumental task
in today’s highly complex processors. Precluding all side-channels in the
design step is currently not feasible. However, as our software defense
against LVI-NULL (Chapter 9) demonstrates, having a broad selection
of hardware features to draw from can allow the creation of impromptu
defenses when they are needed. Besides segmentation, a new feature that
we will most likely provide significant defense in depth is Intel LASS [72],
which cuts off many memory-related side channels, e.g., KASLR breaks,
at the root. Our design, SMTCache (Chapter 8), similarly provides such
defense in depth and can prevent Meltdown-like leakage from the L1. Intel
CAT [70] further strengthens this point. Though not initially intended as a
security feature, research [111] has demonstrated that it can be a powerful
measure against cache attacks. If applied to GPUS, a either partitioning
solution could also protect high-value GPU workloads from the Prime+
Probe attacks demonstrated in Chapter 6.
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Cohere+Reload: Re-enabling High-Resolution
Cache Attacks on AMD SEV-SNP

Lukas Giner, Sudheendra Raghav Neela, and Daniel Gruss

Graz University of Technology

Abstract

Confidential computing platforms, e.g., AMD SEV-SNP, allow running
mutually distrusting workloads on the same hardware with the protection
of several isolation mechanisms: data is encrypted in RAM, and access
to unencrypted data is architecturally prevented. Furthermore, access
and cache line operations are restricted, mitigating attacks like Flush+
Reload. The hypervisor can access the encrypted data of virtual machines,
e.g., for migration purposes. This creates a coherency challenge around
modifications between encrypted and decrypted cache lines. AMD enforces
coherency between these two cache lines by removing one when the other
is accessed.

In this paper, we present Cohere+Reload, a novel side-channel attack
exploiting AMD’s coherency for encrypted memory. We discover two
types of leakage in the coherency mechanism: First, coherence conflicts
leak victim operations on a spatial granularity of a 2 kB block. Second,
the timing correlates with number and location of accesses the victim
performed within the confidential virtual machine, allowing to infer how
often or where within a coherence partition victim accesses were performed,
with a maximum spatial resolution of 256 bytes. We evaluate Cohere+
Reload in two synthetic and two real-world attacks: In synthetic attacks,
we demonstrate that Cohere+Reload can observe the control flow and
access locations in workloads within a confidential virtual machine. We
present a real-world attack on mbedTLS RSA, leaking 4096 key bits in
a single-trace attack, with 99.7% of bits correct. We present another
real-world attack on OpenSSL AES exploiting disalignments on a cache
line granularity: In a first round T-table attack we achieve an accuracy
of 100% in only 1500 encryptions and with a novel correlation attack an
accuracy of 92.81% in 12000 encryptions. We conclude that the coherence
approach for AMD SEV-SNP should be re-evaluated and discuss further
potential mitigations.
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1 Introduction

1 Introduction

Modern processors have a multi-layered memory hierarchy for data, includ-
ing code. Data can reside in registers, in cache lines in L1, L2, or L3 cache,
or in the RAM. Some processors have even further cache layers, e.g., an L4
cache. While caches are crucial for the performance of modern computers,
they also inherently introduce timing side channels that distinguish cached
from non-cached data.

The most widely known attacks are Prime+Probe [47] and Flush+
Reload [42]. Flush+Reload [42] works by constantly flushing a cache line
from the cache, using the processor’s flush instruction, and measuring
how long it takes to reload the cache line. Flushing a cache line requires
read access to the memory, e.g., read-only shared memory with the victim,
which is typically not available across virtual machines or in the context
of confidential computing. Prime+Probe does not require shared memory.
Prime+Probe [47] works by measuring how much time it takes to con-
stantly re-fill a specific cache set. If a victim access falls into the same
cache set, the timing increases.

Confidential computing is an emerging compute paradigm where a con-
fidential workload, running isolated inside a virtual machine, is isolated
from all other workloads and from the host. More specifically, it is part of
the threat model that the hypervisor can be malicious or compromised but
the confidential virtual machine remains secure. Confidential computing
platforms, e.g., Intel TDX and AMD SEV-SNP, still share the underly-
ing hardware across mutually distrusting workloads running in virtual
machines. However, vendors introduced several isolation mechanisms to
protect workloads: For instance, data is encrypted in RAM, decrypted
on-the-fly when moved into the caches, and the processor prevents direct
access to unencrypted data in caches or registers. The hypervisor cannot
access unencrypted memory of the confidential virtual machine. Further-
more, cache line operations are restricted, mitigating attacks like Flush+
Reload.

Despite the strong isolation, some functionality requires access from the
hypervisor to the encrypted data, e.g., migration of virtual machines in
the cloud. Consequently, the hypervisor can access the encrypted data of
virtual machines. However, this implies that data can be in the caches twice:
once encrypted for the host, and once unencrypted for the confidential
virtual machine. Clearly, this creates a coherency challenge as a virtual
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machine may modify a cache line, i.e., the cache contains a modified
unencrypted cache line and an outdated encrypted cache line. Google
reported that there is a coherency mechanism on Intel TDX [11] for this
purpose, where accesses with one key flush all other copies of the address
with different keys from the cache. AMD pursued a similar approach by
enforcing coherency between the unencrypted and encrypted cache lines
by removing one when the other is accessed. Still, AMD does not operate
on the granularity of a cache line, as we show in this work.

In this paper, we present Cohere+Reload, a novel attack exploiting that
AMD’s coherency approach introduces a surprisingly powerful side chan-
nel. We thoroughly analyze AMD’s coherence mechanism for encrypted
memory and discover two properties that form the basis of our Cohere+
Reload attack: First, there is a significant timing difference between cache
misses and coherence conflicts on a spatial granularity of a 2 kB coherence
partition, i.e., half a page. This timing difference directly reveals whether
a victim confidential virtual machine just accessed a specific memory
location. Second, the amplitude of the timing coarsely correlates with the
number of accesses the victim performed. It is also more finely correlated
with the location of single victim accesses, allowing to infer which out
of 8 alignments within a coherence partition the victim access had, i.e.,
we have a maximum spatial resolution of 256 bytes, which is in the same
order of magnitude as Flush+Reload with a spatial resolution of 64 bytes.

We evaluate Cohere+Reload in two synthetic and two real-world attacks:
The two synthetic attacks demonstrate that Cohere+Reload can observe
the control flow in workloads within a confidential virtual machine, i.e.,
identify the target of a jump; and that Cohere+Reload can observe which
data locations a workload within a confidential virtual machine accessed,
naturally within the limits of the spatial resolution of Cohere+Reload. We
present an attack on mbedTLS RSA-4096 and show that we can leak all
4096 key bits in a single-trace attack, with a Levenshtein distance of less
than 11 bits on average. Finally, we present a novel attack on OpenSSL
AES that exploits disalignments on a cache line granularity. Based on
this insight, we mount a first round attack with and accuracy of 100%
in only 1500 encryptions. We recover all upper nibbles of AES with a
novel correlation attack with an accuracy of 92.81% in 12000 encryptions.
We conclude that the coherence approach for AMD SEV-SNP should be
re-evaluated and discuss further potential mitigations.

Disclosure. We disclosed our results to AMD, who addressed our findings
in security bulletin AMD-SB-3010.
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Contributions. In summary, our main contributions are:

• We introduce Cohere+Reload, a novel attack exploiting that AMD’s
coherency with a spatial granularity of a 2 kB per coherence partition,
and 8 distinguishable alignments within a partition, yielding a maximum
spatial resolution that is on par with Flush+Reload.

• We evaluate Cohere+Reload in two synthetic attacks demonstrating
that we can leak control flow and data access from a confidential virtual
machine on AMD SEV-SNP.

• We present an attack on mbedTLS RSA-4096 and show that we can leak
all 4096 key bits in a single-trace attack, with a Levenshtein distance of
less than 11 bits on average.

• We present a novel attack on OpenSSL AES that exploits disalignments
on a cache line granularity, yielding an accuracy of 100% in only 1500
encryptions in a first-round attack and an accuracy of 92.81% in 12000
encryptions in a novel correlation attack.

Outline. We provide background in Section 2. We define our threat model
in Section 3. We present our novel Cohere+Reload attack in Section 4.
We template target pages in Section 5. We present an attack on mbedTLS
RSA in Section 6 and an attack on OpenSSL AES T-Tables in Section 7.
We present an attack on control flow and data accesses in Section 8. We
discuss potential mitigations in Section 9 and conclude in Section 10.

2 Background

In this section, we provide background on trusted-execution environments,
side-channel attacks, and coherence in the context of memory encryption.

2.1 Trusted-Execution Environments

The goal of trusted-execution environments (TEEs) is to provide confiden-
tiality and integrity for code and data on a system even on a compromised
system [6, 8, 9, 19]. Older TEEs often focus on personal and mobile com-
puters, e.g., Intel Software Guard Extensions (SGX) [8]. The TEE runs a
small trusted workload in a signed enclave [8]. These enclaves run on the
same CPU as regular applications. To prevent access from a compromised
host system, SGX prevents access to the encrypted enclave memory and
register state.
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5 Cohere+Reload: Cache Attacks on AMD SEV-SNP

More recent TEEs focus on cloud use cases and virtual machines (VMs).
Instead of protecting a small workload, the idea is to move entire VMs into
the TEE, which are then called confidential virtual machines (CVMs) and
protect them from a malicious or compromised host [13], e.g., AMD Secure
Encrypted Virtualization (SEV) [4] and Intel Trust Domain Extensions
(TDX) [15].

AMD SEV protects memory contents of CVMs by encrypting any data
moved out of the CPU, e.g., to DRAM or disk [37]. Still, there are many
attacks on SEV. In particular the basic SEV design was demonstrated to
provide too little protection for the guest state [26, 33] and memory [21,
28, 32, 33]. AMD addressed this issue with with the Encrypted State (ES)
and Secure Nested Paging (SNP) SEV extensions, protecting guest state
and memory integrity.

Like AMD SEV-SNP, Intel supports CVMs through their Trust Domain
Extensions (TDX) [9]. Guest memory and state are encrypted and managed
by the TEE. The host can only interact with the guest through well-defined
secure interfaces. For fast inter-process communication, the memory has
both private encrypted parts and shared parts that are equally accessible
to the host.

2.2 Side-Channel Attacks

Side channels can be used to attack systems even if there are no software
or hardware vulnerabilities or they are not known. Side channels instead
exploit side effects of the implementation such as timing [51], power con-
sumption [50], or radiation [49]. Older works focused on cryptographic
primitives [30, 48, 51], leaking keys of vulnerable cryptographic imple-
mentations of e.g., AES [47, 48], RSA [30, 42], or ECDSA [41]. More
recent works often focus on larger systems to leak information from one
system component, e.g., kernel information [43], user input [27, 39, 45],
and system activity [23].

Many side-channel attacks target caches as they can be probed without
privileges at a high temporal (i.e., nanosecond to microsecond range)
and spatial resolution (i.e., 64B) while being comparably robust against
noise. Most importantly, they allow for use generic attacks that are not
tailored to specific applications and victim programs. Consequently, the
community developed a set of generic attack techniques that follow a
uniform naming pattern based on the attack components, e.g., Prime+
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Probe and Flush+Reload. One of the first generic attack techniques was
Evict+Time [47], in which an attacker runs and times a victim process
twice, once with evicting a target cache line from the cache by performing
a larger number of memory accesses that collide in the cache, e.g., due
to set associativity, and once without. A statistically higher execution
time means the cache line was used by the victim. Instead of timing
the victim, Prime+Probe [47] times the (evicting) memory accesses, i.e.,
they time how long it takes to (re-)prime a cache set. If it takes more
time, more cache lines were replaced by the victim execution. Prime+
Probe is one of the most widely used attack techniques besides Flush+
Reload [42]. In the Flush+Reload attack, an attacker flushes a cache line
using a dedicated flush instruction, and measures the time it takes to
reload the memory location in order to decide whether or not the victim
used it. Variations of Flush+Reload include Evict+Reload [38], which
substitutes eviction for flushing, and Flush+Flush [36], which measures
the timing of the flush instruction instead of the reload, thereby revealing
a similar timing difference. Similarly, for Prime+Probe, several attack
techniques and variations have been presented more recently, such as
Prime+Abort [31], Prime+Scope [17], and Spec-o-Scope [7].

2.3 Coherence Between Ciphertext and Plaintext

Modern CPUs feature memory encryption technology, such as Intel’s Total
Memory Encryption (TME) [2] and AMD’s Secure Memory Encryption
(SME) [37]. Memory encryption is a crucial aspect of trusted execution
environments, including Intel TDX and AMD SEV, designed to safeguard
sensitive data. These built-in memory encryption systems encrypt data
before it is written to the main memory and decrypt it when loaded into
the CPU caches.

Given the nature of trusted computing, the untrusted hypervisor must
interact with ciphertexts to facilitate operations such as migrating the
guest machine to another server. To enable direct access to encrypted data,
AMD’s encryption unit includes a short-circuit path that forwards the
data without decrypting it. Each data access’s physical address encodes a
so-called encrypted bit (C-bit), which indicates whether this short-circuit
path should be utilized. This leads to an important question: how is
coherence maintained when the hypervisor actively requests ciphertext
while the guest is processing plaintext?
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AMD states that coherency between the ciphertext and plaintext depends
on the hardware [5] as some hardware enforce coherency while others
do not. In the systems where coherence is not enforced, the hypervisor
must flush the encrypted data from all CPU caches. In other systems,
hardware supports coherency across encryption domains and software
does not have to flush encrypted data, and the presence of this feature
can be determined by the CPUID bit “CoherencyEnforced” (see AMD
Architecture Programmer’s Manual [5], 7.10.6).

In our systems, all AMD EPYC CPUs support SEV-SNP and include
this coherence feature. Consumer Ryzen CPUs only support SME [24]
without automatic hardware coherence between ciphertext and plaintext.
For SEV systems without SNP, not having hardware coherence poses
significant risks, allowing potential fault-attack-like exploitation during
the write-back of ciphertext.

With the introduction of AMD SEV-SNP, the hypervisor can no longer
directly write to an encrypted page [19]. Each guest page undergoes a
procedure to assign it in a reverse page map, indicating its ownership to a
given guest VM. Once a guest accepts a page, the hypervisor retains only
read access, which is ciphertext. Despite these advancements, maintaining
coherence between ciphertext and plaintext remains essential. On Intel
TDX, it is known that accesses to a ciphertext flushes all other copies
of the address from the cache [11]. In Section 4, we present our initial
analysis of how coherence is managed on AMD systems.

3 Threat Model

Exploiting the Cohere+Reload mechanism requires a ciphertext view and
a plaintext view on the same memory region. Outside of SME, this can
only happen when a hypervisor maps an SEV guest page (ciphertext view),
as guests have no option to map pages outside their allocated memory.
Our threat model is therefore a malicious hypervisor trying to extract
information from an encrypted SEV, SEV-ES or SEV-SNP guest. In this
scenario, the hypervisor has control over all parts of the CPU that are not
part of the attestation. This includes control over CPU frequency, disabling
hardware prefetching and selecting a suitable DRAM interleaving setting
at boot (see Section 4.1). While Cohere+Reload attacks can be performed
even without stabilizing the frequency or disabling prefetching, like many
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Table 5.1: Test systems.

CPU Architecture SME HW Coherence SEV VM page flush MSR

2x AMD EPYC 7443 Zen 3 ✓ ✓ SNP ✓
AMD EPYC 7313P Zen 3 ✓ ✓ SNP ✓
AMD EPYC 8024P Zen 4c ✓ ✓ SNP X

cache attacks [10, 18, 22, 25, 34], it is simplified by these settings and they
will be used throughout the paper.

4 Cohere+Reload

In this section we examine the behaviour of coherence for AMD memory
encryption. In all of our tests, hardware cache coherence works the same in
SME as it does in SEV, SEV-ES or SEV-SNP. Therefore we will conduct
all basic experiments in SME for simplicity, unless specifically mentioned.

As a first step, we configure our systems (cf. Table 5.1) for transparent
secure memory encryption (TSME). This means all pages will be encrypted
by default, denoted by a bit in the physical address, e.g., bit 51. To get a
ciphertext view of a page, we create a second mapping where this bit is not
set. When we now measure access times to a cache line in the ciphertext
mapping, we can clearly distinguish three cases: hits, misses and coherence
conflicts (see Figure 5.1). We cause a normal miss by flushing the line
with clflush before measuring it, and a coherence conflict by accessing
the same line in the plaintext mapping. We attribute the latency increase
to the fact that when there is a plaintext line to evict, this has to happen
before the load is completed, to ensure coherency. We also observe, as
expected, that this effect is entirely symmetrical; it does not matter which
mapping is used as the observer. The coherence also holds for code pages
that were cached through code execution.

This basic hit/conflict behaviour constitutes the first part of the Cohere+
Reload primitive (see Section 4.2 for the second).

4.1 Eviction Pattern

Contrary to Intel TDX, AMD memory encryption does not enforce its co-
herence with single line granularity. Instead, we find that any access always
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Figure 5.1: Access timing histogram for accesses that are hits, misses (flushed)
or conflicts caused by SME coherence.

Table 5.2: DRAM interleaving size and coherence pattern block size on our two
systems.

DRAM interleaving setting off 256 512 1024 2048 4096

block size EPYC 7443 2048 256 512 1024 2048 256
block size EPYC 7313P 2048 256 512 2048 2048 256

triggers the eviction of 32 out of 64 cache lines on a 4 kB aligned section
of memory. We notice that in all of our machines’ default configurations,
the page is not simple split into two contiguous 2 048B halves, but instead
shows an alternating pattern of 256 byte (4 cache lines) coherence blocks
between the two coherence partitions (see Figure 5.2a). Concretely, this
means that an access to one or multiple plaintext (or ciphertext) addresses
in the first (or second) coherence partition of a page will always trigger an
eviction of all ciphertext (or plaintext) addresses in the first (or second)
partition of a page. This limits the channel’s spatial resolution compared to
Flush+Reload, though it speeds up page profiling (see Section 5). We run
this experiment on different physical and virtual pages, different page sizes
(4 kB and 2MB) and between different cores. We find that the pictured
pattern is always the same. However, two of our machines’ (EPYC 7443
and EPYC 7313P) mainboard menus expose a boot setting for “DRAM
interleaving size”. When we change it from its default of 256B to 512B,
1 024B or 2 048B, we can see the coherence eviction pattern changing to
match (see Figure 5.2), except for “off”, 1 024B in the case of the EPYC
7443 system, and 4 096B (Table 5.2). While we do not know why the
coherence mechanism is implemented as it is, we suspect some form of
load balancing consideration w.r.t. DRAM.
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Figure 5.2: Eviction Pattern for different DRAM interleaving size setting over
8 kB physically contiguous memory. A plaintext cache line is evicted
by (and evicts) all corresponding ciphertext cache lines in black.

4.2 Access Delay Time

Since we have seen in Section 4 that the presence of a single plaintext
cache line increases the access time for a ciphertext line in the same
coherence partition, it stands to reason that more cache lines in the same
partition might take even longer to evict. Indeed, we find that the access
delay on the evicting party’s side is related to the number of accessed
lines in the coherence partition. When we access from 0 to 32 lines of
plaintext in the same coherence partition and measure a ciphertext access,
we see a monotonically increasing access time (Figure 5.3a). But we do
not observe a strictly monotonic increase, instead we see plateaus every 4
cache lines. When we look at the individual distribution of access times for
each number of accesses (Figure 5.3c), these groupings are visible. The first
three access groupings are somewhat separated (that is, measuring after
1,2 or 3 accessed lines), but from then on there are quartets of consecutive
numbers of accesses that display very similar access times.

Investigating further, we can see that Figure 5.3a and Figure 5.3c are
actually a special case of timings when the accessed cache lines are con-
tiguous, i.e., we do not skip lines within a coherence partition up to
our chosen number of accesses. Measuring the ciphertext access times
for single plaintext evictions of different plaintexts we find the cause of
this behaviour: different offsets within a coherence block have distinct
timings. As Figure 5.3b shows, when there is only one plaintext access in
the coherence domain the access time of the ciphertext depends on the
position of the plaintext access within the coherence block and repeats
from block to block. This means that while on average a higher number
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Figure 5.3: Ciphertext conflict access times for different numbers of prior plaintext
accesses on congurent adresses. Which addresses and how many where
accessed changes the conflict eviction time.

of accessed cache lines within a partition will increase the conflict eviction
time, some combinations of lines will lead to far higher delays than others.
This pattern depends on the core number within a core complex that
loaded the plaintext address, but is the same between core complexes. We
believe the pattern comes from the topology of the core complexes. When
the block size is increased, the timing pattern also expands, though only
up to 8 lines. For pattern sizes of 1 024B and larger, the pattern begins
to repeat after 512B, i.e., 8 cache lines.

This timing behaviour is the second aspect of the Cohere+Reload primitive.
We will further explore this effect in an attack in section Section 7.2.
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Table 5.3: Comparison of Cohere+Reload with Flush+Reload and Flush+Flush.

Flush+Reload Flush+Flush Cohere+Reload

System
Hits Misses Blind Spots Hits Misses Blind Spots Conflict Hit Blind Spots

[cycles] [cycles] [%] [cycles] [cycles] [%] [cycles] [cycles] [%]

EPYC 7443
122
σ=13

389
σ=130

65.1%
482
σ=96

367
σ=90

3.2%
428
σ=103

125
σ=130

0.06%

EPYC 7313P
150
σ=0

658
σ=173

73.2%
833
σ=124

632
σ=31

3.5%
800
σ=167

151
σ=0

0.53%

EPYC 8024P
145
σ=0

497
σ=117

74.8%
623
σ=92

484
σ=59

1.6%
623
σ=131

146
σ=1

0.02%

We compare Cohere+Reload with Flush+Reload and Flush+Flush across
three metrics: hit time, miss/conflict time, and blind spots. The measure-
ment for all three metrics is repeated 100 000 times on each system on
different physical cores. Cohere+Reload has a much smaller blind-spot
size and comparable hit and conflict times.

4.3 Cohere+Reload Compared to Other Cache Attacks

In this section, we compare Cohere+Reload with two cache attacks: Flush+
Reload and Flush+Flush. Our results, presented in Table 5.3, show that
Cohere+Reload is a fast attack, comparable to the two Flush-based cache
attacks across three metrics: hit time, miss time (conflict time), and blind
spots. Using the methodology presented in prior work [3], we measure each
metric 100 000 times on three systems: 2x EPYC 7443 (Zen 3), EPYC
7313P (Zen 3), and EPYC 8024P (Zen 4c). We disabled the hardware
prefetchers and fixed the frequency on all three machines. To measure
the metrics, we spawn two threads on different physical cores: a victim
thread which randomly accesses a predetermined memory location, and
an attacking thread that mounts the attack, measuring the metric.

On all three systems, we notice that Flush+Reload has a large blind spot
— between 65-75% of victim accesses were missed by the attacker. Flush+
Flush has a much smaller blind spot, with only 1.5-3.5% of victim accesses
being missed by the attacker. Cohere+Reload has a minuscule blind spot,
with less than 0.5% of victim accesses being missed by the attacker.

To measure the attack time, we consider both the hit and miss (conflict)
timings. We see that the hit timings of Cohere+Reload are comparable to
the hits of Flush+Reload, and the conflict timings of Cohere+Reload are
comparable to Flush+Flush. This shows that Cohere+Reload is as fast as
comparable attacks with a much smaller blind spot size, making it a very
reliable side-channel attack.
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5 Target Page Templating

In a standard SEV-SNP scenario, the host has no knowledge about where
the guest maps which data in its virtual memory range. For an attack,
the first step is therefore to locate pages of interest in the guest. The
same result could be achieved with page access flags, though this is an
alternative approach that does not require the flushing of TLB entries. The
only requirement for this step is that a victim page access can be reliably
triggered (e.g., establishing a connection that causes an RSA encryption).

We implement this for RSA by using a network call to the guest that
triggers an encryption. In our test, we filter 4GB of VM virtual memory
with a sieve of sorts. Starting with all pages, we repeatedly cause the guest
to access or not access the page of interest while measuring each page from
different core with Cohere+Reload. We access each page with a single
split load to detect coherence eviction in both coherence partitions at
once, as we find that the penalty for accessing both partitions is only ≈ 30
cycles. Pages that do not show the expected hits or conflicts are discarded
from the list and the next step operates on the reduced list. After only
4 sieve steps, 1 048 510 pages can be reduced to an average of 7.36 pages
in 10.6 s in 100 experiments, with the two RSA pages of interest always
being among them. Finding the correct page from there is trivial, as only
those two pages show the expected access pattern during an encryption
(see Section 6).

6 High Frequency Code Attack - RSA

We attack the square-and-multiply mbedtls mpi exp mod implementation
of RSA in Mbed-TLS v3.0.0. For the purposes of this demonstration, we
configure it to use a maximum window size of 1. While the specific version
is not crucial as long as the algorithm is the same, note that because of the
coherence pattern, Cohere+Reload requires a suitable code layout. That
is, the code that can be attacked needs to be aligned suitable within a
coherence partition, while code that would hinder the attack needs to fall
into the other partition. In this example, we find that a 256B pattern is
unsuitable, but switching to a 512B pattern with the DRAM interleaving
setting results in a working attack.

Our victim is an RSA encryption service in an SEV-SNP guest triggered
by the attacker, which runs on the host. For the attack, the host program
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Figure 5.4: Part of a raw Cohere+Reload trace of an RSA encryption. When
exponentiation shows a conflict, a new exponentiation loop was started.
When multiplication shows many in a row, the victim was most likely
descheduled.
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Figure 5.5: Time difference between hits on exponentiation. The two bands show
where a multiplication was executed (large difference) and the key
bit is 1 or where it was not and the bit is 0 (small difference).

records traces of two code locations. First, the second partition in the
mpi exp mod function. This contains the beginning of the loop that iterates
over each key bit. Second, we trace the mpi montmul function that does
the squaring and multiplication operations. Our attack traces starts when
the mpi exp mod is called for the first time and records long enough to
capture the entire encryption (240000 samples). Figure 5.4 shows a section
of such a trace. The mpi exp mod signal (blue) carries most of the key
information, as it ideally detects an eviction precisely once per processed
bit. This lets us infer whether or not mpi montmul was called in addition
to the square function (indicating that the key bit was 1) by the time
delay to the next detection. The time difference between two conflicts
in this signal is about twice as long when a ‘1’ bit is processed. While
this alone allows us to recover most of the key, we can correct some
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mistakes with the signal in mpi montmul (pink). As the algorithm spends
most of its time in this function, we detect almost all conflicts. However,
when the algorithm is paused for any reason (e.g., scheduling), we see
periods of hits on this address that we can then use to correct the primary
signal. Figure 5.4 shows one occurance of this near the end. In minor
post-processing we also detect the precise start and end of the encryption
and remove double detections for single bits that are too close together
(see Figure 5.5). Over 100 runs, our attack recovers randomly generated
4 096 bit keys with a Levenshtein distance of 10.7 ± 3.94 (µ, σ) with a
single trace (see Figure 5.6). In terms of attack performance, this is on
par with related works attacking RSA [1, 12, 14, 20, 35].

7 AES T-Tables

In this section, we evaluate Cohere+Reload on the AES T-table implemen-
tation of OpenSSLv3.4 with 128 bit keys. Specifically, the AES encrypt

function which uses T-tables in lieu of hardware support (i.e., AES-NI).
Similar to the RSA attack (Section 6), we choose this implementation as
it has been used extensively to evaluate prior side-channel attacks and is
therefore a well-understood attack target [1, 12, 14, 16, 20, 29, 35].

The well-known first- and last-round attacks on AES T-tables [40, 46, 48]
are both based on access probabilities. For a first-round cache attack, each
of the four T-tables’ cache lines (16 per table with 16 entries each) are
measured as hits or conflicts after an entire encryption. As an encryption
consists of 40 total accesses to each table (10 rounds with each 4 accesses),
over a sufficient number of random plaintexts the probability for each line
to be accessed at the end of an encryption is 1− 15

16

40
= 92.43%. This can

be distinguished from lines that are always accessed. In the first round of
the encryption, the tables are accessed according to the result of Pn ⊕Kn,
where Kn is byte n in the original key and P is the plaintext. Fixing one
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Figure 5.7: AES T-table memory alignment in OpenSSL and memory coherence
partition patterns for 256B and 512B. Annotations show where first
round T-tables are accessed depending on the key- and plaintext bytes.
Te1 and Te3 demonstrate the 256B/512B patterns respectively (only
1 pattern can be active for all memory for each system boot), and
Te0 shows the second partition on the next page.

plaintext byte therefore allows an attacker to control which line is always
accessed. After measuring enough encryptions, only this line will show no
conflicts, hence we can infer the upper nibble of each key byte.

The resolution of Cohere+Reload, however, is not a single cache line.
The partition size of half a page is simply not enough to perform this
attack merely by distinguishing hits from conflits, and even other tables
on the same page influence each other. Even if one performed enough
measurements to detect a non-accessed coherence partition (quite unlikely

with Paccessed = 1− 1
2

160
), this would only leak one bit per key byte.

However, we notice that while the default T-table placement in memory is
aligned to cache lines with default compilation options, it is not necessarily
aligned to a page. From this simple fact, we are able to conduct a limited
standard first-round attack (Section 7.1) as well as a novel variation on
the first-round attack based on a bias in the number of accessed cache
lines instead of their location (Section 7.2).

7.1 Disaligned T-Table First-Round Attack

For this first attack, we only look at table Te0, which deals with key/-
plaintext bytes 0,4,8 and 12 in the first round. As we can see in Figure 5.7
bottom right, Te0 spans 5 cache lines into a new page. For a Flush+Reload
attack, this would not make a difference, as the attack either works on
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Figure 5.8: Heatmap of conflicts in an AES disaligned T-table attack on key
bytes 0, 4, 8, 12 with a total of 1500 encryptions. Correct key nibbles
are 0x4, 0xb, 0xc and 0xa.

all cache lines or it does not work at all (e.g., because the target cannot
be accessed). For Cohere+Reload however, this enables an attack. With
a coherence pattern size of 256B, this means that the last line of Te0 is
the only one that accesses the second coherence partition on that page.
With this disalignment we can convert the Cohere+Reload primitive into
what is essentially a Flush+Reload primitive for this implementation, an
improvement in the same vein as the attack described by Spreitzer et al.
[44].

For random plaintexts, each cache line will be used by an encryption in
92% of cases. In our case, the second coherence partition of the second
page will measure this percentage for the last line of Te0. The T-table
access in the first round depends only on the XOR of the plaintext and
key bytes, e.g., Te0 = P{0,4,8,12} ⊕K{0,4,8,12}. As only an XOR product
of 0xf in the upper nibble accesses the measured partition, the correct
key nibble can thus be derived with (Px,t ⊕ 0xf0) ∧ 0xf0 = Kx for the test
plaintext byte Px,t for which Cohere+Reload shows a 100% hit ratio.

We can recover all upper nibbles for these 4 key bytes in 1500 encryptions
with 100% accuracy. Figure 5.8 shows a heatmap of one such attack with
a total of 1000 encryptions, clearly displaying the key correct key nibbles
0x4, 0xb, 0xc and 0xa.

7.2 First-Round Correlation Attack

For the standard T-table attack, we use the fact that there is a 92%
chance that any given cache line in a table will be accessed with a random
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plaintext. We have established above that the spacial resolution of Cohere+
Reload is not enough to us this in a standard first-round cache attack.
However, we know each key- and plaintext byte combination accesses a
specific cache line with 100% certainty. This in turn means either the first
or second coherence partition will be accessed for each plaintext byte in the
first round. Looking at a single key byte at a time, we can easily calculate
a pattern of partition 1 and partition 2 accesses for each plaintext and
each key. Concretely, we can create a template vector for each possibly key
byte value of the form {0, 0, 0, 1, 1, 1, 1, 0, 0, 0, 0, 1, 1, 1, 1, 0}. Each number
denotes the partition that Pn ⊕Kn will access, in this case for Kn = 0
and a pattern size of 256B. We can now pick a fixed plaintext and change
only one plaintext byte at a time and record the number of total accessed
cache lines in the T-tables that fall within the one of the partitions. With
this, we can now calculate the Pearson correlation coefficients between the
templates and the access count vector. The highest correlation will show
the template corresponding with the correct upper nibble of the tested
key byte.

When we generate the template vectors, we find that they contain a
different number of unique templates for the 256B and 512B coherence
patterns. Depending on the cache line offset within a page, there are at
most 8 unique templates for a 256B pattern and 16 for the 512B pattern.
This means for all odd cache line offsets of the T-tables, we can recover 3 or
4 bits per key byte, depending on the chosen pattern size. The pattern size
256B yields one bit less, since the disaligned coherence pattern within each
table repeats once (see Figure 5.7) and we can therefore not distinguish
the most significant bit.

While this attack benefits from chosen plaintexts (see above), a sufficient
number of (mostly) random known plaintexts will work just the same. By
adding the number of partition accesses to a bucket for each plaintext
byte value and for every byte of a random plaintext, each encryption
can contribute to the recovery of all 16 key bytes instead of just one.
With many encryptions, this creates a 16x16 matrix with one correlation
vector for each key byte. After enough encryptions, the bias in the average
number of accessed cache lines in a coherence partition outweighs the
initial noisiness of random plaintexts and the key bytes can be recovered.
Therefore we consider this a known-plaintext attack.

Cohere+Reload provides for two methods of measuring the number of
accesses. Firstly, the access time for a single read, as described in Sec-
tion 4.2. In theory, over enough measurements with randomized plaintexts,
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Figure 5.9: Cohere+Reload access trace for a single AES encryption.

the average access time should provide a proxy measure for the number of
cache lines that were accessed within a partion. Unfortunately, we could
not make this method work with AES. Fortunately, we can make use of
the minimal blind spot and high frequency of Cohere+Reload and mount
a trace attack.

Unlike in the case of RSA, there is very little time between accesses to
the T-tables in the OpenSSL implementation. When we try to trace an
encryption normally, we only observe 10-15 accesses per partition, for
a total of ≈ 20 − 30 accesses out of the ≈ 135 expected accesses (less
than 160, as some accesses fall on the second page). Since in our threat
model (cf. Section 3) we are the hypervisor, we can however employ a
little trick to slow down our victim. Even in SEV-SNP, the hypervisor has
control over the bits in the page table entries, including the uncacheable
bit. We find that by making both the function code and the stash page
uncacheable, we can slow down our victim considerably. This allows us to
record around 100 total memory accesses for a single encryption, as we
can see in Figure 5.9. Though still shy of 160, we cannot reliably see all 16
individual accesses in the first round and infer the table accesses directly.
We can, however use the number of hits to the partitions as a proxy. Even
though some hits will contain two or more accesses, on average the number
of accesses in a partition will be biased by the first round. To reduce the
noise, we only look at the first 16 accesses to both partitions, and extract
the number of accesses to one of them as our signal. We choose 16 as it
is the upper limit to how many hits we can see within the first round,
and even if accesses from the second round are included, they only add
noise. We can see this signal plotted together with the correct template in
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Figure 5.10. In this case, we achieve a very high correlation coefficient of
ρ = 0.99.

Figure 5.11 shows our results for both pattern sizes. We can see that
recovering 3 bits is more robust, as the templates are more different to
each other. With 4000 traces, we correctly recover 3 bit for an average
of 14.5 key bytes in our first guess. Adding second guesses, this rises to
15.3. Using the 512B pattern, we can recover an average of 14.85 nibbles
per byte with 12000 encryptions with first guesses and 15.4 when we also
include second guesses.

Since this is a correlation based attack, we can identify weakly correlating
key nibbles, or those where several candidates are close, and record more
traces only in these cases to minimize overall traces.

Tracing AES with this time resolution (without repeating encryptions) is
something we do not believe can be easily achieved across cores or even
sockets with other cache attacks like Flush+Reload or Flush+Flush, as
Cohere+Reload can monitor an entire page with only two addresses (cf.
Section 4.3). Though compared to the standard our attack takes longer
(e.g., Flush+Reload can work with only a few hundred to low thousands of
encryptions as shown in Section 7.1), it also has slight advantages. Firstly,
as a trace-based attack it is not hindered by software prefetching, as each
read resets the cache line. Secondly, this attack functions the same for
128 bit keys as it does for 192 bit or 256 bit keys, as the additional two or
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four rounds do not affect the beginning of the attack, whereas for other
attacks the probabilities become less favorable.

8 Load-time based attacks

In Section 4.2, we observed that Cohere+Reload-timings to different cache
lines in the same coherence block have discernible timing differences, i.e.,
an attacker can conclude which cache line was accessed by measuring the
time taken to access a cache block. In this section, we use this observation
to mount two synthetic attacks: the first reveals which part of an array
is accessed while the second detects which case of a switch statement
is taken. We test these attacks on an AMD EPYC 8024P (Zen 4c) with
hardware-prefetching disabled.

Our experimental setup consists of two processes, an attacker and a victim,
which can access the same physical page as a ciphertext or plaintext
mapping respectively. This page is either a dynamically allocated array
storing values (the first attack), or it the victim’s code (the second attack).
We assume that the region of interest is one cache-block large (256B)
and assume that the physical address is aligned to this value. For the
attack on code execution, we ensure that each case of the switch is one
cache-line long and all four cases are within the same cache block. By
measuring the access time with Cohere+Reload, we can now infer which
line in a coherence block was accessed by the victim, which in turn can
let us infer control- or data flow. With the attack on code, a source of
noise is the (speculative) fetching of instructions from the next case by
the instruction prefetcher. To overcome this, we use the ret instruction
at the end of every case to indicate that the next set of instructions will
not be executed.

For the purposes of the experiment, the attacker and victim alternately
access the physical address. The attacker records the access times and the
victim accesses only one random cache line. Each cache line is accessed
100 000 times, resulting in 400 000 measurements. Figure 5.12a shows the
access time distribution to the coherence block when the monitored address
corresponds to a dynamically allocated array, i.e., data. In Figure 5.12b,
we see the access times to the coherence block when the physical address
corresponds to a switch and each case is on a different cache line, i.e.,
code.
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Figure 5.12: Cohere+Reload access times to a coherence block when it contains
victim data (Figure 5.12a) and victim code (Figure 5.12b).

With these measurements we can make several observations. First, access
times to code (Figure 5.12b) is noisier than data (Figure 5.12a), even in
our example with a ret at the end of every case. In further tests we learn
that the distributions become visually separable when the attacker can
choose to repeat the same input. Since the ret instruction also improves
the result but does not make it perfect, we believe this is a combination
of misspeculation and a race condition between how fast the front end
can fetch data vs. how soon the ret is decoded.

In a real attack, exploitability depends heavily on the control an attacker
has over the target branch. If a single secret bit can be reliably repeated,
it only takes a few samples to train predictors and receive a clean signal
(cf. Section 4.2). If a sequence of bits can reliably be repeated in the same
order (e.g., a key that is used bit by bit), Figure 5.12b shows that by
combining repeated measurements we can produce distinct distributions,
even when attacking instructions.

9 Mitigation

AMD disabling the coherence feature will undoubtedly mitigate Cohere+
Reload, though VMPAGE FLUSH, if present, may lead to similar leakage, as it
may well have the same time dependence. Here, the fundamental question
is if the host’s ability to read the ciphertext at all is even necessary for SEV-
SNP. The SEV-SNP attestation flag CiphertextHidingDRAM suggests it
may not always be necessary, as it disallows reading of the ciphertext by
the hypervisor when active. As we have no hardware that supports this
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feature, we can only speculate that the coherence mechanism could be
disabled when this setting is enabled, depending on how it is implemented.

On the developer side, hardened implementations could change the memory
type of critical sections (e.g., T-tables) to uncacheable. While this slows
down execution, our experiments show that loads to uncacheable memory
do not trigger the coherence mechanism.

10 Conclusion

In this paper, we introduced Cohere+Reload, a novel side-channel attack
exploiting AMD’s coherency for encrypted memory. We exploit two types
of leakage in the coherency mechanism: First, we exploit coherence con-
flicts, leaking victim operations on a spatial granularity of a 2 kB block.
Second, we exploit timing correlations with the number and location of
accesses, reaching a maximum spatial resolution of 256 bytes. In our syn-
thetic attacks, we showed that Cohere+Reload can observe control flow
and access locations in workloads within a confidential virtual machine.
As a benchmark we mounted an attack on mbedTLS RSA, leaking 99.7%
of the 4096 key bits in a single-trace attack. We also mounted an attack
on OpenSSL AES exploiting disalignments on a cache line granularity,
achieving an accuracy of 100% in only 1500 encryptions in a first round
T-table attack and an accuracy of 92.81% in 12000 encryptions with
a novel correlation attack. Our work shows that coherence mechanisms
can undermine the confidentiality of confidential virtual machines. Conse-
quently, we believe that vendors need to weigh the necessity of coherence,
as discussed above, against the opening of this side channel for future
implementations.
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Abstract

In recent years, the use of GPUs for general-purpose computations has
steadily increased. As security-critical computations like AES are becoming
more common on GPUs, the scrutiny must also increase. At the same time,
new technologies like WebGPU put easy access to compute shaders in
every web browser. Prior work has shown that GPU caches are vulnerable
to the same eviction-based attacks as CPUs, e.g., Prime+Probe, from
native code.

In this paper, we present the first GPU cache side-channel attack from
within the browser, more specifically from the restricted WebGPU en-
vironment. The foundation for our generic and automated attacks are
self-configuring primitives applicable to a wide variety of devices, which we
demonstrate on a set of 11 desktop GPUs from 5 different generations and
2 vendors. We leverage features of the new WebGPU standard to create
shaders that implement all building blocks needed for cache side-channel
attacks, such as techniques to distinguish L2 cache hits from misses. Be-
yond the state of the art, we leverage the massive parallelism of modern
GPUs to design the first parallelized eviction set construction algorithm.
Based on our attack primitives, we present three case studies: First, we
present an inter-keystroke timing attack with high F1-scores, i.e., 82% to
98% on NVIDIA. Second, we demonstrate a generic, set-agnostic, end-to-
end attack on a GPU-based AES encryption service, leaking a full AES
key in 6minutes. Third, we evaluate a native-to-browser data-exfiltration
scenario with a Prime+Probe covert channel that achieves transmission
rates of up to 10.9 kB/s. Our attacks require no user interaction and work
in a time frame that easily enables drive-by attacks while browsing the
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Internet. Our work emphasizes that browser vendors need to treat access
to the GPU similar to other security- and privacy-related resources.

Keywords: Side Channels, Cache Attacks, GPU computing.

1 Introduction

In the last decades, Graphics Processing Units (GPUs) have seen an
important evolution. While they were initially designed for the specific
purpose of graphic rendering, most modern discrete GPUs offer the possi-
bility of general-purpose computing. With the introduction of NVIDIA’s
CUDA [7] in 2007 and OpenCL [4] in 2009, GPUs have become common-
place for workloads that benefit from the massive parallelism they can
offer. While the individual execution speed is still slow compared to recent
CPUs, current-generation cards offer thousands of cores, enabling a huge
performance boost for parallelizable operations.

The increasing number of use cases of general-purpose GPU computing
includes computations on potentially secret information, e.g., neural net-
works [25] or cryptographic applications [22, 54]. Thus, general-purpose
GPU computing also becomes a more interesting attack target. Recent re-
search confirms these security concerns, as GPUs have become a recurrent
target of side-channel attacks, exploiting various shared components [6,
16, 25, 28, 34, 36, 39, 42]. Furthermore, attackers may also leverage the
GPU to attack other system components [24, 31]. As on CPUs, the GPU
cache is a particularly interesting resource for side channels. Consequently,
prior work also replicated well-known CPU cache side-channel attacks on
GPUs [14, 16, 17, 34, 39], albeit only in native code so far.

While native code has direct access to a large variety of GPU APIs, e.g.,
CUDA, Vulkan, Metal, and Direct3D, acquiring native code execution
is a significant hurdle for any attacker. Instead, the browser has become
a more interesting attack vector, as users routinely run untrusted third-
party code on their devices within the browser. Since GPU computing can
also offer advantages for computations within websites, browser vendors
decided to expose the GPU to JavaScript through APIs like WebGL
and the upcoming WebGPU standard. WebGPU is not only available
on desktop browsers but is also already partially supported on mobile
devices in Chrome Canary version 117. As the future standard for web-
based general-purpose interaction with GPUs, WebGPU aims to lay solid
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6 GPU Cache Attacks from the Browser

foundations for performance and security. The standard already has explicit
mitigations against timing side channels [11], e.g., disabling timer access
(making it a trusted feature), and mimicking the JavaScript mitigation
against malicious use of the SharedArrayBuffer [23, 35, 41, 52]. Previous
work demonstrated native code side-channel attacks on GPUs, where the
browser triggered L1 and L2 cache activity, e.g., through WebGL [34].
However, the feasibility of a browser-based GPU cache side-channel attack,
targeting a victim running in native code or another browser window, nor
the possibility of an attack with the upcoming WebGPU standard [12]
have been demonstrated yet. Considering the ubiquitous attack surface
browsers offer to attackers, we need to investigate the following questions:

Can GPU cache side-channel attacks also be mounted from within a restric-
tive browser environment using APIs like WebGPU? Can these attacks
be made generic enough to work on the wide spectrum of GPU hardware?
To what extent can an attacker leverage GPU parallelization to enhance
attacks?

In this work, we answer these questions by presenting the first end-to-
end cache side-channel attacks from within browsers, leveraging the new
WebGPU standard. Despite the inherent restrictions of the JavaScript and
WebGPU environment, we construct new attack primitives enabling cache
side-channel attacks with an effectiveness comparable to traditional CPU-
based attacks. Our attacks are generic and automated, in the sense that our
2 attack primitives automatically determine GPU-specific configuration
parameters required for an attack, i.e., the cache hit-miss threshold, the
cache size, and the number of cache sets. Consequently, our attacks work
on a wide variety of devices, which we demonstrate in our evaluation: We
show that our 2 basic attack primitives work on 11 desktop GPUs from 5
different generations and 2 vendors, NVIDIA and AMD. We demonstrate
that based on these, we can also identify cache sets and monitor cache set
collisions directly from a browser on a variety of NVIDIA GPUs.

We introduce 3 techniques to exploit cache contention on the L2 cache
of discrete GPUs from JavaScript via WebGPU compute shaders. First,
we highlight that significant cache eviction, often induced by graphical
rendering, can enable attackers to discern instances of re-rendering. Second,
we implement a templating attack within the browser, designed to monitor
memory access patterns. Lastly, we present the first Prime+Probe attack
on discrete GPUs executed from a browser. For all 3 attacks, we evaluate
whether using the GPU’s parallelism improves the basic attacks. For the
eviction set construction in particular, we extend the state of the art
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by leveraging the massive parallelism of modern GPUs with the first
parallelized eviction set construction algorithm.

We evaluate our attacks in 3 distinct scenarios covering both low-frequency
non-repeatable events, as well as repeatable and high-frequency events: an
inter-keystroke timing attack, AES key extraction, and the establishment
of a covert channel, all initiated from a browser, i.e., through an attacker-
controlled website. Our keystroke monitoring attack detects inter-keystroke
timings with F1-scores in the range of 82% to 98%, and a sampling
time below 15ms, fast enough to distinguish even very fast typing. We
successfully extract AES keys in 6min with a precision of 100%. Our
templating approach enables us to profile the T-tables in 13 s on average,
with the remaining time (5.7min) dedicated to the last round attack. We
perform the attack on 2 recent GPUs, a NVIDIA RTX 3060 Mobile and
a NVIDIA RTX 3060 Ti, with similar results. Lastly, we demonstrate a
covert channel with true channel capacities between 7.3 kB/s and 10.9 kB/s
on the NVIDIA RTX 2070 Super, NVIDIA RTX 3080 and NVIDIA RTX
3060 Ti.

Our attacks require no user interaction and work within a realistic time
frame a user might spend on a website, e.g., in the range of multiple
minutes. Therefore, they can easily be implemented as drive-by attacks,
targeting arbitrary users while browsing the Internet. Furthermore, since
our attacks are based on WebGPU, they are applicable to all operating
systems and browsers implementing the WebGPU standard and, as we
demonstrate, to a broad range of GPU devices. Consequently, it becomes
clear that browser vendors need to reassess their approach to offer GPU
access to untrusted websites without user consent. Instead, we recommend
a security-centric interactive approach that is already applied to all other
security- and privacy-related resources, such as the microphone and the
camera.

In summary, our paper makes the following main contributions:

1. We present the first end-to-end cache attacks on GPU caches from the
browser, using the restrictive WebGPU API.

2. We evaluate our attack primitives and attacks on a wide range of GPU
architectures and explore where the massive parallelism of GPUs can
improve attacks.

3. Based on our insights, we develop the first parallel eviction set con-
struction algorithm and the first Prime+Probe attack on the L2 cache
of a single, dedicated GPU.
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4. We describe a novel templating approach that we use in an attack
on an AES T-table GPU implementation. Using predictable LRU
cache set eviction cascades on GPUs, our attack can skip the lengthy
set-construction phase by exploiting only contention in sets that are
actually used by the victim.

Outline. Section 2 provides the background and Section 3 our threat
model. Section 4 presents the primitives for Prime+Probe on the GPU
from the browser. Section 5 explores an inter-keystroke timing attack.
Section 6 evaluates our attack for an AES key recovery and Section 7 in a
covert channel scenario. Section 8 discusses limitations and mitigations.
Section 9 concludes.

2 Background

2.1 GPU architecture

The architecture of discrete GPUs may vary by brand. Hereafter, we
focus on giving an insight into discrete GPUs architecture, tackling both
computation and memory management. We default to the concepts and
notations adopted by NVIDIA, but similar concepts are used by other
manufacturers, such as AMD.

A GPU consists of multiple Streaming Multiprocessors (SMs), called
Compute Units (CUs) on AMD cards. Each SM has its dedicated memory
subsystem, including shared memory (SM-local memory), caches, and
functional units, to execute multiple threads in parallel, operating under
the SIMD paradigm. On GPUs, threads are organized into thread blocks
(also called workgroups on WebGPU) that are assigned their own SM
when executed. SMs consist of multiple processing blocks (4 on recent
NVIDIA and AMD GPUs). Each processing block is a separate SIMD
execution unit with its own load and store units capable of running 32
threads in parallel. Thread blocks are divided into warps, groups of 32
threads that are scheduled on processing blocks. Processing blocks have
warp schedulers, hardware schedulers that schedule warps in and out of
the processing block. When a warp has to wait for a memory access or
register dependencies, the warp scheduler schedules a different warp that is
ready to execute to keep the SIMD units busy. The constant rescheduling
of warps allows for latency hiding and, therefore, more efficient use of
processing blocks [7].
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Figure 6.1: Modern GPUs (here NVIDIA) have an L0 cache per processing block,
an L1 cache per SM, and a shared L2 cache.

Prior to the Volta architecture, all threads in a warp share the same
instruction unit with a single program counter, i.e., instructions execute
in lockstep [40]. If threads in the same warp diverge, they are masked
until they converge again. If some threads execute the if-branch and
some execute the else-branch, the entire warp executes the if-branch
and the else-branch with threads masked accordingly. Volta introduced
independent thread scheduling, with a per-thread program counter and
call stack, allowing the processing block to interleave execution of diverging
branches [40].

Similar to CPUs, GPUs use caches to reduce the latency for memory
accesses. Namely, each SM has a dedicated L1 cache that is shared between
processing blocks, and each processing block has access to a smaller private
L0 cache. Finally, GPUs share one global L2 cache (LLC) between the
SMs. Figure 6.1 illustrates the cache hierarchy of Nvidia Turing GPUs.
However, we note a few relevant peculiarities of GPU caches. First, there
is no coherency protocol between caches, and maintaining coherency is
the responsibility of developers. Second, unlike the classical 64-byte cache
line in CPUs, GPUs’ LLC commonly has 128-byte cache lines [1, 8].
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2.2 GPU APIs

GPUs can be called through different APIs depending on the context. We
distinguish two main API families: native APIs (e.g., OpenGL, Vulkan
and CUDA), and web APIs (e.g., WebGL and WebGPU).

Native APIs. The most straightforward and efficient way to interact with
a GPU is through dedicated native APIs. They enable the use of GPUs for
either graphic rendering or generic computing. OpenGL was introduced
in 1992 to support GPU-assisted rendering on Linux and Apple plat-
forms, while Windows uses the Direct3D framework. For general-purpose
computing, OpenCL, released in 2008, provides support for all major
GPU vendors and is widely used. In 2007, NVIDIA released CUDA [7],
a compute language specifically designed for NVIDIA GPUs. CUDA is
supported by both consumer- and business-oriented NVIDIA GPUs. The
high market share of NVIDIA GPUs and the ease of use of CUDA makes
it the currently most widely used framework for general-purpose compu-
tation on GPUs. Apple recently dropped support for OpenGL in favor of
Metal. Similarly, Vulkan was released in 2016 as a modern alternative to
OpenGL. While these APIs have their differences, typical calls include
operations on texture mappings, rasterization, and memory management
on the GPU.

Web APIs. WebGL is the current baseline JavaScript API giving access
to the GPUs rendering. As its name suggests, it was originally designed
with a specific goal: graphic rendering in browsers. Hence, its API is
limited and does not provide support for generic computations on the
GPU [3]. This was the motivation behind the WebGL 2.0 Compute initia-
tive [19]: “to bring compute shader support to the web via the WebGL
rendering context”. Due to the emergence of new native rendering APIs,
the diminishing prominence of OpenGL, and the perceived constraints of
WebGL, the project contributors decided to deprecate it [19] in favor of a
more contemporary alternative, namely WebGPU.

Like WebGL, WebGPU provides access to the GPU graphics capabilities
in the browser. It is, however, not a mere wrapper around OpenGL. More
than that, it aims at being cross-platform and supporting modern graphic
APIs, such as Vulkan, Metal, and DirectX, through JavaScript. Compared
to WebGL, it offers a cleaner API, significantly better performance, and a
more generic application range. At the time of writing, the standard is
still under active deployment. However, the involvement of major browsers
in this process, and the promising performance, foreshadow a widespread

104



2 Background

deployment in the next years. Chrome, Chromium, and Microsoft Edge
already support WebGPU in their official release, and Firefox has it in
its Nightly version [5]. Support of mobile GPUs is also in progress, with
recent deployment on Android [2].

Developers can create rendering pipelines and manage GPU resources
with WebGPU. WebGPU has its own shader language called WebGPU
Shading Language (WGSL) to write custom shaders that are compiled at
runtime. While WebGPU provides access to GPUs through native APIs,
implementations of the standard may restrict the available GPU resources,
e.g., memory and runtime, for security reasons. Without restrictions, big
WebGPU workloads could significantly impact the useability of the host
system [10], as most GPUs only allow for one active shader at a time.

2.3 Prime+Probe

In the last decades, microarchitectural attacks have been studied exten-
sively. Prime+Probe [47, 56] is a cache-based attack that exposes the
memory access patterns of a process by exploiting cache contention to
leak the cache set accesses. This technique is particularly useful for at-
tackers with limited control over the victim’s machine, since it has low
requirements and does not need shared memory or direct control over
the cache with a flush instruction. Because of these weak assumptions,
it is well-suited for browser-based attacks, where an attacker controls
JavaScript on a web page [21, 49].

Assuming the attacker can execute code on the same processor as the
victim, the attack works as follows. First, the attacker primes the cache
by filling well-chosen cache sets with its own data. Then, they wait for the
victim to make memory accesses. Finally, the attacker probes their data to
access the same cache sets as before. If the victim accessed one of the sets
monitored by the attacker, they will have evicted some of the attacker’s
data, causing a longer latency in the probing phase. In the context of a
covert channel, the attacker would run both sender and receiver, and use
the contention on the cache sets to build the channel.

2.4 Related Work

Covert and side channels on GPUs. Naghibijouybari et al. [6] describe
multiple covert and side-channel attacks on GPUs. Wu et al. [15] exploit
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rendering contention to perform side-channel attacks on browsers. Many
works consider a spy outside of the targeted GPU. Jiang et al. [28, 36,
42] present a cache-based attack, a shared memory attack, and a bank-
conflict attack, all leading to a key recovery attack on AES. Similarly,
Ahn et al. [16] exploit cache conflicts to recover an AES key from a GPU
implementation. While they rely on cycle-accurate timers, our attack
works from the browser without a timer. In addition, their spy uses the
native API, while we perform our attack from the browser. More similar to
our approach, Dutta et al. [18] perform Prime+Probe on Intel’s integrated
GPU through contention on the LLC shared between the CPU and GPU
with native OpenCL. They also demonstrate ring-bus interconnect covert
channel reaching the LLC. Dutta et al. [14] present a cross-multi-GPU
Prime+Probe covert channel based on L2 contention. Our threat model
is different, assuming a spy co-located on the same GPU in a drive-by
attack from the web.

Naghibijouybari et al. [34, 39] present the first attacks in the co-located
setting. Their first work [39] presents an in-depth study of General Purpose
GPUs and highlights various ways to build covert channels on GPUs using
caches and functional units. In their following work [34], they demonstrate
the ability of an attacker to implement website fingerprinting based on
GPU memory usage and performance counters. They also demonstrate
the practical impact of their attack by tracking keystrokes from users
and recovering some internal parameters of a neural network running
on the GPU. Wei et al. [25] present a similar approach, using the GPU
context-switching impact on performance counters to enhance the leakage
and recover the complete structure of a neural network.

Despite the groundbreaking nature of these works, our contributions differ
in key aspects. All aforementioned contributions rely on the attacker having
access to the native APIs of the GPU through CUDA or OpenGL. This
enables them to monitor high-precision performance counters. Our attack
works entirely from the browser using JavaScript, with the corresponding
API limitations (e.g., we do not have an accurate timer). This results in
better portability but also a weaker attacker in our threat model.

Browser-based cache attacks on GPUs. The growth of web-based
API usage to offer GPU-enhanced rendering inadvertently enables attack-
ers to run GPU-based attacks through JavaScript, bypassing its existing
limitations. To our knowledge, all existing works exploit the GPU through
the WebGL API. Frigo et al. [31] leverage the integrated GPU to mount
Rowhammer attacks from browsers on mobile devices, using the WebGL
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1 if global_id.x != 0 {

2 var time: u32 = 0;

3 atomicStore(&timer, 0);

4 while (atomicLoad(&stop) != stop_value) {

5 for (var a: u32 = 0; a < 100000; a++) {

6 time++;

7 atomicStore(&timer, time);

8 } } }

9 else {

10 start = atomicLoad(&timer);

11 var c : u32 = atomicLoad(&buffer); //access

12 if c != 0 { //prevent optimization

13 return;

14 }

15 end = atomicLoad(&timer);

16 atomicStore(&stop, stop_value);

17 }

Listing 6.1: Counting thread implementation in WGSL based on the global thread
id and atomic operations.

timing APIs. In response, major browsers disabled this timer. Cronin et al.
[17] presented a browser-based attack with assumptions similar to ours.
They target SoC platforms and leverage system-level cache occupancy to
build a covert channel and fingerprint websites. They differ from our work
in multiple aspects. First, they focus on a SoC system and use contention
on the system-level cache, which is shared between the CPU cores and
its peripherals (namely the GPU) in ARM systems. This enables them to
create contention from the CPU, whereas we consider spy and attacker to
be co-located on the GPU. Second, the cache occupancy of the system-level
cache is significantly different, resulting in different challenges to overcome.
Finally, they exploit it using WebGL code, while we focus on its succes-
sor, WebGPU, which claims to consider and address the side-channels
threat. Recently, Taneja et al. [9] demonstrated hybrid side channels on
the CPU and GPU, based on how they adjust their frequency, power, and
temperature depending on the workload. They demonstrate that GPUs
exhibit instruction and data-dependent throttling. Their JavaScript attack
assumes a victim in the browser but still relies on the ability of the attacker
to access native APIs to monitor the power consumption and frequency
of the GPU.

107



6 GPU Cache Attacks from the Browser

3 Threat Model

As we target WebGPU, our primary requirement is a browser with We-
bGPU support. As of writing, this includes Chrome releases since version
112, Chromium, Edge, and Firefox Nightly. By targeting web browsers,
our threat model includes any scenario where a browser might run while
sensitive information is being processed. Because the entire system usually
shares the GPU, this can include anything rendered (such as websites or
applications) and general-purpose computing operations. We show that
our attack can be done in a drive-by manner, simply by visiting a website
for a while. We assume that the victim will visit an attacker’s page for
several minutes, e.g., reading a blog with malicious WebGPU code. We
do not assume that WebGPU provides any interface for hardware timers.
To further constrain our attacker, we assume that WebGPU provides no
workgroup memory in reaction to prior work [18]. In this paper, we attack
dedicated NVIDIA and AMD GPUs, whereas some other works [31] have
focused on integrated mobile GPUs.

4 WebGPU primitives

To build advanced cache attacks in WebGPU, we need several key primi-
tives. The first is a timer accurate enough to reliably distinguish a cache
hit from a miss. Using this timer, we can then detect cache size, cache
activity, and build Prime+Probe eviction sets. While these primitives have
been extensively studied on CPUs [30, 47, 49, 56], building them on GPUs
involves some difficulties, especially from a browser. In this section, we
detail these challenges and how to overcome them using WebGPU and
minimal requirements.

4.1 Timing without clocks

Most previous works on GPUs are run natively and rely on high-precision
timers or related performance counters for their measurements. However,
WebGPU took explicit measures to preclude timing attacks, such as
making timestamp-query optional and limiting interactions via shared
buffers, similar to SharedArrayBuffer mitigations in browsers. To our
knowledge, the shader language WGSL does not include any timers at
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this point. To present a generic primitive, we will construct our attacks
without API-provided timers.

JavaScript encounters the challenge of imprecise timers, so prior works
on the CPU had to consider similar constraints and employed counting
threads [18, 35, 41, 43]. The idea is to set up a shared memory buffer and
use a dedicated thread to constantly increment a shared variable. Another
thread can then read this variable and interpret its value as a timer. When
applying this concept to WebGPU, we face three challenges.

C1. Threads serialization. Different compute shaders cannot run at
the same time. Therefore, the same shader needs to count on one thread
and execute the attack code on another, as shown in Listing 6.1. While
this would be straightforward on the CPU, GPU threads scheduled on
the same processing block may run in lockstep on some architectures [13].
This means that if threads in the same warp need to execute different
instructions (warp divergence), they would run sequentially, hindering the
use of our counter as a timer.

C2. Memory coherency. Unlike for CPUs, GPUs have no automatic
coherency guarantee in the memory hierarchy. Each SM manages a dedi-
cated memory subsystem, so SMs may contain different copies of the same
data in their L1 caches. Maintaining a coherent state by synchronizing the
data is left to the developers. Therefore, without coherency, our counting
thread would increment the timer in its private L1 cache, unobservable
from the outside.

C3. Optimization. The WGSL compiler aggressively optimizes the
code, such that a counting while loop may be replaced with the final
result, and memory accesses may be replaced by registers.

Solutions. In their OpenCL implementation, Dutta et al. [18] solve
the first challenge by executing enough counting threads to fill one or
more warps. Then, they conduct the attack in a separate warp within the
same SM, so each warp only executes the same branches, avoiding warp
divergence. To address the other challenges, they simply store the counter
in a shared memory region available to all threads in the same workgroup.

In line with our goal to get a portable and low-assumption attack, we
suggest a more generic approach. To address C1, we set the workgroup
size of the shader to 1, which prevents scheduling on the same processing
block. Our solution demonstrates that even a strong security measure,
like disabling shared memory, would not prevent timers in WGSL. We
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Table 6.1: Timing thread counter value for the 98th and 5th percentile for L2
cache hits and misses, respectively, for a variety of GPUs and the
methods add and store. A good threshold can be found when the
distributions are clearly separable. n = 1000 000 hits and misses were
recorded each.

Add Store

GPU hit>98% miss<5% hit>98% miss<5%

A
M
D RX 6800 XT 6 7 9 11

RX 6900 XT 5 7 9 11

N
V
ID

IA

GTX 1070 5 8 62 95
GTX 1650 7 13 75 94
GTX 1660 Ti 7 11 74 94
GTX 1660 Ti Lin 4 7 10 18
RTX 2070 SUPER 6 8 80 106
RTX 2070 SUPER Lin 4 8 11 18
RTX 3060 Mobile Lin 5 8 11 18
RTX 3060 Ti 8 13 90 124
RTX 3060 Ti Lin 5 7 11 20
RTX 3080 8 12 95 119
RTX 4090 7 10 99 145
Quadro P620 5 7 61 88

can solve C2 and C3 using atomic instructions (see Listing 6.1). First,
they guarantee that memory accesses will not be turned into register
accesses for optimization. Second, loads and stores performed by atomic

instructions bypass the L1 cache to directly access the L2 cache, which
enforces coherency. However, C3 presents an additional challenge not
solved by atomic operations. Sometimes the compiler will reorder or drop
the measured load. We can prevent this by using the loaded value in a
condition whose outcome the compiler does not know.

A minimal example of this approach is illustrated in Listing 6.1. One
thread is chosen to be the timing thread via the global invocation id
global id, while the other can perform the attack. To spend as little
time as possible reading the stop variable, the timing thread spends most
of its time in a tight inner loop. All memory operations interacting with
other threads are done with atomic instructions. The condition in Line 12
prevents compiler optimization of the load order or elimination of the
target load.

Table 6.1 shows the hit-miss separation for both techniques on 11 different
GPUs. We also find that on most cards, incrementing a local variable and
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Figure 6.2: WebGPU cache hit and cache miss histograms for different GPUs
with counting thread for 1 million samples. Adding to a memory
location provides less resolution than storing a register value. Higher
counts show higher timer resolution.

updating it with atomicStore is significantly faster than using atomicAdd,
since the latter is a blocking operation that requires waiting until the
data is brought to the execution unit. However, this technique seems
to be much less effective on AMD in general, but also on some Linux
configurations (noted as Lin, as opposed to Windows default). Our testing
revealed that this optimization may depend on multiple factors, such as
the operating system and driver version (see Section 8). This optimization
is of course only applicable to data accesses in L2 cache that are not meant
to be timed. Figure 6.2 also highlights this difference but confirms that L2
cache hits and misses are clearly distinguishable in either case. In the end,
our timer primitive cannot be prevented without removing the atomic

operations, and its accuracy is only limited by the time it takes to load
from and store to the L2 cache.
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4.2 Cache-Size Detection

As our goal is to show that virtually all WebGPU-enabled devices are
affected by these generic attacks, we try to hardcode as few parameters
as possible. An important parameter for all further sections is the cache
size. It determines how many sets we can expect (Section 4.3) and lets us
derive suitable buffer sizes for cache eviction detections (Section 4.4).

We assume standard LRU, as suggested in previous work [26], and fill the
cache with a large array of 10MB. The buffer size choice is motivated
by our observation that most GPUs have below 8MB of L2 cache. In
the same shader execution, we now iterate over the array forward and
then backward, counting hits. Changing direction avoids self-eviction of
an entire set after a single miss and allows us to accurately measure the
number of cache lines that remain in the cache. If the hit rate is very high
(> 95%), we increase the test size in steps to 40MB, 80MB, and 100MB.
This keeps measurement times low for most cards, while allowing accurate
detection even for larger caches. Finally, we match this approximate size
to the closest larger size within a list of known sizes.

Table 6.2 shows that for most cards, we can reliably determine the cache
size in less than 400ms. Of interest among the outliers is the NVIDIA
RTX 3060 Ti. It reliably returns a size of 3MB, and indeed, we never see
any hits more than exactly 3MB, though the official L2 cache size is 4MB.
A simple explanation is that both our NVIDIA RTX 3060 Ti models, only
have 3MB of L2 cache. Another possibility is that these cards have a
different mapping function, and some part of their cache is only reachable
for much larger total VRAM allocations. We will encounter this again in
Section 4.3.

4.3 L2 Cache Eviction Set Construction

The next step in building a Prime+Probe attack is to find a set of addresses
that map to the same cache set. To make sure this set of addresses replaces
all the current entries in the cache set, the cardinality of the set should
at least match the cache associativity W . We call this an eviction set.
On CPUs, much work has been done to reverse engineer the mapping
from virtual-to-physical addresses to cache sets [46, 48, 50]. Comparable
work on GPUs [14, 26, 27, 32, 44] however has shown that their cache
set mapping can be much more complex. Jain et al. [26] used a modified
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Table 6.2: Our WebGPU cache-size finding algorithm on a variety of GPUs,
n = 10. With one exception, the correct size is almost always found
on all cards.

Size Runtime

Actual Detected Correct µ x̄ σ
GPU MB MB % ms ms

A
M
D RX 6800 XT 4.0 4.0 100 179.3 19.21

RX 6900 XT 4.0 4.0 100 185.6 26.20

N
V
ID

IA

GTX 1070 2.0 2.0 100 192.6 26.15
GTX 1650 1.0 1.0 100 422.2 31.56
GTX 1660 Ti 1.5 1.5 100 283.6 11.02
RTX 2070 SUPER 4.0 4.0 100 189.9 6.15
RTX 3060 Mobile 3.0 2.975 90 285.3 15.03
RTX 3060 Ti 4.0 2.975 0 276.8 9.50
RTX 3080 5.0 5.0 100 257.4 9.81
RTX 4090 72.0 72.0 100 1 729.6 60.23
Quadro P620 1.0 1.0 100 251.7 23.25

driver to reverse-engineer the hash functions for mapping addresses to
both cache and VRAM on an NVIDIA GTX 1070 and 1080. However,
our tests suggest these functions differ in newer generations of NVIDIA
GPUs. In particular, many GPUs need to employ different non-linear (or
linear, but different by address range) mapping functions due to their
non-power-of-two cache and VRAM sizes. Additionally, AMD or even
mobile GPUs may follow an entirely different scheme altogether. Like the
work by Dutta et al. [14], we also do not have the advantage of relying
on physically contiguous memory, or any specific page size.

In keeping with our generic approach, we do not attempt to rely on any
known mapping functions or page sizes. Instead, we employ a generic
set-finding algorithm based on prior work for CPU caches. Given a timer
accurate enough to distinguish cache hits and misses, an attacker should
be able to create eviction sets efficiently, similar to the methods presented
by Qureshi and Purnal et al. [20, 29].

While this approach works well for CPUs, we encountered various chal-
lenges to efficiently port it to GPUs. Hereafter, we describe a novel
approach to compute fast and reliable eviction sets on GPUs. In particu-
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1 S ← {1.5x cacheSize, 128B steps}

2 Buckets ← {{}}

3 while S != {}

4 B ← S, P ← B[0] 1 //initialize B, select a pivot P

5 while |B| > targetSize

6 G ← {}

7 do

8 shuffle(B)
9 B ← B ∪ G, G ← B[0:1/2W |B|], B ← B\{P ∪ G}

10 access(P), parallelAccess(B) //access pivot, then B

11 while isCached(P) 2

12 if optCondition() 2b

13 hits ← accessAndMeasure({B ∪ P})
14 B ← B\hits //remove addresses not part of eviction sets

15 B ← B ∪ P, S ← S\B
16 Buckets ← Buckets ∪ {B}

Listing 6.2: Parallel Set Construction. This simplified pseudo-code algorithm
partitions an initial set of addresses S into several buckets B whose
addresses do not share cache sets.

lar, we describe how to leverage the powerful parallelism that GPUs offer
to speed up this process.

The basis of our implementation is the Group-Elimination Method
(GEM) [29]. The goal of GEM is to find an eviction set for a target address.
To this end, a large set of addresses S >> W that evicts the target address
is partitioned into W + 1 groups. As a full eviction set of W addresses
must be contained in some combination of ≤ W out of the W groups, (at
least) one group can be eliminated without affecting the eviction. GEM
tries to remove each of the W + 1 groups from the set S until one is
found that does not influence the eviction of the target. This is repeated
until only W addresses remain in S , forming an eviction set for the target
address.

Our implementation differs from GEM in two significant ways. First,
we aim to find all sets, and we, therefore, try to find more than one
eviction set at a time. Similar to Prime+Prune+Probe [20], we make use
of the predictable behavior of LRU for this. Second, we parallelize parts
of the algorithm to multiple threads. Many constants in the following
are empirically determined values that work on a variety of GPUs, not
optimal values.
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Parallel Set Construction. See Listing 6.2. When we access many
addresses in parallel on the GPU (or the CPU), ordering between them
is not guaranteed. This means that when a set is split between different
threads, we can no longer expect to observe effects stemming from LRU. In
effect, eviction measurements that rely on access order become meaningless.
We, therefore, add a preprocessing step to the eviction-set construction
algorithm.

The goal of preprocessing is to separate an initially large set S of addresses
si = |S| (1.5x the cache size in 128B steps) into buckets with no over-
lapping sets. This partitioning facilitates the independent examination of
each bucket for sets, circumventing inter-thread interference. The process
follows a similar approach as GEM and is delineated in two main steps.

Starting with B = S , the first ( 1 ) step involves selecting a random element
from the set as our pivot. This pivot address guarantees the presence of at
least one complete set within the bucket, although it probably contains
several more. The second ( 2 ) step consists in removing a portion of the
set, i.e., a group, and verifying if the pivot element is still evicted by the
residual B . If eviction is not observed, we reiterate with another group.
Contrary to GEM, we find that eliminating 1/2W |B| rather than 1/W + 1
better mitigates the excessive removal of elements in later steps ( 2b ).

We also incorporate several optimizations not found in GEM. Until B
diminishes to 3/4si, we exploit parallelism by accessing all set elements
concurrently using 30 threads, measuring only the pivot at the end. When
|B | < 1/6si or on every fourth iteration when |B | < 3/4si (optCondition
is met, Line 12), we measure not just the pivot but all other elements
. We only do this sparingly because measuring elements in addition to
accessing them has a significant overhead, and, as mentioned, LRU-related
observations can’t be parallelized while sets are still unknown. However,
this enables a crucial optimization: the removal of all set elements that
register a cache hit ( 2b ). Given a consistent access sequence and a cache
replacement policy approximating LRU, all persisting elements in B are
now part of full eviction sets.

This procedure can be iterated until B is below a predetermined threshold.
Empirical evaluations suggest a bucket size of 3500 (equivalent to 145−206
sets) works for the majority of GPUs. Upon completion, B is subtracted
from S . We are left with a bucket of the desired size, exclusively containing
eviction sets. The residual segment of S does not include overlapping sets
with the bucket. Repeating the previous steps ensures that the final buckets
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1 Buckets = ParallelSetConstruction()

2 originalBuckets ← Buckets, EvictionSets ← {}

3 Pivots ← {B[0] | B ∈ Buckets)} A

4 Buckets ← {{B\P} | (B,P) ∈ (Buckets,Pivots)}

5 while ∃B : B ̸= {}

6 Gs ← {{}}

7 foreach B ∈ Buckets : B ̸= {}

8 if |B| > 1000

9 G ← B[0:1/2W |B|] B

10 else

11 G ← B[0] B2

12 Gs ← Gs ∪ {G}, B ← B\G
13 AllHits = parallelMeasure(Pivots, Buckets) C

14 foreach (P,Hits,B,G) ∈ (Pivots,AllHits,Buckets,Gs)

15 if isCached(P)
16 B ← B ∪ G
17 shuffle(B)

18 else

19 B ← B\Hits D

20 if |B| == W //bucket has reduced down to one set

21 EvictionSets ← EvictionSets ∪ {B ∪ P}
22 B = originalBucket\{B ∪ P} //refill Bucket

23 shuffle(B)
24 P ← B[0], B ← B\P A

25 else if |G| == 1 && |Hits| == W E

26 EvictionSets ← EvictionSets ∪ {G ∪ B} //free set!

Listing 6.3: Parallel Bucket Sifting. This algorithm sifts sets in parallel from the
previously separated buckets.

consist only of non-overlapping eviction sets, collectively representing
nearly all cache sets.

Parallel Bucket Sifting. With full eviction sets sorted into roughly
equal buckets, we can now begin to extract single sets from them. Since
there is no more overlap between the cache sets in the buckets, we can
now run measurements on them in parallel. For the NVIDIA RTX 3080
and its 5MB cache for example, the previously mentioned target bucket
size produces around 16 buckets of 160 sets each, with up to 24 addresses
per set. This means we can start a loop on our 16 input buckets with the
following broad steps running in parallel for each bucket. First, we once
again shuffle the elements in each bucket B and pick a pivot element to
find an eviction set for ( A ). Second, like before, we remove groups of
1/2W |B| elements until we find one that doesn’t affect the pivot’s eviction
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( B ). Third, to determine eviction, we measure the access latency for all
addresses remaining in all buckets in parallel. ( C ) Fourth, addresses in
buckets that show cache hits are also removed, such that all remaining
addresses still form eviction sets within B ( D ). Buckets are shrunk in
parallel this way until a bucket’s size goes below 1000 elements. At this
point, instead of 1/2W |B|, we remove only a single element per loop ( B2 ).
This allows us to make use of the cascading eviction effect of the LRU
replacement policy: when we remove only one address, that together with
W other addresses in B forms an eviction set, those W addresses will now
show up as cache hits ( E ). In effect, we have found an entire eviction
set in a large bucket B by removing a single element. This allows us to
sift out many sets for “free” while trimming the bucket to find the pivot
element’s eviction set. We continue decreasing the bucket size until either
a complete eviction set for the pivot remains, or some false measurement
has left us with an incomplete set. At this point, we refill the bucket with
all discarded addresses that could not be attributed to a complete set and
start again at step one. The algorithm terminates when either all buckets
are empty, or no new sets have been found for too long.

This sifting method is so effective, in fact, that it finds significantly more
sets than the number of pivots chosen. On our NVIDIA RTX 3080, for
example, we might search 17 buckets for eviction sets with 90 chosen
pivots (an average of 5.2 bucket “refills”), but sift out 2465 sets on the way.
The change at 1000 elements represents an empirically found trade-off
between fast bucket-shrinking and a high amount of sets found through
sifting. When the number is too high, the time to find sets will needlessly
increase, as most sets start with an average of 24 addresses, but can only
be detected when just 16 are left in the bucket. When it is too low, many
sets are lost to the sifting method through the removal of many elements.

Combining these optimizations, we can map most sets in the L2 cache of
all NVIDIA GPUs in WebGPU in a reasonable time frame, as shown in Ta-
ble 6.3. The notable exception is the NVIDIA RTX 4090, as the enormous
cache size presented problems not found in other cards. Likewise, both
AMD cards fail this important step to further attacks and are therefore
not included in the more advanced attacks. One possible explanation is
that the timing difference to other cards, which can already be seen in
Table 6.1, causes more noise, as the hit and miss distributions are closer
together. While we believe that from the basic timing difference, it is clear
that all our attacks could run on these cards, we only had temporary
and time-restricted remote access to these GPUs, which did not allow for
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Table 6.3: Our WebGPU set-construction algorithm on a variety of GPUs, n = 10.
All but one card reliably find > 80% of sets.

Sets Runtime

Overall Found x̄ Found σ x̄ σ
GPU % % min min

N
V
ID

IA

GTX 1070 1 024 96.0 2.1 11.8 4.8
GTX 1650 512 82.9 2.2 4.2 3.9
GTX 1660 Ti 768 96.4 2.1 12.1 3.8
RTX 2070 SUPER 2 048 98.7 1.0 7.0 2.1
RTX 3060 Mobile 1 536 99.9 0.1 2.3 0.4
RTX 3060 Ti 1 536 94.5 5.3 2.6 1.5
RTX 3080 2 560 99.3 1.9 2.8 1.2
Quadro P620 512 50.8 24.5 13.7 9.0

analyzing the underlying problem. The NVIDIA RTX 3060 Ti also sticks
out, as it consistently finds close to 1536 sets even when looking for 2048.
This is consistent with 3MB of L2 cache found in our experiments (see
Section 4.2).

We see that the percentage of sets we find varies along with the time,
though a majority of sets can almost always be found within 5 minutes.
With this additional primitive, attackers can implement Prime+Probe to
build a covert channel, as we show in Section 7, or execute some other
cache attack, e.g., Rowhammer [31].

4.4 Full Cache Evictions

One of the first observations while measuring cache hit rates on GPUs
is that some events evict a sizeable portion of the cache. Whenever an
element on the screen is redrawn or the frame buffer is refreshed for some
other reason, this occupies a large part of the cache. Depending on the
total size of the L2 cache and what is being drawn, this may even evict
the entire cache. On the one hand, this presents as noise during some
attacks; each measurement that happens after a draw event is tainted. On
the other hand, these evictions are indicators of activity on screen and
can therefore be used as a side channel to user activity. We describe an
inter-keystroke timing attack based on this primitive in Section 5.
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5 Full-Eviction Keystroke Monitoring

Starting from the observation that drawing elements on screen evicts a
significant part of the cache, we build an attack that records inter-keystroke
timings by observing cache contention. As shown in prior work [33, 37,
45, 57], inter-keystroke timings carry significant information and can lead
to password recovery.

While subsequent sections of this paper present conventional benchmarks
for high-frequency side channels, this section focuses on low-frequency
benchmarking. Despite the infrequent occurrence of events, achieving a
high detection rate is crucial for accurately measuring inter-keystroke
timings. In addition, keystroke profiling represents a practical application
of our attack, as our setup mirrors the most prevalent end-user scenario:
a computer equipped with a single discrete GPU engaged in internet
browsing. As the full WebGPU standard becomes increasingly integrated
into mobile devices, this scenario will gain further relevance in the future.
Our approach for this attack is similar to Naghibijouybari et al. [34].

5.1 Construction

The attack is based on the following observation: for each character typed,
the text box is re-rendered. We can measure this as the eviction of a
certain amount of the cache, up to the entire cache, correlated with the
size of the rendered area. To see this effect, we use a buffer that covers
a part of the cache size and repeatedly measure its hit rate. Whenever
we see a hit rate below a well-chosen threshold, e.g., 50%, we record the
timestamp as an event. The time resolution of this attack is determined
by how fast our attacking shader can complete its measurement, which is
determined by the total buffer size. Though on some GPUs we see that a
small percentage of the cache is already enough to observe keystrokes, we
find that for most, 35% is a good tradeoff between detection and speed.
The screen resolution, size of the text box and zoom level all contribute
to the amount of evicted cache lines.

After recording raw traces, we filter based on two observations. First,
very close measurements (<25ms difference) are unlikely to be separate
keystroke events. Second, after a short break in typing, the cursor starts
blinking at a 530ms interval on Windows. Filtering these sources of noise
removes most false positives. Figure 6.3 shows the trace of an attacker
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Table 6.4: Efficacy of WebGPU inter-keystroke timing detection on a variety of
GPUs for 100 keystrokes.

Performance Metrics False True Interval Error

F1 score precision recall Positive Negative Positive x̄ σ median
GPU ms ms ms

A
M
D RX 6800 XT 0.27 0.16 0.99 533 1 99 133.58 101.18 121.50

RX 6900 XT 0.29 0.17 0.99 490 1 99 126.05 119.22 86.00

N
V
ID

IA

GTX 1070 0.97 0.99 0.96 1 4 96 −0.28 4.25 0.00
GTX 1650 0.82 0.70 0.99 42 1 99 12.13 20.43 1.00
GTX 1660 Ti 0.87 0.78 0.98 27 2 98 5.73 26.52 0.00
RTX 2070 SUPER 0.86 0.78 0.97 28 3 97 19.81 57.81 0.00
RTX 3060 Mobile 0.98 0.99 0.98 1 2 98 0.01 1.49 0.00
RTX 3060 Ti 0.97 0.98 0.97 2 3 97 1.76 21.12 0.00
RTX 3080 0.94 0.92 0.96 8 4 96 1.27 14.44 0.00
Quadro P620 0.98 0.99 0.97 1 3 97 −5.57 54.90 0.00

typing at varying speeds compared to the ground truth on our NVIDIA
RTX 3080. We can see that while we measure some spurious events, most
timings are accurate.

5.2 Evaluation

We tested this attack with a small text box and generated input directly
injected from javascript, randomly drawing inter-keystroke timings from
distributions similar to the patterns observed by Song et al. [57]. Table 6.4
shows the tested GPUs and their F1 scores and inter-keystroke timing
errors. During this test, no other visual noise was present, similar to the
static login pages of many websites. The consistently high recall shows
that virtually no keystrokes are missed on most cards. However, even after
filtering, the recall shows that there is a low average of false positives
for most cards. AMD once again behaves differently. Despite the high
recall, with the low precision, we can consider this attack mostly failed
or severely degraded. The results suggest either a high level of noise or,
more likely, frequent misclassification of hits as misses due to the close
timing differences visible in Table 6.1.

An interesting example for the timing resolution is the NVIDIA RTX
4090. Because of its large L2 cache of 72MB, simply measuring cache
contention requires a disproportionately large measurement set. This is
because the cache footprint of a text box does not increase with the cache
size. While all other cards easily reach a sampling rate below 15ms, the
huge buffer means that each measurement takes more than 200ms, making
an inter-keystroke timing attack with this method impractical.
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Figure 6.3: Inter-keystroke timing recovery on a NVIDIA RTX 3080. The raw
activity detections (green) show prominent cursor blinking that can be
filtered out very well, which leaves an accurate trace of inter-keystroke
timings (red).

We also observe that on Windows, the blinking of the cursor causes
slightly less eviction than a typed character. One possible explanation is
that instead of re-rendering the entire text box, the cursor is drawn on
top.

6 AES Key Recovery with Browser-based
Templating

Recovering AES keys from vulnerable T-table implementations has become
a benchmark for assessing how fine-grained side-channel attacks and
microarchitectural attacks are. This case study has also been adopted in
GPUs [16, 28, 36, 42]. Additionally, AES has been proposed as a use case
for general-purpose GPU computing since 2007 [22, 54].

Unlike previous research, our method adopts a set-agnostic approach,
eliminating the need to understand cache set sizes or mappings. Traditional
set-based strategies would require extensive profiling of cache sets and
mapping of T-table accesses. Our methodology bypasses this initial step,
focusing on locating addresses congruent with T-table lines.

6.1 Threat Model

Like earlier, we assume our attacker embeds some malicious JavaScript in
a webpage the victim is browsing for several minutes. The victim runs a
GPU-based AES implementation that can be queried for encryption with
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a chosen plaintext and key. The attacker aims to recover the AES key
used by a victim. This scenario could be found in the case of an SFTP
server, where the chosen plaintext and key represent downloading our own
file. In order to implement a last-round attack, we assume the attacker
has access to the victim’s ciphertexts, but not the plaintext or the key.

6.2 AES Implementation Details

The native encryption service is an AES CUDA implementation, which
uses combined T-tables for all rounds. This increases the difficulty of the
attack compared to implementations that use separate tables for the last
round, as all other rounds influence cache hits on table entries. As GPU
cache line width is usually 128B, and each table is composed of 256 4-byte
entries, each table fits in exactly 8 cache lines, for a total of 32 cache lines
filled with table entries.

6.3 Attack Methodology

Our strategy, akin to the keystroke attack (Section 5), involves allocating
a large buffer to occupy a significant cache portion, executing an AES
encryption, and then identifying evicted buffer offsets using Prime+Probe.
In an ideal scenario with a minimalistic AES kernel, evicted offsets would
correlate with the table or the encryption’s inputs and outputs. This is
because, from our observation, GPUs implement a deterministic LRU-
like eviction policy. This means that when one address from a full set is
evicted, measuring all others in the same order used to place them in the
set will cause a cascade of cache misses, as each new access will result
in a miss, overwriting the next address. In practice, we find that kernel
loading introduces substantial cache occupancy, leading to measurement
noise. Our primary challenge is discerning the tables amidst this noise,
and profiling each table’s cache lines to track their access. We employ
chosen keys and specially crafted plaintexts to deduce the relationship
between our offsets and table entries. With this mapping, we can execute
the traditional last-round attack [51, 55]. Hereafter, we delve into each
step and the optimizations we employed to achieve a reliable key recovery
in a drive-by manner.

Profiling T-Tables. The initial profiling phase allocates a sizable array
(optimal size varies across models, even with similar cache sizes) in the
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browser, ensuring kernel loading and encryption evict specific offsets,
and templates the AES encryption’s memory accesses. Using random
plaintexts, we would expect a random distribution of the access to each
entry of the tables, thereby causing a predictable eviction frequency of
the set-congruent offsets (at a frequency of 0.995). On the contrary, the
offsets that are set-congruent to the memory required for kernel loading
would be evicted every time, and other noise artifacts should be sparse.
Our differential access templating, using a fixed key and chosen plaintexts,
enhances profiling reliability and efficiency.

The strategy involves pre-generating 32 plaintexts pi with a fixed key,
ensuring the encryption of each plaintext access all but one cache line
within the tables, and a reference plaintext pr, which encryption accesses
all cache lines. Comparing memory accesses during the encryption of pi
and pr reveals offsets congruent to cache line i. This process identifies
offsets that are set congruent to each cache line, though some cache lines
may remain undetected due to kernel loading noise. This refined offset
list streamlines the attack, focusing on a reduced subset of offsets.

Last Round Attack. As we are performing a last-round attack, the
only requirement is that we can make measurements during encryptions
by the victim, and observe the ciphertext. The attack aligns with the
non-elimination method presented by Neve and Seifert [53]. The idea is,
given a collection of ciphertexts and the access to T-tables entries that
happened during the encryptions, to remove possible values on the key
bytes by looking for cache lines that were not accessed in the process. For
each cache line not accessed during the encryption, we can remove all
last-round key bytes that would have resulted in a memory access during
the last round, based on the ciphertext value. Given the cache line size
of GPUs, we get up to 24 bit of information on the last-round key every
time a cache line is not accessed.

The more cache lines we can monitor, the more likely we are to reduce
the search space for the last-round key. Once we get below 240 candidates,
we switch to an exhaustive search of the key.

6.4 Evaluation

For our evaluations, we focus on a CUDA-based target implementation,
rendering evaluations on AMD cards infeasible. Somewhat breaking with
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Table 6.5: Evaluation of the AES Last Round Attack (LRA) on two NVIDIA
cards. All values are average across n = 50 runs.

GPU Measurements Time (min)
(x1000) Profiling LRA Total

RTX 3060 Mobile 9.3±1.6 0.23±0.1 5.7±0.9 6.0±1.0
RTX 3060 Ti 9.8±3.4 0.23±0.1 5.9±1.9 6.1±2.0

the theme of this work, the nature of this attack necessitates some pa-
rameter adjustments, which adds complexity and extends the evaluation
duration compared to other attacks. Therefore, we settle on evaluating
our attack on two recent cards: NVIDIA RTX 3060 Ti and NVIDIA RTX
3060 Mobile. We run all our experiments on Ubuntu 22.04 and Chromium
117 but we also have observed consistent results Chrome versions 112 to
115.

Table 6.5 showcases our findings. It highlights the average duration of
the attack’s primary steps and the mean number of encryptions required
for successful key recovery. Notably, both cards yield similar results,
recovering the key in 6min. The average encryptions needed are 9300 and
9800, respectively. The uniformity of results across GPUs, coupled with
the low standard deviation, underscores the stability and reproducibility
of our attack.

Profiling the T-table takes on average 13 s. The variability in this phase
predominantly stems from the inconsistent repetition of profiling until an
optimal buffer size is identified, enabling sufficient eviction observation.
Typically, a single profiling session lasts 6 s. Once profiling is complete,
the same session can be repurposed to divulge multiple AES keys, thereby
reducing the attack duration to the sample collection time needed in the
concluding step.

Profiling often does not provide a complete mapping for every cache line.
The disparities in measurements and time allocated for the last-round
attacks correlate directly with the number of cache lines we can monitor.
On average, we can spy on 20/32 cache lines. The NVIDIA RTX 3060 Ti
exhibits marginally less consistent results, occasionally mapping fewer
cache lines, leading to an elongated attack duration and increased standard
deviation. Our evaluation on both cards consistently had a 100% success
rate.
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7 A Prime+Probe Covert Channel

A covert channel is a channel that is constructed on top of some shared
resource that is not meant for data transmission. This allows an attacker
to transmit data between two domains that should be isolated or strictly
monitored. Because both sender and receiver work together to transmit
data, covert channels are a valuable benchmark for any side channel’s
bandwidth. In a traditional Prime+Probe cache covert channel, the sender
transmits bits by priming (evicting) cache sets to transmit a binary 1,
which the receiver can later detect by probing (measuring) its own lines in
the same set. With our reliable timer and a method to find the required
eviction sets (see Section 4), we can now construct a Prime+Probe cache
covert channel for the L2 cache.

The sender is a C++ application that uses CUDA. In this scenario, it is a
malicious application without network privileges but with access to the
GPU. The sender’s goal is to exfiltrate sensitive data via a GPU covert
channel. The receiver runs in a website the user visits at the same time.
This may be a legitimate website with injected malicious JavaScript, or a
website the user is led to in some way.

7.1 Construction

We write the Sender S in C++ and CUDA, making full use of the native
high-resolution timer. The browser-based Receiver R uses a combina-
tion of JavaScript and WGSL. Using our eviction set construction (see
Section 4.3), R starts by mapping all cache sets.

Setup - CJAG. As neither R nor S have absolute labels for their
respective eviction sets, the first step is to communicate the shared sets
from S to R. For this, we implement a GPU-friendly version of the cache
jamming agreement (CJAG) proposed by Maurice et al. [38]. In CJAG, S
alternates between jamming a set, i.e., evicting it continuously for some
time, and probing the set for a slightly longer period. Meanwhile, R probes
all sets continuously until the jammed set is detected. Then, R switches
to a longer period of jamming, so that S knows the set has been received
and moves on.

Unlike the CJAG approach on the CPU, distinct shaders do not execute
concurrently on the GPU, making simultaneous detection and jamming
infeasible. Rather than employing shaders that continuously loop through
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jamming or detection, we need to segment them into single invocations.
Depending on the frequency of driver interruptions, we might otherwise
see long shader executions that rarely interface with each other.

Additionally, we want to use a large number of sets (e.g., 1 024). Serial
transmission, as implemented in CJAG, is, therefore, impractical. Instead,
we enhance the CJAG framework by leveraging the inherent parallelism of
our GPU, enabling both S and R to jam and detect all sets concurrently.
Here, copying to and from shaders is the main bottleneck, with 3ms on
average. Thus, the time difference between measuring a single set versus 64
sets per shader invocation is marginal. So, we combine both as a trade-off
and measure sets in parallel on 16 threads. At this stage, S also swaps
out any sets that are not detected from R’s jamming, thus ensuring that
all sets are fully functioning for both parties. After a selection of 1 024
sets has been communicated, S switches to jamming on only half of all
sets. The specific half is dictated by the current bit in the index number
of its cache sets. In this way, S can transmit the order of all 1 024 sets in
log2(1024) = 10 steps by jamming different 512 sets for each bit. After
all sets have been communicated, data transmission can begin. Table 6.6
shows that it takes 14 s to 28 s to transmit 1024 sets.

Transmission. After the set jamming agreement has been completed,
the transmission is entirely one-way. We opt for a channel design where
sender and receiver are synchronized with the wall clock. In native C++,
this provides at least µs accuracy, while in browsers, this is limited to
100 µs. We choose a default transmission window length of 5ms for our
packets. This length is limited not only by the accuracy of the timer but
also by the time it takes for a shader to run. To compensate for the long
packet duration, we use the GPU’s parallelism to transmit on 1 024 sets
concurrently.

While eviction for S is as simple as accessing many addresses in parallel in
a loop,R still needs to measure time. ChallengeC1 (see Section 4.1) means
that we need to separate each parallel thread into different workgroups to
prevent lockstep execution. Additionally, individual sets always need to
be measured by the same thread, as ordering between these accesses is
crucial for the eviction policy.

As observed in Section 4.4, GUI-related events can introduce undesirable
noise. Similarly, the operating system can deschedule S for periods of
time. To reduce such noise, we adopt the following strategies. First, we

126



7 A Prime+Probe Covert Channel

Table 6.6: Transmission results of our Prime+Probe covert channel from a native
CUDA sender to a WebGPU receiver in the browser, n = 10. True
channel capacity can vary widely either due to general noise, incorrect
set transmission during CJAG or too few correct reads per window,
i.e., the number of correctly received pairs within the transmission
window.

Configuration CJAG Bandwidth Bit Error Ratio

Setstx Window Reads/window x̄ Set Tx Raw True x̄ True σ x̄ σ
GPU ms s Byte/s Byte/s Byte/s % %

N
V
ID

IA

RTX 2070 SUPER 1 024 6.0 3.3 14.6 10 666.7 8 963.0 360.8 2.4 0.7
1 024 5.0 2.2 14.0 12 800.0 8 962.0 286.5 5.3 0.6

RTX 3060 Ti 1 024 6.0 2.9 16.4 10 666.7 9 004.9 271.4 2.3 0.5
1 024 5.0 1.9 15.7 12 800.0 7 272.0 1 252.5 9.1 3.1

RTX 3080 1 024 5.0 2.7 27.8 12 800.0 10 897.5 698.3 2.2 1.0
1 024 4.0 1.9 28.2 16 000.0 5 964.5 1 048.6 15.9 2.7

employ a majority vote measurement approach where each set is mea-
sured as often as possible within a transmission window. By counting
evictions and non-evictions, we obtain the result through a majority vote.
Second, we access the addresses within each set in an alternating order.
This ensures a consistent read from the most to the least-recently-used
cache line, precluding the cascade of self-evictions that would arise if
the oldest cache line were evicted. This lets us determine how much of
a set was evicted and easily identify low-level noise. Lastly, we use a
differential measurement scheme. Here, a pair of sets transmit 1 bit, and
measurements wherein neither or both sets are evicted are discarded. In a
valid transmission, precisely one set is evicted for every pair, effectively
halving our transmission rate and resulting in a total packet length of
64B. Consequently, the raw transmission speed is fixed by the parameters
to a default of 12.8 kB/s.

7.2 Evaluation

We evaluate the covert channel on 3 NVIDIA GPUs; the RTX 2070 SUPER,
3060 Ti and 3080. The GTX 1070 and Quadro P620’s Pascal architecture
does not support all the instructions used by the CUDA sender. AMD
cards do not support CUDA, though as set-finding fails on AMD (see
Section 4.3) the attack would not work either way. The GTX 1650 and
GTX 1660 Ti both support the instructions as well as set-finding, but
we could not reliably establish communication because of malfunctioning
jamming detection in CUDA.
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Table 6.6 shows the configuration and transmission details for all tested
devices. We can see that as we shrink the transmission window, average
reads in the window go down, and the error rate increases. At 4ms, the
NVIDIA RTX 3080 shows a decrease in true channel capacity compared to
5ms for this reason. Because of it’s higher clock speed, the 3080 supports
faster transmission than the two other cards. Its average true bandwidth
in its fastest configuration is, therefore, 10.9 kB/s, at a BER of 2.2%.
Though our channel is non-optimal and slower than prior work, it clearly
demonstrates the viability of using WGSL code embedded in a website as
a covert channel receiver.

8 Discussion

Supported Devices. Our research primarily targets recent NVIDIA
GPUs, leading to worse results on AMD cards, as we only had very limited
access. Despite these architectural differences, WebGPU clearly enables
generic cache attacks from browsers. At the time of writing, WebGPU is
already integrated into Android’s Chrome Canary, though some features
are not yet available. Once parity is achieved, the potential for browser-
based GPU attacks could significantly increase.

Limitations. We evaluated our proof-of-concept on various operating
systems using Chrome and Chromium versions 112-117. Despite identifying
functional combinations for all devices, the WebGPU implementation
remains inconsistent, as evidenced by our experiments. The same code
might succeed in one version and unexpectedly fail in another, potentially
due to variations in WebGPU’s code compilation beyond user control. We
observed notable differences between Linux and Windows (see Table 6.1).
While the exact cause—whether driver, browser, or WebGPU’s underlying
framework (e.g., Vulkan vs. DirectX)—remains unclear, the fundamental
time discrepancy supports the viability of these attacks.

Countermeasures. The attacks shown in this paper are generic and rely
on only a few assumptions. Nevertheless, steps can be taken to limit the
attack surface. As already suggested in the current WebGPU draft, timers
can be made optional, very coarse, or ideally removed altogether [11].
However, as we have shown, as long as coherent memory is available
between concurrent threads, it is possible to construct a timer. If, however,
the coherency mechanism (in our case, atomic operations) were to be
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changed, such a timer would quickly fail. Of course, this could cause
normal workloads to malfunction unless specifically redesigned.

The simplest and most effective solution against a drive-by attack scenario
is, in our opinion, to treat GPU access in the browser as a sensitive resource,
like microphone or camera access, that requires permission before use.
For WebGL and WebGPU, this is not currently the case (Firefox 114,
Chrome 115, Chromium 117). This would also prevent malicious parties
from stealthily using local computing resources for, e.g., cryptomining.

Disclosure. We have disclosed our results to Mozilla, AMD, NVIDIA
and the Chromium team.

9 Conclusion

GPUs have become a ubiquitous computation resource and as such require
increased security scrutiny. We showed that it is possible to mount powerful
GPU cache side-channel attacks directly from within the browser. We
demonstrated that our basic attack primitives are generic and automated
to the extent that we can run them without manual intervention on
a set of 11 desktop GPUs from 5 different generations and 2 vendors,
running in the browser through WebGPU. We showed that the massive
parallelism of modern GPUs can be leveraged in parallelized eviction set
construction algorithms. Our three case studies emphasized the relevance
of our work: Our inter-keystroke timing attack, with F1-scores between
82% and 98%, exposes sensitive user input to an attacker. Our set-agnostic
end-to-end attack on GPU-based AES encryption leaks full AES keys in
6min, showing that also cryptographic secrets are exposed to browser-
based attackers. Our native-to-browser Prime+Probe covert channel shows
that the bandwidth of this channel can reach average transmission rates
of up to 10.9 kB/s. Since our attacks require no user interaction, they can
be implemented as dangerous drive-by attacks. Thus, we conclude that
GPU access should be treated as a similar security and privacy risk as
other devices and resources that require explicit user consent.
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Abstract

In this paper, we propose SassCache, a secure skewed associative cache
with keyed index mapping. For this purpose, we design a new two-layered,
low-latency cryptographic construction with configurable output coverage
based on state-of-the-art cryptographic primitives. Based on this construc-
tion, SassCache is the first secure randomized cache with secure spacing.
Victim cache lines automatically hide in locations the attacker cannot
reach after less than 1 access on average. Consequently, attackers cannot
evict the cache line, no matter which and how many memory accesses
they perform. Our security analysis shows that all existing techniques for
eviction set construction fail, and state-of-the-art attacks only apply to 1
in 3 million addresses, where SassCache is still as secure as ScatterCache.
Compared to standard caches, SassCache has a single-threaded perfor-
mance penalty of 1.75% on the last-level cache hit rate in the SPEC2017
benchmark, and an average decrease of 11.7 p.p. in hit rate for MiBench,
GAP and Scimark for our high-security settings.

1 Introduction

Caches hide the memory latency in modern CPUs. Modern Intel CPUs
organize caches in slices, sets, and ways, which are selected based on the
physical address. Slices are independent caches comprised of sets. Each
set has multiple ways, i.e., the 64B cache lines. Memory mapping to the

4Work done while affiliated with Graz University of Technology.
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same set is called congruent. An attacker can use congruent addresses
to measure contention or to evict cache lines of a victim process. The
most notable cache attack exploiting set contention is Prime+Probe [34,
43, 46, 52, 58, 64]. But even without direct contention within one cache
set, an attacker can still mount a cache-occupancy attack, where the
attacker only observes aggregated cache usage. Cache-occupancy attacks
have fewer requirements but contention-based attacks are more powerful
and dangerous.

Contention-based attacks [5, 16, 22, 26, 29, 30, 40, 47, 57, 61, 63] are
hindered by the scrambling of address-cache-line mappings in secure
randomized caches. Recent designs [5, 16, 22, 26, 29] use cryptography
to randomize mappings in hardware with a secret key. This is backward-
compatible on the software level and maintains certain sharing capabilities.

While randomized caches are a promising solution to eviction-based at-
tacks [3, 9], cache collisions still exist due to limited cache sizes. Rekeying
alleviates the problem, but the best rekeying interval is difficult to deter-
mine for yet unknown attacks and known attacks require high rekeying
intervals with a significant performance cost. Furthermore, some previous
proposals suffer from cryptanalytic flaws [3, 8]. Hence, we ask the research
questions:

Can a secure randomized cache prevent contention between any attacker
cache line and a victim cache line in most cases? Which cryptographic
constructions provide this property while maintaining high performance?

In this paper, we propose SassCache, a secure cache design with better
security guarantees than previous randomized caches and better perfor-
mance than static isolation. SassCache is a skewed set-associative cache
with a keyed index-derivation function per security domain and a novel
isolation property. Each security domain has access to a different and only
partially overlapping part of the cache. Once a victim cache line is in a
location the attacker cannot reach, there is no possibility for the attacker
to evict the cache line. In our evaluation we see a victim cache line hidden
from the attacker after less than 1 eviction on average.

At the core of SassCache is a new two-layered cryptographic construction
with configurable output distribution determining reachable cache lines.
Inspired by QARMA [31], we propose QARTA, tailored to our functional (i.e.,
uncommon bit sizes), latency, and security requirements.
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In the recommended configuration, the attacker cannot build an eviction
set for 99.999 97% of the victim’s addresses. For the remaining 0.000 03%,
SassCache maintains the same security as previous secure skewed caches.
Even cache-occupancy attacks are not feasible anymore because the hiding
effects affect this channel equally. We evaluate this property and discover
that an attacker can observe the occupancy of OpenSSL AES T-Tables in
less than 0.000 5% of cases and the occupancy of secret-dependent cache
lines in mbedTLS RSA-4096 in less than 0.000 3% of cases.

The basic functionality of SassCache is fully compatible with standard
caches and, hence, simple to integrate into existing CPU architectures. Sass
Cache provides full compatibility with legacy software, but to fully harness
its security, software has to configure and switch security domains. Our
main use case for SassCache are multi-tenant cloud systems, as they offer
high degrees of parallelism between clearly defined security domains (i.e.,
tenants). Here, SassCache provides inherent quality-of-service properties.
We evaluate this in SPEC2017 with multiple other cache-intense tenants
running in parallel, showing competitive performance.

We implemented SassCache in gem5, our own cache simulator1, and in
CacheFX [1]. We evaluate the impact on performance and cache-hit rate.
Compared to a set-associative LRU cache, SassCache has a performance
penalty of only 1.75% on the cache hit rate in SPEC2017, similar to
previous secure caches. In MiBench-small, the average cache hit rate of
SassCache is 16% lower than for a set-associative LRU cache; in scimark2,
it is 23.6% higher.

Contributions. In summary, our main contributions are:

• We design a novel low-latency cryptographic function with a configurable
output distribution for secure caches.

• We propose SassCache, a secure cache that integrates this function,
eliminating the attacker’s capability of building an eviction set for
99.999 97% of the addresses.

• We show that for the remaining 0.000 03%, SassCache maintains the
security level of previous secure caches.

• SassCache offers competitive performance, with only 1.75% average
overhead on the LLC hit rate in SPEC2017, compared to a set-associative
LRU cache.

1https://github.com/IAIK/CacheSim

138

https://github.com/IAIK/CacheSim


2 Background

Outline. Section 2 provides background, Section 3 the threat model,
Section 4 the design, Section 5 our cryptography, and Section 6 our
implementation. Section 7 and Section 8 discuss security and performance.
Section 9 concludes.

2 Background

In this section, we discuss non-secure and secure caches and their attack
surface and mitigation strategies.

2.1 Caches

Caches hide memory latency by buffering data. In set-associative caches, a
memory address can only be cached in a (fixed) subset of cache lines, a so-
called cache set. Addresses that map to the same set are called congruent.
When loading data from, the cache replacement policy determines which
cache line in a set to evict. Each cache line has a tag that uniquely identifies
a cached address. CPU caches can derive indices and tags from the virtual
or physical address.

Modern CPUs have multiple cache levels and use physical tags throughout
the cache hierarchy. The lower cache levels, e.g., the L1 caches, are small
and fast caches that are private to each core. Other cores cannot access
them directly but only via the coherency protocol. Most Intel and AMD
CPUs also have private, larger L2 caches.

Modern CPUs have a large (multiple MB) shared LLC. It facilitates the
use of code and data on multiple cores simultaneously and simplifies
coherency and cache lookups. Typically, on Intel and AMD CPUs, this
is the L3 cache, and on ARM CPUs, the L2 cache. The LLC is often
inclusive, i.e., all cache lines in L1 or L2 caches are also in the LLC. Some
CPUs split the LLCs into so-called slices [44], which are independent
caches, e.g., per (logical) core. The slice is selected based on the physical
address, not the core. Each core can access each slice via a ring bus that
connects all cores and slices.
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2.2 Index Derivation Function

Conventional caches map addresses to cache sets by simply using a part
of the physical address as a set index, but more advanced functions can
be implemented as well [75]. Werner et al. [26] introduced the term Index
Derivation Function (IDF) for these mapping functions, which we will
use going forward. An IDF generates a set of possile cache lines for each
physical address. A more complex IDF can break the traditionally linear
relationship between addresses and sets, and may also change the static
sets into dynamic ones, such that sets are not fixed collections of cache lines
anymore. For this, a cryptographic function that works on the physical
address as well as some secret can be used. IDFs generally need to scale
well, incur low overheads, and be fully transparent to the software level.

2.3 Cache Attacks

As the cache state depends on recent memory accesses, an attacker can
learn interactions of other programs with memory (e.g., instruction and
data accesses). Initial attacks focused on the execution time [65, 68, 70,
72]. More recent techniques interact directly with the shared cache.

Flush+Reload [49] relies on (read-only) shared memory between attacker
and victim: It flushes an address and later determines whether a victim
accessed it by measuring its load latency. Prime+Probe [64] has no such
restriction. It measures contention on a portion of the cache (e.g., a cache
set) by filling this portion (prime) and measuring the time this takes
(probe). Victim accesses to congruent addresses evict the attacker’s lines,
influencing the probe time.

Contention-based attacks (e.g., Prime+Probe) on the LLC require profiling
to identify eviction sets, i.e., sets of congruent addresses. The attacker
starts with a large pool of lines and, by timing accesses, discards those
that do not contribute to contention [43]. The profiling duration depends
on knowledge of the mappings and the number of elements discarded
per iteration [25]. Prime+Probe based attacks are still actively being
improved [3, 4, 6, 9].
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2.4 Secure Caches

We can roughly categorize secure caches into designs based on partitioning
or randomization. Where partitioning designs reserve parts of the cache
per security domain, randomized cache architectures usually make the
entire cache accessible but obfuscate the mapping of addresses to cache
lines.

Randomization-based designs aim to make contention attacks statistically
hard by making the mapping of addresses to cache unpredictable and
unobservable. This hinders the construction of eviction sets and the
observability of targeted events (cf. Section 2.5).

Many of these designs require randomization mappings to be dynamic, i.e.,
renewed over time. This rekeying (or remapping) destroys any congruence
information an attacker may have learned. More frequent rekeying is more
secure but comes with a performance [29] and power penalty.

CEASER-S [22], ScatterCache [26] and PhantomCache [16] are
examples of skewed designs [74] that compute indices on the fly. Scatter
Cache computes indices to individual cache lines which together form
a unique set with random replacement. CEASER-S and PhantomCache
randomly select from computed indices to entire sets, which can then use
standard replacement policies like LRU. Since computations are done on-
the-fly, these designs are scalable and suited for large LLCs. However, they
have been shown to be susceptible to recent attacks [3, 9, 15].MIRAGE [5]
moves the randomization to the cache directory and uses it to approximate
a fully associative cache. So far, none of the randomization-based secure
caches protect against cache occupancy attacks.

Random Permutation (RP) Cache [63] precomputes permutation
tables per process. Newcache [61] proposes an entirely new cache design
with a secure table of indirection that tries to approach a directly-mapped
cache. These table-based designs require overhead proportional to their
size, which can be prohibitve for large LLCs.

Partitioning splits the cache into (fixed) slices by its sets (e.g., cache
coloring [38, 59]), or its ways (e.g., Intel Cache Allocation Technology
(CAT)). The security depends on the strength of the isolation between
domains and how much remains observable to attackers. However, static
partitioning reduces performance and lacks flexibility and scalability.
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Non-Monopolizeable (Nomo) [55] cache reserves some ways per set to
be only writeable by one domain, but this leaves reserved ways observable.
Vantage [56] partitions most of the cache while maintaining associativity.
Partitions can outgrow their allocated size into a small, unpartitioned
space. Additional cache tag bits determine the number of partitions.
AutoLock [32] prevents cross-core evictions by locking cache lines on ARM
CPUs. Hybcache [19] uses a hybrid approach between a set-associative
and a fully-associative cache. Full associativity is realized only in a small
number of ways used for security-critical applications, whereas the rest
uses the cache set-associatively. This assumes secure and insecure domains,
which differs from the usecase for SassCache. Jigsaw [51] and Jumanji [14]
partition the cache dynamically by splitting it into shares. Software defines
capacity and mapping by assigning identifiers to the Page Table Entries
(PTEs). Jumanji has a lower latency, and higher performance and security
than Jigsaw.

He et al. [33] analyzed static partitioning, Nomo, NewCache, RP Cache,
and others, and found that all are, to some degree, vulnerable to at least
2 of 4 studied attacks.

In summary, later analyses [3, 9, 33] of randomized and partition-based
caches that provide probabilistic security have shown that these can
achieve relatively high performance, but are often not as secure as first
thought. Static and total partitioning, on the other hand, provides strong
security guarantees at the cost of flexibility and performance.

With SassCache, we combine these two strategies. We make security
guarantees for most addresses that are the same as a statically partitioned
cache (Section 7), with better performance for our target environment
(Section 8.4).

2.5 Attacking Secure Caches

Profiling secret-dependent cache lines and finding addresses congruent to
them, is an important prerequisite for successful exploitation. The first
proposals [29, 30] were bypassed by optimized eviction set algorithms [22,
25], allowing the exploitation phase to proceed as in traditional caches.
Consequently, they are practically broken since they require impractical
rekeying periods to maintain security [22].
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Randomized caches with a probabilistic component [16, 22, 26] preclude tra-
ditional eviction by design. Obtaining fully congruent addresses, mapped
to the same set in every partition, is theoretically infeasible. In particular,
the notion of eviction sets needs generalization (i.e., weakening) if the
attacker is to succeed at all. Werner et al. [26] propose eviction sets with
addresses congruent in at least one cache way, which was later generalized
to partitions [3].

While finding generalized eviction sets is more difficult, a resourceful
attacker can still find them by observing which lines are evicted by victim
execution. To maximize the chance of observing such evictions, Purnal et al.
[3, 21] propose Prime+Prune+Probe (PPP). It extends Prime+Probe with
a pruning step, enabling occupying a large portion of the cache before
transferring control to the victim. PPP was originally applied to CEASER-
S and ScatterCache and reduced the complexity of finding eviction sets
by orders of magnitude. However, it also applies to other randomized
caches, e.g., those that skew across sets instead of ways [16]. Song et al.
[6] propose to flush the attacker’s own lines to speed up PPP by avoiding
costly full cache evictions.

Given a rekeying period, the attacker needs to split resources between
profiling (i.e., gaining spatial information) and exploitation (i.e., the actual
attack). Bourgeat et al. [9] propose a methodology to navigate this tradeoff.

At one extreme, an attacker spends no time profiling and just measures
cache occupancy [24], i.e., cache utilization. While less accurate than
congruence-based channels (i.e., no spatial information), it is unaffected
by rekeying. Current secure LLC designs, even those approximating fully-
associative caches [5, 19], have the property that victim accesses are
reflected in the observable cache utilization, leaving the cache occupancy
channel unmitigated. Some designs are also vulnerable to so-called shortcut
attacks that exploit weaknesses in randomization to bypass the protection
altogether [3]. Thus, it is crucial that the randomization mapping uses
well-designed cryptographic primitives.

3 Threat Model and Mitigation Goals

In this section, we describe our threat model and mitigation goals for
secure caches, forming the basis of our secure cache design, SassCache.
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As shown in Section 2.5, even modern secure caches are affected, e.g., by
Prime+Prune+Probe [3] or due to weak cryptographic constructions [3].

3.1 Threat Model

Our threat model is in line with prior work [3, 16, 26] but takes more recent
and advanced attack techniques into account (cf. Section 2.5). In this
threat model, SassCache constitutes the cache level that is shared between
attacker and victim. For our evaluation, we do not consider self-eviction
in the victim, because in randomized skewed caches, reliable self-eviction
only occurs with substantial amounts of memory accesses as part of the
secret-dependent operations or active victim participation.

SassCache uses a function that maps physical addresses to cache sets
by generating indices idxi, where i counts the ways. (Figure 7.1). We
assume the function is known to the attacker but uses a random secret
key and a security domain (SDID) to separate security contexts. The
key is inaccessible to the attacker, whereas the address is fully controlled.
Attacker and victim are separate tenants on a multi-tenant system, where
each has their own SDID. Consequently, they are located in different
security contexts, and the attacker only has control over few contexts (c.f.
Section 7.5). While the attacker may be able to read the SDID, it cannot
set it; only privileged software (e.g., the hypervisor) is allowed to set it.
The generated indices idxi are not observable directly but only via cache
contention. Physical attacks on the function, its intermediate values, or
secret parameters and bugs in the privileged software are out of scope.

3.2 Required Attributes

Functionally, a secure cache should be mostly transparent to software
but maintain performance that is comparable to standard caches. On the
security side, we extend the security attributes of ScatterCache [26] as
follows to address more recent attacks [3] and attacks commonly considered
out-of-scope (e.g., the cache occupancy channel [5, 16, 26]):

• Software-defined security domains (based on properties like virtual
machine (VM), tenant, user, or process ID) must not share cache lines
unless cross-domain coherency is explicitly required, e.g., writable shared
memory.
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Figure 7.1: Our two-layer Index Derivation Function (IDF): The first Index
Generation Layer (IGL) is a cryptographically randomized mapping
of addresses to indices, like in ScatterCache; the second Index Spacing
Layer (ISL) reduces the set of reachable cache lines through another
cryptographically randomized mapping (cf. Section 5.1).

• It must be hard to find congruent addresses in the cache, i.e., it should
be hard for adversaries to infer a connection between accessed physical
addresses and cache set index.

• Partially accessible addresses should become hidden with a high proba-
bility to reduce their observability.

• It must be impossible to evict, measure or control all cache lines from
another security domain.

4 The SassCache Architecture

We present SassCache, a novel probabilistically-skewed secure cache that
achieves the desired security properties (cf. Section 3.2) and maintains a
backward-compatible interface.

Purnal et al. [3] show that randomized secure caches can still be attacked
both with old attacks and new attack variations, albeit at a lower attack
performance. The underlying problem is that the full cache is still accessible
to the attacker. On the other hand, approaches based on cache partitioning
such as cache coloring [38, 60] and Intel’s Cache Allocation Technology
(CAT) offer strict security by splitting the cache into fixed allocations
but lack flexibility and scalability. To overcome the drawbacks of previous
randomized and partitioned caches, we combine the two principles in Sass
Cache. Hence, to mitigate even statistical and occupancy attacks, the idea
for SassCache is to cryptographically limit the total number of cache lines
accessible to an attacker, in addition to the permutation performed by
ScatterCache. We refer to the number of accessible cache lines (=share of
the total cache) as coverage.
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SassCache follows a two-layered approach for its IDF (Figure 7.1): First,
the Index Generation Layer (IGL) is a permutation of cache sets as in
ScatterCache. This breaks the link between cache set and physical address
across different security domains and makes it very hard to profile the
cache for an attack [3]. If this layer were a known, non-skewing mapping
(such as a bit mask on the physical address), the number of unique sets
would be limited. A small number of fixed sets not only makes profiling
trivial, it also makes self-eviction deterministic and more likely. This is
because some addresses would always share the same set, and therefore
compete for the same unobservable ways (Section 7.1). Additionally, with
potentially millions of profiling attempts per successful attack (Section 7)
and minutes per attempt [3], the IGL ensures high costs for attackers. In
short, the IGL provides important support for the security of the second
layer and defense-in-depth properties.

Second, the Index Spacing Layer (ISL) restricts accessible cache lines
similar to partitioning-based approaches. However, instead of statically
slicing the cache into fixed allocations, SassCache selects the accessible
cache lines pseudorandomly based on the cryptographic function we pro-
pose in Section 5. Therefore, overlaps between security domains become
probabilistic. Some cache lines are inaccessible to other security domains,
which makes eviction of these cache lines by an attacker impossible. The
second layer’s parametrizable construction determines the share of the
cache available per security domain. As outlined in Section 3, SassCache
is focused on a server setting with multiple security domains, identified
by a Security Domain Identifier (SDID). We target this environment in
particular because the security domains are well defined, and concurrent
use is typical. Each security domain is assigned to one tenant, with the
hypervisor running in its own security domain, i.e., all virtual machines of
one tenant run in one security domain. However, SassCache’s design would
also allow the definition of other security domains and use cases, such
as VMs, users, groups of processes (e.g., for container software), single
processes, or even address ranges (e.g., in-process isolation mechanisms).
Our generic approach leaves the choice for security domains to the most
privileged software (e.g., the hypervisor). Whatever the use case, one
domain should never be able to generate more domains under its control
to avoid collusion (c.f. Section 7.5). As multiple security domains, i.e.,
tenants, will use a CPU concurrently, each domain evicts fewer lines from
other domains, increasing fairness. Additionally, multiple users already
limit each other’s cache share, which further alleviates the reduction in
cache size per domain.
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We propose SassCache as an inclusive or non-inclusive last-level cache
(LLC). We opt for a set-associative base design with W ways, i.e., W
cache arrays, exactly like existing caches deployed in current CPUs. Each
cache array with a size S is indexed individually by one of the W indices.
Because the sets are dynamic, we use a random replacement policy. This
approach results in SW possible cache sets after the first layer, similar
to ScatterCache [26]. The second layer ISL restricts the possible indices
in each way. While this reduces the number of sets per domain, it brings
a novel security property: certain cache lines cannot be evicted by an
attacker. Our cryptographic design is the basis that makes it improbable
(cf. Section 7) for an attacker to evict a target cache line or measure cache
occupancy.

5 Cryptographic Design

For SassCache, we need a function to generate cache-set indices from
addresses to skew the cache, i.e., the Index Derivation Function (IDF).
Additionally, the IDF must limit the number of accessible cache lines per
security domain, i.e., the coverage. Hence, in this section, we introduce
the two-layered cryptographic primitive at the core of SassCache. We
design a low-latency IDF that maps the address to W indices idxi, where
the mapping is controlled by the SDID and the key (Figure 7.1). The
IDF consists of two layers: an Index Generation Layer (IGL) that maps
the address to W independent intermediate identifiers idi and an Index
Spacing Layer (ISL) that maps each identifier to the final index idxi in
the index space. This index idxi is selected uniformly from a subset of
the index space defined by the SDID, key, and way i. The ISL is designed
such that the subset is expected to cover a defined share of the full index
space that we refer to as coverage.

5.1 Design of the Index Derivation Function

We design both layers using keyed permutations, i.e., block ciphers or
tweakable block ciphers. For the first IGL layer, we profit from permu-
tations with larger block sizes, whereas the permutations for the second
ISL layer are smaller and faster. We refer to these as BC and TinyBC,
respectively.
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Figure 7.2: The address-to-index mapping function IDF with 63% coverage, for
W = 16 ways and 11-bit indices (ℓ = n = 11). The top layer is the
IGL, the bottom ISL.

Assuming the IDF maps a-bit addresses (e.g., a = 48) to n-bit indices
idxi (e.g., n = 11), we use intermediate identifiers idi of ℓ = n+ t bits (t
controls the coverage).

Index Generation Layer. For the identifiers idi, the IGL uses BC in
a counter-based streaming mode with SDID, key as key, and the address
addr as nonce to produce W · ℓ bits of keystream. Figure 7.2 (top half)
illustrates this construction for ℓ = n = 11, i.e., t = 0. For example, if
BC is a 64-bit block cipher, the IGL performs ⌈(W · ℓ)/64⌉ = 3 parallel
calls to BC with inputs c ∥ 0 ∥ addr, where c ∈ {0x01, 0x02, 0x03} is the
8-bit counter. We start counting at 01 for domain separation with the
second layer to support the choice BC = TinyBC. The outputs of BC are cut
into ℓ-bit chunks idi. These identifiers are expected to be uniformly and
(practically2) independently distributed in {0, 1}ℓ. They are unpredictable,
not controllable, and not directly observable for an attacker; learning them
still does not allow recovering information about the key. If two addresses
are mapped to the same identifier idi, they are mapped to the same index
idxi; the reverse is not true.

Index Spacing Layer. To generate the final indices idxi from idi, the
ISL uses W parallel TinyBC invocations. Prepending the counter i before
idi in the input and truncating the output of TinyBC effectively gives us

2There is a tiny bias due to the bijectivity of BC, which is not detectable in < 232 calls
with constant SDID/key due to the birthday paradox.
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a family of ℓ-bit to n-bit pseudorandom functions, keyed with SDID, key.
For TinyBC, a cipher smaller than BC also suffices, with a block size of at
least max(n+ ε, ℓ+ log2W ) bits for some small integer ε.

Coverage. When considering such a random (non-injective) function f
with domain {0, 1}ℓ and co-domain {0, 1}n, we can derive the expected
coverage of the co-domain, i.e., E[#{f(x) | x ∈ {0, 1}ℓ}/2n], as follows.
Randomly choosing f means randomly choosing each value f(x) uniformly
and independently. Then, the expected coverage is the same as the proba-
bility for any specific y to appear among the values f(x) for any x ∈ {0, 1}ℓ.
In other words, the coverage equals the probability of drawing a single
golden ball from an urn containing 2n balls at least once when drawing
2ℓ = 2n+t times with replacement. Thus, the expected coverage C is

C = 1−
(
1− 1

2n

)2n+t

= 1−
( (

1− 1
2n

)2n︸ ︷︷ ︸
→e−1 for 2n→∞

)2t ≈ 1− e−2t .

We list the resulting coverage C for t ∈ {−3,−2, . . . , 2} in Figure 7.3.
These values depend primarily on t and are essentially identical for all
relevant values of n, e.g., n = 11.

If TinyBC is only slightly larger than max(n, ℓ+log2W ) bits, this truncated
construction can be modeled more precisely by taking into account the
bijectivity of the block cipher. With b > max(n, ℓ + log2W ), the block
size of TinyBC (i.e., 2b−n inputs produce the same truncated n-bit output
idxi), the expected coverage Cb is the ratio of permutations mapping
i ∥ 0 ∥ idi to idxi for any idi among all b-bit permutations:

Cb = 1−
(
2b−2b−n

2ℓ

)
· 2ℓ! · (2b − 2ℓ)!

2b!
= 1−

∏2b−n−1
i=0 (2b–2ℓ–i)∏2b−n−1
i=0 (2b − i)

= 1−∏2b−n−1
i=0

(
1− 2ℓ

2b−i

)
≈ 1−

(
1− 1

2b−n−t

)2b−n

.

For example, for n = 11 and a b = 16-bit block cipher TinyBC, the resulting
expected coverage Cb differs by up to 0.9% from the result C for large
block ciphers. For clarity, we take the expected value of C as a given for
the security analysis, which is appropriate as its variance is very low.

5.2 Instantiation with QARMA and QARTA

We want to instantiate this design with efficient cryptographic functions
BC and TinyBC. Several low-latency block ciphers [10, 53] and tweakable
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block ciphers (TBCs) [31, 36] have been published, though some provide
insufficient security [28], which share several design ideas with PRINCE [53].
We propose an instantiation using (parts of) QARMA [31], a TBC used for
ARM pointer authentication.

Conservative instantiation. A conservative instantiation is to use the
64-bit variant of QARMA, QARMA7-64, for both BC and TinyBC. This TBC
encrypts 64-bit plaintext blocks with a 128-bit key K and 64-bit tweak
T , fitting with the dimensions given in Figure 7.2. The 192-bit combined
tweakey (K,T ) is available for key material from the SDID and key, fitting,
e.g., a 128-bit key as K and 64-bit SDID as T , or the XOR of two 128-bit
values as K with T = 0. The same key can be used for BC and TinyBC.
The expected coverage C for this construction can be derived with the
model for large block ciphers.

Low-latency instantiation. To avoid the latency of two calls to the
full TBC, we propose an optimized variant with a latency comparable to
one QARMA7-64 call: We instantiate BC with the round-reduced QARMA5-64

(with 12 instead of 16 rounds) and use operations from the remaining
4 rounds to run 4 ultra-light 16-bit QARTA4-16 ciphers in parallel. The
total circuit size of the IDF with fully unrolled BC and TinyBC instances
corresponds roughly to 4 QARMA7-64 instances. The expected coverage Cb

of this instantiation can be derived with the model for small block ciphers.

QARTA4-16 operates on one 16-bit column of a QARMA state and key using
the QARMA 4-bit S-box layer S (SubCells), mixing layer M (MixColumns),
and round tweakey addition (AddRoundTweakey), without applying an
equivalent of the permutation layer τ (ShuffleCells). Four parallel in-
stances of one QARTA4-16 round correspond to one round of QARMA without
the τ operation (cf. Figure 7.4). The key (w0, k0) and tweak T are again
derived from the SDID and key. In this instantiation, the key material for
TinyBC should be independent of that of BC. Figure 7.5 shows which parts
of the key material influence which index computations. Notice that the
tweak schedule implies that the tweak material influences several columns,
and acts differently on each tweak column. The QARMA round constants ci
are also different for each column.

QARTA4-16 is not a generically secure tweakable block cipher due to its
small size and low-latency design. It is tailored for the proposed application,
where an attacker has little control and never learns the cipher inputs
except for a few index and padding bits. Since each column depends on
at least 8 cells of the tweak T (Figure 7.5), the effective tweakey size
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Figure 7.4: Four parallel invocations of QARTA4-16 (with different, but partially
related keys).

for QARTA4-16 is at least 64 bits. Regarding its cryptanalytic properties,
QARTA4-16 is expected to reach its full algebraic degree after 3 rounds since
its S-box has an algebraic degree of 3 and 33 > 15. The MixColumns matrix
has a branch number of B = 4; there are several truncated differential and
linear patterns with a total of 8 active S-boxes that are compatible with the
input format, e.g., the iterative pattern (0, 0, ∗, ∗), where ∗ denotes active
cells. Since the maximum differential probability and absolute linear bias
of the S-box are 2−2, the maximum achievable probability for differential
characteristics is 2−16. Even with potential clustering effects, this is hard to
exploit for largely unknown cipher inputs. Still, an attacker that observes
a large number of cipher outputs might succeed in recovering a few key
bits by exploiting the few known cipher input bits and the partially
overlapping key material between indices. However, since the key material
is independent of the key used in BC, there is little information to derive
from this potential knowledge beyond the image set of TinyBC, which is
easily obtained through direct observation rather than cryptanalysis. The
main criterion for security is, however, the statistical behavior, which we
analyze next.

Coverage evaluation. Figure 7.6 shows the observed distribution of the
coverage for both instantiations of TinyBC for 100 random keys with 16
counter values i each. Both QARMA7-64 and QARTA4-16 behave as expected,
with average coverages C and Cb (b = 16), respectively. For example, for
t = −1, the coverage for QARMA7-64 ranges from 37% to 41%, with an
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Figure 7.5: Mapping of QARMA-64 and QARTA-16 states.
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Figure 7.6: Experimental coverage for t ∈ {−2, . . . , 1} for 100 random keys and
16 ways i, with QARMA or QARTA4-16, and expected values C and Cb,
respectively.

average of C ≈ 39%. The coverage for QARTA4-16 ranges from 37% to
41%, with an average close to Cb ≈ 39%.

6 Implementation of SassCache

SassCache is designed as a last-level cache (LLC) for a server environment
with multiple co-located security domains. The use in an LLC enables
hiding the latency of the cryptographic functions during lower-level cache
lookups. Especially in servers (and desktops), we believe the added energy
consumption of the lightweight cryptography will be negligible compared
to regular cache and memory lookups.

6.1 Hardware Modification

While recent advances in the RISC-V community lead to the first RISC-V
CPUs with experimental L2 caches [17, 27], they are far from state-of-
the-art high-performance L3 LLCs used in server-grade CPUs and thus
not yet suited for estimations on the hardware modification costs that
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Intel, AMD or ARM would see. Hence, we estimate SassCache’s hardware
costs by determining the hardware costs for the building blocks in terms
of chip-area and latency.

Area. The cryptographic primitives for the IDF make up the main cost
in hardware. We propose QARTA4-16, a custom low latency instantiation
for 16 ways (cf. Section 5.2) corresponding to roughly four QARMA7-64

instances with 34.4kGE each [31]. Therefore, in total, the IDF requires less
than 140kGE. Previous work [26] estimated that the open-source BROOM
core’s LLC takes up about 5.5MGE. Hence, our design should result in
less than 3% of that.

The additional area required to skew the cache is specific to the overall de-
sign. In general, Djordjalian [69] noted that additional decoders and wiring
are required for each way. For a 2-way skewed cache, Spjuth et al. [66] saw
a 17% increase in energy consumption. However, Sardashti et al. [48] show
that cache skewing only has 1.5% to 15.3% overhead. Furthermore, most
Intel cache architectures already feature cache slices; thus, they partition
the cache into smaller caches with multiple addressing circuits already.

Latency. SassCache’s latency depends on the IDF’s latency for generat-
ing the set indices. We use QARMA, which is already used for latency-critical
applications like pointer authentication [35] or memory tagging [12]. No-
tably, QARMA achieves a latency as low as 2.20 ns when fully unrolled at a
7 nm process [31]. For our low-latency instantiation (cf. Section 5.2), the
combined latency of QARMA5-64 and QARTA4-16, used for IGL and ISL, is
comparable to that of QARMA7-64 at about 3.25 ns. In comparison, this is
still lower than L2 cache access on current CPUs (e.g., Intel Xeon 8280
at 5.18 ns [18], AMD Epyc 7742 [18] at 3.86 ns, and ARM Ampere Altra
Q80-33 at 4.11 ns [11]). Since SassCache is designed for shared LLCs, most
if not all of the latency is hidden in lower-level cache lookups, and our IDF
becomes viable for practical implementation. In line with other skewed
cache designs, the skewing itself does not introduce additional latency [5,
29].

6.2 SassCache Interactions

One goal of SassCache is to make its adoption as frictionless as possible
by providing strong security benefits even without software support.
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Backward Compatibility. To make SassCache backward compatible,
we suggest to initially deactivate the spacing layer of the IDF. While
booting, privileged software (e.g., the hypervisor) aware of SassCache and
security domains activates the second layer via a configuration register.
Thus, legacy software still benefits from a cache similar in functionality to
ScatterCache without security domains, which already protects against
some cache attacks [26].

SassCache Software Interface. The software must supply the correct
SDID to SassCache. Depending on the architecture and what constitutes
a security domain (we focus on the cloud use case), this can be achieved
in numerous ways. On x86-64, ARM, or RISC-V systems, we can use
unused bits in the PTEs to supply the SDID either directly or indirectly
via an additional lookup table. Using the SDID directly only allows for a
limited number of security domains, which we therefore do not recommend.
Intel x86-64 has 14 bits [20], ARM64 4 bits [50], and RISC-V 10 bits [23]
reserved for future use in the PTEs that can be used for this.

However, by using the PTE bits as a lookup, very large SDIDs are possible,
such that there will never be domain collisions. To do so, an additional
SDID list is implemented in hardware. The list is only writeable by
privileged software (e.g., hypervisor or OS) and has a number of slots
corresponding to the available bits in the PTE. This allows privileged
software to load specific sets of SDIDs for a security domain during context
switches. During a memory access the Memory Management Unit (MMU)
then uses the bits from the PTE to look-up the SDID in parallel and
forward it to the cache alongside the memory request.

This indirection allows for privileged software to easily change a large
number of SDIDs on demand. Moreover, if the number of SDID indices
loaded in parallel is insufficient for an application, one specific index can be
used to trigger an exception, albeit with a performance hit. The exception
then allows privileged software to examine the situation and switch certain
SDIDs, before returning to the application. The size of the list limits the
number of security domains available in parallel. The overall number is
only limited by the size of the SDID and the input-size of the IDF.

Alternatively, Intel’s Page Attribute Table (PAT) and ARM’s Memory
Attribute Indirection Register (MAIR) offer similar functionality for this
purpose, i.e., define memory types and specify caching behavior. The
available bits in the PTE index list can be used to implement the SDIDs.
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Implementation Considerations. Addressing the SDID indirectly
allows for effective tenant-based separation with only a single bit and two
domain registers holding the full SDID. This enables using two security
domains simultaneously, e.g., privileged software (e.g., the hypervisor) and
application (e.g., the tenant’s VM). Thus, it enables coarse separation
of execution paths that require context switches, during which the con-
figuration registers are maintained, and certain types of shared memory.
During context switches, the privileged software swaps the SDID for the
application. To preserve separation in the cache, different SDIDs are used
for shared memory. Hence, read-only shared memory (e.g., libraries) is
shared across security domains with different SDIDs without further mod-
ifications. However, shared memory used in different security domains is
loaded to different locations in the cache for each domain.

For writable shared memory, a change in the SDID also changes which
cache lines are part of the cache set. This can lead to cache coherency
issues for writeable shared memory. Therefore, for this memory type,
the privileged software must assure that the SDID is the same across all
security domains that can access the shared memory. With the single-
bit approach, the SDID for privileged software can be reused for shared
memory. Similarly, to copy data between privilege levels (e.g., hypervisor
and VM), the correct SDID must be loaded. Multiple VMs of one tenant
are in the same security domain to prevent collusion using multiple SDIDs.

6.3 Key Management and Rekeying

Both the IGL and ISL require a secret key to make cache indices unpre-
dictable. Thus, an attacker cannot map addresses to indices or vice-versa,
even if SDID, IGL, and ISL are publicly known. However, this makes it
essential to prevent software from extracting the secret key used by Sass
Cache.

SassCache uses a boot-time hardware-generated key, like CEASER-S [29]
and ScatterCache [26]. The key is stored in a hidden CPU register and
is inaccessible to software. This prevents an attacker from predicting
the resulting cache set from a physical address and vice-versa. Only the
SDID may be set by the software to provide different security contexts.
This keeps the required software and hardware changes low and modular,
decreasing the effort to implement SassCache.
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CEASER-S and ScatterCache require rekeying [26, 29]. The frequency of
rekeying is a security parameter to adapt to improved attacks and security
margins [3]. Key changes work well on write-through caches as no data
inconsistencies can occur. However, rekeying costs performance as data is
invalidated, causing cache misses. Thus, changing the key corresponds to a
cache flush in terms of performance. Implementing rekeying for write-back
caches is more costly: The key must not change before all dirty cache lines
were written to memory.

While SassCache could support rekeying for both write-through and write-
back caches, we do not recommend it. SassCache’s main security gain
over previous designs derives from the Index Spacing Layer (ISL). With
rekeying, each epoch will have a certain chance that a given address is fully
reachable by an attacker. If the user decides that this chance is too high,
and the additional security provided by the Index Generation Layer (IGL)
is too low, the rekeying period then necessarily depends only on the IGL,
which renders the ISL superfluous. This is because under the assumption
that a victim address is attackable, the rekeying period will now have to
be determined only by how long it takes to succesfully attack the IGL,
i.e., ScatterCache.

Instead, we suggest choosing the coverage parameter t such that the
remaining risk is acceptable.

7 Security Evaluation

In this section, we evaluate the security of SassCache against state-of-the-
art attacks. The security is based on two steps:

1. For t=−1, W=16 SassCache prevents full eviction of the target cache
line in 99.999 97% of cases (cf. Section 7.1). Thus, on average, the
attacker can try to construct an eviction set for 1 in 3 000 000 cache
lines, or 64B in 185MB of memory. On CPUs with 20 ways per cache
set, this increases 1 in 125 000 000 cache lines, or 64B in 7.6GB of
memory.

2. For attackable cache lines, security reduces to that of ScatterCache,
with attack times from prior work [3].

Like previous designs [5, 26], SassCache precludes attack techniques based
on shared read-only memory (e.g., Flush+Reload) by placing them sep-
arately in the cache per security domain. Thus, we evaluate SassCache
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Figure 7.7: Accessibility distribution of cache lines (W = 16) for different cache
coverages C. Fully accessible lines are observable to an attacker; all
others become unobservable.

against the remaining attack classes, i.e., contention- and occupancy-based
attacks.

7.1 Properties of SassCache

Partially Accessible Lines. In the worst case, a victim line falls within
the attacker’s coverage in each of the W ways. The probability PW = CW

is low for practical configurations (e.g., PW = 0.06% in a 16-way Sass
Cache with C = 63% or PW = 0.000 033% with C = 39%). For such fully
accessible lines, the security of SassCache is equivalent to that of Scatter
Cache with the same security domain size (i.e., W ways, C · S sets). All
other lines are partially accessible, i.e., they can hide in the victim region,
where they are not observable nor controllable by the attacker. Figure 7.7
highlights the abundance of partially accessible lines in the distribution.
The exponential dependence of PW on the number of indices W motivates
SassCache to build on ScatterCache instead of other skewed designs.

For victim programs where M lines encode the same information (e.g.,
AES T-Tables, M=16), the probability that at least one of them is fully
accessible is PM = 1− (1− CW )M . Figure 7.8 illustrates PM for a 16-way
cache.

Repeated Observations. Cache attacks typically require many ob-
servations of sensitive lines, both for contention-based attacks [3, 13,
25, 43] and for cache occupancy attacks [24, 45]. In SassCache, ac-
cesses to victim lines are only observable to the attacker when they
evict an attacker’s line. The probability for a partially accessible vic-
tim line to be observable N times before being hidden is P [N ]

(1−CW )
, where
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Figure 7.9: Probability to observe partially accessible victim line N times before
it is hidden (W = 16).

P [N ] =
∑W−1

i=0 [( i
W )N · W−i

W ·
(

i
W

)
·Ci · (1−C)(W−i)] (cf. Figure 7.9). The

expected number of observable victim accesses until the line is hidden
can be computed as E[N ] =

∑∞
n=0 n · P [N = n]. In a 16-way SassCache

with C = 39%, this is already after E[N ] ≈ 0.72 accesses on average, for
C = 63% after E[N ] ≈ 2 accesses. This reflects the number of potentially
observable victim accesses to the cache line, i.e., assuming that the attacker
occupies its full share of the cache (C · S ·W lines).

Summarized, the vast majority of lines are not fully accessible
by the attacker, and partially accessible lines rapidly become
unobservable. Section 7.2 examines the security of SassCache against
contention-based attacks, evaluating state-of-the-art profiling and exploita-
tion success rates. Section 7.3 evaluates SassCache for cache occupancy
leakage, an attack vector largely unmitigated by prior designs.
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7.2 State-of-the-Art Attack Evaluation

We implement SassCache in CacheFX [1], which models attack strategies
on real systems with attacker and victim code, which the framework invokes
accordingly. Attacker and victim issue requests to cache implementations
that respond with hits and misses. The framework analyzes attack success
statistically and offers several knobs to test caches configured with different
parameters, e.g., number of sets, ways, and replacement policy. With the
framework we test the applicability of state-of-the-art profiling (Single
Holdout Method [29], Group Elimination Method [22], and Prime+Prune+
Probe [3]) on SassCache, to find partially congruent addresses, i.e., lines
congruent with the target in one or more ways. We configure SassCache
with 16 ways, and t = −1 (i.e., C = 39%) and test each profiling algorithm
500 times. We sample a random victim address, let the algorithm find
an eviction set, and test the quality of the found set by (a) determining
the share of truly conflicting addresses (True Positive Rate (TPR)) in
the eviction set, and (b) computing the success rate (SR) of evicting the
victim address. We compute the minimum, maximum, mean, and median
for TPR and SR over all runs to statistically analyze profiling on Sass
Cache.

We observe that all techniques fail with overwhelming probability, as
expected (cf. Section 7.1). Our analysis of the algorithms’ progress shows
that after a few victim evictions, the victim address is not observable to
the attacker anymore and hidden in the cache, as expected (cf. Figure 7.9).
Hence, both the minimum and median of TPR and SR are 0. Maximum
TPR and SR vary depending on the algorithm, the eviction set size, and
the concrete cache parameters, but occur infrequently when the victim
address is fully attacker-reachable (and SassCache falls back to Scatter
Cache). For instance, the most efficient technique Prime+Prune+Probe
achieves a maximum TPR of 1 and a SR according to Figure 5 in [26]. Mean
TPR and SR are skewed according to the maximum and the probability
of fully accessible lines.

Note that our empirical analysis considers a single target victim line.
Figure 7.8 covers the probability for profiling to succeed on at least one
out of M redundant lines, which is low for real-world attack targets.
Advanced profiling methods [3] enlarge eviction sets (of sufficient size)
without relying on further victim accesses. This does not affect SassCache,
as the address is mostly not reachable in the first place. Furthermore, once

159



7 SassCache: Scatter and Split Securely

a line is hidden, the attacker cannot proceed without self-eviction by the
victim (cf. Section 3).

7.3 Cache Occupancy Leakage

The cache occupancy channel is arguably the most primitive cache side-
channel. When the number of cache lines a victim uses depends on a secret
bit, an attacker can recover the bit by simply measuring cache utilization.
Traditional shared caches as well as secure randomized caches [5, 22,
26, 29] cannot completely close the cache occupancy channel. This can
easily be seen when looking at a fully-associative cache: While there is
no cache-set information to gain, the occupancy of a different number of
cache lines can still be observed. SassCache improves over previous secure
randomized caches, as only part of the cache occupancy of the victim is
visible to the attacker. As the cache occupancy channel covers a significant
amount of irrelevant cache lines, all cache occupancy attacks so far [24,
45] require a large number of repetitions. Unless the victim’s cache line is
fully coverable by the attacker, it will quickly be hidden in an attacker-
unreachable part of the cache (cf. Section 7.1). Furthermore, self-eviction of
a specific cache line is generally unreliable and unlikely (cf. Section 3). If a
victim occupies large amounts of memory, self-eviction can occur, but with
adverse effects as it reduces the overall number of cache lines occupied by
the victim as compared to the non-self-eviction case, reducing exposure to
the attacker. This is particularly relevant for the covert channel case where
the attacker occupies a large fraction of the cache. To obtain worst-case
numbers, we assume that in this case the attacker is completely lucky and
there is no self-eviction that conceals some of the fully coverable visible
cache lines. Consequently, the formula from Section 7.1 also applies to
the cache occupancy channel: The probability that a cache occupancy
channel encoding ‘0’ and ‘1’ into M cache lines works successfully is the
probability that at least one of these cache lines is fully coverable (cf. PM

in Section 7.1).

With the default configuration of 39% coverage, for very low values,
the success probability for the occupancy channel is close to 0% (cf.
Figure 7.8). If the difference between a secret bit ‘0’ and a secret bit
‘1’ is reflected in the access to more than two million cache lines, the
probability that the attacker can observe the occupancy channel is 50%.
For an observability probability of 95%, more than 10 million cache
lines must encode a ‘1’. This number of cache lines is far beyond normal
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cache attack targets: OpenSSL AES T-Table encryption encodes key-bit
information in 16 cache lines resulting in an observability probability
below 0.000 5%. mbedTLS RSA-4096 signature computation encodes
equivalent key-bit information in up to 9 cache lines [13], resulting in an
observability probability below 0.000 3%. Hence, SassCache also closes
the cache occupancy channel in many attack scenarios.

7.4 Asymmetric Domain Sizes

A convenient feature of SassCache is that its parameters can be configured
for each system. By adjusting the coverage parameter t of the Index
Derivation Function (IDF) (cf. Section 5), we can fine-tune the security
and performance tradeoff. We will see in Section 8.4 that this tradeoff is
not necessarily bad for systems that are shared by many users. Domain
sizes can cover 12% to 98% of the available cache. While smaller coverage
increases the security, it reduces the application’s performance due to the
reduced cache size.

Maybe counterintuitively, restricting security-critical domains more does
not increase their security. Since attackers only need to find congruent
addresses to the victim’s in their own address space, the only domain size
that matters is the attacker’s. As it is generally unkown which parties on
a system will be attackers, the largest domain size should be chosen based
on the security requirement for all domains. Lower priority applications
can use reduced domain sizes.

7.5 Multi-Domain Attacks and the Choice of t

Ristenpart et al. [58] showed that achieving co-location in the cloud is
possible. Inci et al. [39] also showed that, while rare, co-location of more
than 1 VM on the same system is possible. Fang et al. [2] also show
container scheduling (e.g., Kubernetes) is vulnerable to co-location.

If attackers can occupy multiple security domains on the same system, they
may collude to mount a stronger attack on a victim VM. When we combine
the coverage of multiple domains, the expected total coverage changes
with the attacker-controlled domains nd according to Ct = 1− (1− C)nd

(cf. Section 5.1). Doubling the amount of domains nd effectively reduces
the security equal to an increase of the parameter t by 1. For example,
two colluding attackers with C = 39% could, at best, mount an attack as
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if the coverage C were 63%. In practice, cloud providers need to select
an appropriate base coverage for security (e.g., t = −1), and then adjust
down with the above formula based on their expectation of co-location
probability.

7.6 Trusted Execution Environments

The threat model of Intel SGX [37] and AMD SEV-SNP [7] explicitly
allows malicious privileged software and hypervisors. Without further
modification for these TEEs, this goes beyond our threat model because
it contradicts our goal of backwards compatibility. If the ISL is disabled,
SassCache falls back to the security of a secure randomized cache.

8 Performance Evaluation

In this section, we analyze SassCache’s performance in a default configu-
ration with 39% coverage (unless stated otherwise). We use gem5 to run
MiBench [71], lmbench [73], scimark2 [67], and the GAP benchmark [41],
in line with previous works [22, 26, 29] to show the skewed cache char-
acteristics of SassCache. With our custom simulator we run extensive
workloads (e.g., SPEC CPU 2017) efficiently and evaluate the cache’s
behavior based on real-world recorded memory access traces, e.g., for a
multi-tenant cloud scenario. We show that SassCache performs similar
to traditional set-associative caches of the same size, and can increase in
relative performance as multiple tenants compete for the cache. All caches
are evaluated without rekeying, as this would be highly implementation
dependant.

8.1 gem5 Test Setup

To evaluate SassCache in the gem5 full system simulator, we run gem5 as a
32-bit ARM DerivO3 3GHz CPU. We configure a two-level cache system.
The L1 is made up of 2 32 kB, 8-way caches for instructions and data.
As this is the same for all configurations, the differences in performance
stem from the respective L2 implementations only. All L2 caches are
configured with 1MB and 16 ways. The L1 and L2 cache line size is 64B.
This is similar to typical server and desktop configurations today with
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Figure 7.10: gem5 cache hit rate in the GAP benchmark. Comparison against
Rand as a baseline.

slices functioning as independent caches (i.e., 1MB per cache slice and
64B cache line size), since when all cores on a system are in use, the
average per-core share of the LLC amounts to the size of 1 slice. We test
6 cache designs: (1) Bimodal Insertion Policy (BIP), (2) Least Recently
Used (LRU), and (3) random replacement (Rand), for regular caches; (4)
ScatterCache (hash-based), (5) skewed associative caches, and (6) Sass
Cache, for skewed caches. For SassCache, we evaluate the default security
level with the coverage parameter t = −1, i.e., a single-tenant coverage
C ≈ 39%. We also include Skewed50, a skewed cache at 50% capacity,
as this is the nearest size to 39% SassCache for a standard configuration
without changing W .

We deploy the same software setup as prior work [26], with poky Linux
(19.0.2) in Yocto 2.5 (“sumo”) and Linux 4.14.67 patched for compatibility
with gem5. For the evaluation, we use the cache statistics from the gem5
simulator. We configure the QUARTA instances for our IDF with the exact
distribution and latency properties described in Section 6.

8.2 gem5 Results

In our evaluation in gem5, the benchmark is the only workload on the
system, i.e., the only active tenant (one security domain). Therefore, cache
hit rates and performance of SassCache suffer from the smaller cache size
of each domain, as only ∼39% of the cache are used by the single tenant.
We evaluate concurrent security domains in Section 8.3. We measure only
the L2 hit rate, as the L1 does not change.
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Figure 7.12: Cache hit rate by origin of cache requests for the scimark2 benchmark
in gem5 for different caches.

The GAP benchmark consists of 6 workloads (bc, bfs, cc, pr, sssp, tc)
with 2 input graphs, kron (-g27 -k16) and urand (-u27 -k16). Rand is
the baseline for the hit rate (cf. Figure 7.10). As expected, SassCache’s
smaller effective cache size lowers the hit rate on average by 11.6 p.p.
(6.1 p.p. to 20 p.p.). On average, SassCache’s hit rate is 11.5 p.p. lower
than ScatterCache. For GAP, (the best performing) LRU has an average
14.1 p.p. higher hit rate than SassCache. Skewed50 approximates Sass
Cache’s effective size and closely follows its hit rate, which supports that
the delta stems mostly from the smaller effective size.

To evaluate the impact of the smaller effective cache size, we use sci-
mark2 [67] in the -large 1 configuration. The cache hit rate (Figure 7.12)
shows that SassCache performs similar to other skewed caches for the
total hit rate and data accesses. All skewed caches show a notably higher
hit rate for the fft and composite benchmark than the non-skewed BIP,
LRU, and Rand policies. Consequently, for scimark2, skewed caches like
SassCache outperform the non-skewed caches due to these benchmarks
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Figure 7.13: Memory read latency with lat mem rd for different cache configura-
tions with 64B strides.
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Figure 7.14: Memory read latency with lat mem rd for different cache configura-
tions with 256B strides.

(cf. Figure 7.11) [26]. As expected, SassCache’s hit rate in this benchmark
lies slightly below the Skewed50 configuration, due to SassCache’s smaller
effective size of ∼39%. Here, ScatterCache and the skewed cache have
the highest total hit rate, with SassCache being 4 p.p. lower, due to the
data (−4.7 p.p.) and instruction (−6.3 p.p.) hit rates. The total hit rate
of LRU is 5.2 p.p. lower than SassCache. Although LRU’s instruction hit
rate outperforms SassCache by 7.1 p.p., its data hit rate is 6.7 p.p. lower.
The reason for this is a high code locality but a weaker data locality in
scimark2.

Caches with random replacement policy, e.g., our skewed caches, show a
smoother roll-off after the L2 cache [26]. We verified this for SassCache
using the lmbench lat mem rd benchmark [73] for 8MB size and 64B
(i.e., cache line size) strides, cf. Figure 7.13. SassCache closely follows
Skewed50, due to its smaller effective size.
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Figure 7.15: MiBench cache hit rate in gem5 with a small dataset. Percentage
points over Rand.
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Figure 7.16: MiBench cache hit rate in gem5 with a large dataset. Percentage
points over Rand.

With a 256B stride size the step between the L2 and higher memory
levels is shifted to a larger access size, cf. Figure 7.14. This shift results
from skewed caches breaking the alignment of addresses and the cache set
indices. In traditional set-associative caches, lat mem rd’s 256B stride size
performs sparse but aligned memory accesses that use every fourth cache
index. With skewed caches the indices are random and, hence, there are
fewer cache conflicts. Thus, for this type of access pattern, skewed caches
generally improve the hit rate and lead to lower read latencies for larger
ranges of memory [26]. However, due to SassCache’s smaller effective cache
size, this effect is less pronounced than for, e.g., ScatterCache. Still, the
apparent size shifts from 1MB to about 1.5MB (≈ 4 ∗ 0.39).
We also run the MiBench benchmark (small and large setting) on gem5
with the Rand cache as a baseline. The average hit rate in MiBench (small
dataset) is 11.8 p.p. (2.4 p.p. to 22.5 p.p.) lower than Rand, cf. Figure 7.15.
For MiBench with the large dataset, cf. Figure 7.16, this average improves
to be 7.5 p.p. (0.8 p.p. to 20.2 p.p.) lower than Rand. SassCache has on
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Figure 7.17: Change in LLC hit rate over Rand for SPECspeed 2017. Std.dev.
< 0.03% for all tests over 10 runs.

average a 12.1 p.p. and 7.6 p.p. lower hit rate for MiBench small and
large, respectively, than ScatterCache. SassCache’s hit rate is on average
13.6 p.p.(MiBench small) and 9.2 p.p.(MiBench large) lower than for LRU
and BIP caches, which have the highest hit rates. In both cases, the
Skewed50 consistently has a higher hit rate than SassCache but strongly
correlates with it, confirming skewed cache characteristics for SassCache
and lower hit rates in the single-tenant scenario with the lower effective
cache size.

Over all GEM5 benchmarks, SassCache has a 9.8 p.p. lower hit rate than
Rand and 11.7 p.p. lower than LRU in the single-tenant gem5 evaluation.
For comparison, at C=63%, the average hitrates go down by 4.6 p.p. and
6.4 p.p. compared to Rand and LRU. The scimark2 benchmark shows that
in some workloads, skewed caches outperform non-skewed caches, and Sass
Cache benefits from this as well. The variation in hit rate is expected due
to each benchmark having different access patterns with different locality
properties. Thus, each workload benefits differently from a particular cache
architecture which are tailored towards certain locality properties, e.g.,
via their replacement policy.

QUARTA Latency. Though we expect to hide latency in lower level accesses
(see Section 6.1), we also evaluate a 12c (3.25 ns@3GHz) overhead in our
L2 (see Figures 7.13 and 7.14). This is a costly 30% increase at our LLC
base latency of 40c. Compared to SassCache without overhead, hitrates
remain virtually the same (<±0.2 p.p. avg. difference), while scimark
scores drop 4.1% on average.
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3: 25%, 4-7: 12.5%. Top: adversarial workload with 64B stride,
unlimited size. Bottom: 1 024B stride repeating 512 addresses.

8.3 Custom Cache Simulator Setup

We build a cache simulator based on the model by Purnal et al. [3]. We
evaluate SassCache against ScatterCache, CEASER-S, standard LRU, Rand,
and a way-split cache (an approximation of Intel CAT [42]), in SPEC
CPU 2017.

To run benchmarks in our simulator, we collect real memory access traces
(including instructions) with the Intel PIN tool [54]. While this is much
faster than gem5 emulation, we still need to limit the size of our traces.
Like prior works [22, 26, 62], we collect a representative sample trace over
250 million instructions for each benchmark.

Our simulator implements 2 cache levels. The L1 consists of 2 set-associative,
32 kB, 8-way data and instruction caches with tree-PLRU replacement
and is the same for all LLCs. The LLC has a size of 1MB and 16 ways,
similar to modern Intel slice configurations. SassCache is configured for
39% coverage, for CEASER-S we use 2 partitions and LRU replacement.
Our way-split cache supports evenly splitting the cache into separate
domains along the ways.
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8.4 Custom Cache Simulator Results

We run our recorded traces through the cache simulator to measure
LLC hit rates in SPECspeed 2017. Since average hit rates vary between
benchmarks, we compare the ratio of hit rates for 4 cache implementations
to the Rand cache in Figure 7.17. Owing to its reduced size per security
domain, SassCache performs worse than other caches in most tests, which
is more pronounced in benchmarks with larger working sets or those
optimized for LRU replacement. As in Section 8.2, we see that SassCache
is at a disadvantage in single-threaded performance evaluations. When
compared to the overall best, LRU, we see average hit rate drops of 1.75%,
0.46%, 0.08%, and 0.52% for SassCache, ScatterCache, CEASER-S, and
Rand, respectively.

We also examine SassCache when several competing workloads run con-
currently, e.g., in a multi-tenant cloud. Here we simulate only the LLC,
as the L1 is not shared among cores. We run SPEC traces as before, but
interleave them with up to 7 adversarial workloads. We test 2 different
types of adversarial workloads: a linear scan over an infinite range with
64B stride (e.g., streaming a lot of data), and a scan over a limited set
of 512 addresses with a stride of 1 024B, both shown in Figure 7.18. We
configure our way-split cache such that it always has at least as many
separate domains as workloads, i.e., 1/2/4/8, which results in the visible
performance plateaus. In this particular test, we run only the memory
accesses of the benchmark traces, leaving out the instruction accesses.
This accentuates the different behaviors of the caches for these parallel
workloads. As Figure 7.18 shows, caches like SassCache and ScatterCache
suffer under workloads that use many cache lines without re-referencing
them because of their random replacement, which can cause evictions even
on recently used lines. For SassCache, this effect is at first counteracted
by its isolation property. With few parallel workloads, many cache lines
are exclusive to each domain. LRU-based caches fare better in general,
as often-referenced cache lines can consistently survive streaming. The
way-split cache leads under this workload, because the complete domain
separation provides excellent thrashing protection as long as the workloads
fit within the reduced cache size. The second workload is more adversarial
to LRU-based caches, as not all sets are filled optimally. Here, SassCache
can provide higher hit rates than a way-split cache while offering almost
the same security.
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These parallel tests reveal an important property of SassCache. While
single-threaded tests show decreased performance because of the reduced
size and random replacement, relative performance of SassCache increases
with higher parallelism. This is because parallel workloads proportionally
reduce the average share of cache a thread can use. Critically, this reduction
does not compound multiplicatively with the coverage C of SassCache, so
a coverage of 39% will already lose importance with 4 cores.

Finally, we compare the hit rates for different C of SassCache for the
2-level setup. The average SPEC hit rate for SassCache (cf. Figure 7.17)
is 88.36% at 39% coverage. For coverages of 12%, 22%, 63%, 86%, and
98%, this changes to 86.18%, 87.29%, 88.89%, 89.17%, and 89.28%. This
almost reaches ScatterCache’s performance for 98% coverage and clearly
drops towards 12% coverage as expected.

9 Conclusion

In this paper, we proposed SassCache, a novel secure cache design based
on a low-latency cryptographic function tailored to this use case. Sass
Cache eliminates the attacker’s capability of building an eviction set
in 99.999 97% of the cases. We found that the hiding property allows
for a higher share of the cache than static partitioning, while providing
virtually the same security. Furthermore, we showed that SassCache also
mitigates the cache occupancy channel, e.g., a cache occupancy attack
on OpenSSL AES T-Tables or mbedTLS RSA-4096 can succeed in less
than 0.000 5% of cases. Our performance evaluation revealed that Sass
Cache only has an overhead of 1.75% on average on the last-level cache
hit rate in the SPEC2017 and an average decrease of 11.7 p.p. in hit rate
for MiBench, GAP, and Scimark benchmark compared to a set-associative
LRU cache. Hence, we conclude that SassCache is a promising design for
use in appropriate, security-critical contexts.
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[24] Anatoly Shusterman, Lachlan Kang, Yarden Haskal, Yosef Meltser,
Prateek Mittal, Yossi Oren, and Yuval Yarom. Robust Website Fin-
gerprinting Through The Cache Occupancy Channel. In: USENIX
Security Symposium. 2019 (pp. 143, 157, 160).
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Miroslav Knezevic, Lars R. Knudsen, Gregor Leander, Ventzislav
Nikov, Christof Paar, Christian Rechberger, Peter Rombouts, Søren
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Abstract

Secure randomized caches use the latency budgets of last-level caches to
isolate data by security domain. In contrast, L1 caches are very latency-
and size-constrained (by cache ways and page size), hindering both the
adoption of secure randomized designs and increases in size without losing
backward compatibility due to page size changes.

We propose a new secure and larger L1 cache design for SMT cores: SMT
Cache. SMTCache uses separate, identical L1 caches (slices) to isolate
security domains. The overall cache size scales with the number of SMT
threads, with individual slices mirroring current designs without chang-
ing the page size. SMTCache consumes less power than larger sets and
does not increase hit latency. We show that SMTCache is a principled
mitigation against L1 cache attacks and fundamentally precludes vul-
nerabilities like L1TF. Further, we measure that SMTCache improves
L1 cache performance compared to current designs and even remains
competitive with larger caches. For instance, on a system with SMT-2,
SMTCache provides equivalent hit ratios across the SPEC CPU2017 suite
to a state-of-the-art L1 cache of comparable size while improving system
security and significantly reducing energy costs.

1 Introduction

Caches hide the high access times of main memory by storing recently
used data within the CPU. With low latency, limited space, and sharing
across security contexts, they are an attractive target for attacks. Attacks
range from side channels [10, 33, 34, 35, 36] to severe vulnerabilities
like Meltdown [13] and its variants [11, 19, 23, 24, 31, 32]. All of these
attacks rely on the cache being a shared resource without security domain
isolation.
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1 Introduction

While recent secure cache proposals address this problem for the large
last-level caches [3, 5, 9, 17, 22, 25], low latency is crucial for L1 caches.
Hence, we cannot simply apply last-level secure cache designs to the L1
cache. Furthermore, partitioning the L1 cache is costly as it is already very
size-constrained. Due to the virtual indexing, the L1 size is determined
by the number of ways times the page size, which for commodity laptop,
desktop, and server CPUs has been 4KiB for over a decade. This limits
an 8-way L1 cache to a maximum size of 4KiB · 8 = 32KiB. Thus, there
are currently only two options to increase the L1 cache size, without even
taking security considerations into account: First, like some recent Intel
server CPUs, the number of ways per set is increased (e.g., from 8 to
12), at the cost of a super-linear increase in energy consumption [50, 56].
Second, like recent Apple CPUs, the page size could be increased (e.g.,
to 16KiB [12]). However, this is only possible given Apple’s firm control
of both hardware and software on their machines, reducing the need for
backward compatibility. Still, with this change, Apple increased the L1
cache size to 128KiB. While this shows that die area near the execution
core is available, it further emphasizes the page size as a limiting factor to
efficiently scale the L1 and its lack of security that becomes increasingly
interesting for attacks.

This leads us to investigate the following research questions:
How can we prevent L1 cache attacks in a principled way? Is it possible
to increase L1 cache size and security without substantial efficiency loss
or software-breaking changes? What is the energy cost of scaling the L1
cache?

In this paper, we propose SMTCache, a secure L1 data cache (L1D) design
that offers advantages in L1 cache size, security, and energy efficiency on
CPUs with simultaneous multithreading (SMT). SMTCache stays within
the existing ISA specifications as well as power and latency budgets of
commodity off-the-shelf CPUs. We achieve this by creating independent
L1D slices (like L3 slices) accessed by a memory address and a security
domain. Every domain has its own L1 slice, ensuring principled data
separation.

In our default configuration, SMTCache does not require operating system
support and switches domains based on existing mechanisms, i.e., user
mode and kernel mode. This provides out-of-the-box data separation
between processes and the operating system. From the point of view of
processes, they have their own private L1D cache without interference
or data leakage from one SMT thread or process to another. Often, the
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number of processes active on a core is higher than the number of L1D
slices (we evaluate up to 9 slices per core). If a process is scheduled to run
on a core where it does not have a slice assigned, the least recently used
(LRU) slice is flushed to higher cache levels, and the new process gets this
slice exclusively until it is eventually flushed for a different process.

Each slice can be the same size as current L1D caches, as sets are addressed
by their domain in addition to the virtual address, thereby sidestepping
the page-size limitation while scaling the cache. The maximum active
number of slices is limited to the number of SMT threads. For SMT-2,
this doubles the effective available L1D cache space for simultaneously
running processes. When the operating system schedules only a small
number of processes on a core, this markedly increases performance as
processes are not competing over cache space. With more slices than SMT
threads, inactive slices store currently unused data for different processes
that are not running while only drawing static power.

We evaluate the performance of SMTCache in CacheSim [4] and on traces
recorded on a native Linux server running different workloads, as well
as the functionality via micro-benchmarks with Linux on gem5 [14, 51].
Our evaluation shows that performance scales very well with SMT and
often exceeds the performance of an equivalently large standard cache due
to the inherent thrashing protection. For SMT-2, and especially SMT-4
(Section 6.1), SMTCache increases the available L1 cache per thread while
guaranteeing fairness and security. We find that a number of slices higher
than SMT ways + 1 only minimally improves performance, as processes
rarely return to an empty L1D cache at that point.

Contributions. In summary, our main contributions are:

• We propose a novel secure L1 cache design, SMTCache, providing strict
isolation between security domains on the hardware level.

• SMTCache builds on the synergetic introduction of security and perfor-
mance enhancements to expand cache sizes without breaking backward
compatibility.

• We provide a security argument for SMTCache, showing that it mitigates
a range of state-of-the-art attacks in a principled way.

• We evaluate the performance of SMTCache in many different configura-
tions and demonstrate that it offers competitive hit ratios even when
compared to larger monolithic L1 caches like Apple’s M1.

Outline. Section 2 presents background and Section 3 the design. Sec-
tion 4 discusses energy and area costs and Section 5 security. Section 6
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2 Background

evaluates the performance. Section 7 presents related and future work.
Section 8 concludes.

2 Background

In this section, we discuss caches, limiting factors for their size, traditional
and secure L1 designs as well as their attack surfaces.

Caches. CPU caches are buffers close to the CPU, orders of magnitude
smaller than main memory. They hide high memory access latencies
for recently used data. In modern set-associative caches, addresses are
statically mapped to one of many sets of cache lines and occupy any of
the ways within that set.

Traditional caches are organized in a 3-level hierarchy, with the cache
closest to the CPU (L1) being the smallest and fastest, with acritical
impact on CPU performance. Unlike higher-level caches, most L1 caches
use the virtual address to index the cache set to reduce latency by already
looking for a cache line while translating the address. To not map a physical
address to multiple sets, the index is taken only from bits shared with the
virtual address, i.e., the page offset, typically 12 bit. This limits the L1
cache size by the page size and number of ways, e.g., 4KiB·8ways = 32KiB.
Hence, traditional L1 cache size can only be increased with the page size,
the number of ways, or by dropping the virtually indexed design. Intel
increased the L1D cache size of the “Core” CPUs from 16KiB to 32KiB
and 48KiB with the number of ways, from 4 to 8 and 12. In the Apple
M1, the 16KiB page size allows for a 128KiB L1D cache and a 192KiB
L1 instruction cache (L1I).

The drawback of increasing the associativity is a rising energy cost per
access due to two factors: Firstly, the number of tags that need to be
searched to determine a cache hit increases proportionally to the number
of ways. Implementations may also load the data of all lines in a set at the
time of the tag comparison [47], further adding to the increased energy
demand. Secondly, super-linear components to the power draw grow with
the size of a cache set [50, 56].

Cache Coherence. When multiple cores access the same memory
location on a CPU with private, per-core caches, writes on one core need
to become visible to other cores as soon as possible. There are various
coherence protocols that ensure this memory consistency. In the simplest
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case, caches need to know if a local copy of a cache line is modified, shared,
or invalid (MSI). There are two common methods to implement coherence
protocols, snooping and cache directories [15]. Snooping protocols work
by broadcasting each memory request to all caches but are only viable for
a low number of caches. Directories can solve this problem by centralizing
the protocol’s state information at a point of coherence. In inclusive cache
hierarchies, the last-level cache (LLC) stores all cache lines found in lower
levels and can, therefore, also act as the directory.

Cache Attacks. As caches are shared and introduce timing differences,
they have been a popular target for side-channel research. In a cache
attack, an attacker observes different access times to their data to infer a
victim’s behavior. With knowledge about cache architecture, refined cache
attacks are possible.

Attacks on Cache Metadata. The simplest form of these attacks are
time-driven attacks, such as Bernstein’s attack [60] or Evict+Time [59].
The latter, for example, evicts an AES T-Table entry by filling the cache
set with attacker memory. By timing the victim’s execution the attacker
can infer if this entry was used. A more noise-resilient evolution is Prime+
Probe, where the attacker first primes a set by filling it, and then probes
it by timing accesses. If the victim used a line in this set in between, the
attacker measures a longer access and can observe the victim’s accesses
at the granularity of cache sets. Prime+Probe requires a set of addresses
that map to the same cache set, called an eviction set. The Flush+
Reload [48] attack enables cache line accuracy if attacker and victim
share memory, by not relying on set conflicts but measuring the target line
directly. The attacker uses the clflush instruction to evict the targeted
address precisely, and later measures it again to see if the victim has
brought it into the cache. Achieving shared memory with a victim is more
challenging than co-location, and clflush might be unavailable. Evict+
Reload [40, 43] removes the need for clflush by replacing it with set
eviction like Prime+Probe.

Attacks with Caches. Meltdown, Spectre, etc. [11, 29, 31] use caches for
their covert-channel to recover data encoded during speculative execution.
This is possible because the state of the caches is not reversed when a
speculatively execution is aborted. Meltdown variants leaking from the
L1 Cache (or the Line Fill Buffer) exploit caches that does not check
permissions when data is served.
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Controller
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LLC

Figure 8.1: SMTCache abstract design for n slices. At most 2 slices are active
at the same time, one per SMT thread. The SMTCache controller
ensures coherence between slices and that SMTCache appears like a
normal cache to higher cache levels.

Secure Cache Designs and Related Work. With some of the attacks
known for decades, many secure cache designs have been proposed, gener-
ally based on two methods: randomization or partitioning. The former tries
to obscure access patterns by making them seemingly random, while the
later tries to make accesses unobservable. Many designs require complex
functions whose latency is too large for the L1 and only target the LLC [3,
5, 6, 7, 8, 9, 17, 22, 25, 30, 41] assuming the other caches are secure. In
Section 7 we detail these secure caches and highlight how SMTCache is
orthogonal to many of them and discuss how SMTCache can complement
them for improved security and performance.

3 The SMTCache Architecture

At the heart of SMTCache are a number of n identical slices; complete
L1 data caches with standard parameters, e.g., 8 ways, 32KiB size as
shown in Figure 8.1. At each context switch (security domain switch), one
slice is assigned to the process. Until the next context switch, requests
from the SMT thread are statically routed to this slice by a switch. From
the perspective of the core, cache hits on this slice behave identical to a
standard L1 design cache hit. The communication with the higher-level
caches, however, runs through the SMTCache controller (Section 3.3),
presenting SMTCache as a standard L1 cache. This, of course, adds extra
latency. While our design could also be used for instruction caches, we
focus on L1 data caches to limit the scope.
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3.1 Domains

An important aspect of isolation-based designs is how security domains
are derived. We propose a basic in-hardware implementation augmented
with optional software control. The default configuration changes the
slice assignment when the process (PCID/CR3) or the protection ring
change. When the protection ring is 3, the CR3 register represents the
domain ID, when it is less than 3, it is considered the kernel domain,
regardless of the CR3 value. All kernel threads therefore share one slice,
while userspace processes are isolated. This ensures security boundaries in
line with standard OS process isolation. This is the backward-compatible
mode of the design that works regardless of OS version.

With OS support, this could be enhanced to be more or less precise via
MSRs. A process might, e.g., want to isolate its threads to maximize its
L1D cache size, while another might want to share one slice among an
entire process group. As this is highly workload dependent, we do not
evaluate OS support in this work.

Hypervisors and SGX. With a hypervisor, we can simply consider
ring -1 the only mandatory domain in the default configuration. Thus, the
hypervisor and guest can never share an L1. Intel SGX [2] has the unique
situation that the hardware is generally under the control of the untrusted
OS, yet SGX must be secure. We can accommodate this by always treating
each enclave as a unique domain, irrespective of any configuration the OS
might have chosen.

3.2 Slice Swapping

When a new domain not currently associated with a slice is assigned
to a core, one of the slices is chosen to be evicted. On eviction, the
hardware flushes all modified (dirty) cache lines to the higher cache levels,
unmodifed (clean) cache lines can simply be dropped. When the number
of slices equals the number of SMT ways n = nSMT , the slices can be
statically assigned to logical cores, and the current slice will be reused.
For n = nSMT + 1, the additional slice is always used for the kernel.

When n > (nSMT + 1), SMTCache chooses the slice to be evicted with a
modified LRU algorithm. Domains scheduled often are therefore likely to
keep their data in an inactive slice while they are descheduled, ready to
resume work when they are scheduled again (see Section 6.2).
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Figure 8.2: Domain swapping with modified LRU for SMTCache with 4 slices.
Context switches cannot replace active caches and bring the last
active slice to the second-most recently used position. As the context
switches are performed by the kernel (K) its slice is always most or
second-most recently used automatically and can never be evicted.

Figure 8.2 shows an example of our modified LRU for 4 slices and SMT-2.
A thread is moved to the MRU position the moment it is newly scheduled
on the core. Because the process scheduling is always performed by the
kernel (K) it can always only be at the most or second-most recently
used position. This ensure that the slice of the kernel is “reserved” and
never evicted, guaranteeing fast kernel entries when there are more slices
than SMT ways. We modify standard LRU such that active threads can
never have their slice taken from them, regardless of their LRU position.
Additionally, swapped-out threads are placed in the second-most recent
position. This prevents long-running threads from immediately being the
new eviction candidate (see switch from B to D or C to F in Figure 8.2).
For a configuration of 5 slices, this means that 4 slices will be available
for user space domains. If the kernel is scheduled on both SMT threads at
the same time, they share one cache slice similar to normal CPUs where
both SMT threads share the L1 cache.

3.3 SMTCache Controller and Coherence

Multi-core processing with several simultaneously executing threads and
shared, writeable memory requires caches to implement a coherence proto-
col that ensures all threads work with consistent copies of modified data.
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Figure 8.3: A read request can be satisfied by the same slice (left), by the L2
(middle), and by a sibling slice (right). Hits on clean lines in sibling
core are served from upper levels to prevent side-channel leakage.

Information about changes to a location in one cache is propagated to
other caches as soon as possible. SMTCache includes an extra coherency
controller that facilitates security-aware snooping for the L1 slices (see
Figure 8.1) to support shared memory, stay coherent between threads and
processes, and curb high lookup latency for writeable shared memory. It
handles misses from currently active L1 caches and requests from higher
cache levels.

The snooping protocol works like the standard coherence between L1I
and L1D caches. It avoids moving the attack surface from the L1 cache
slice one layer higher to a directory [26], as there are no evictions from
underprovisioning. Contrary to caches on different cores, the slices are
also in much closer physical proximity, which reduces the cost of snooping.
To reduce the energy costs of querying all slices for data, we propose a
dual-mode line lookup for each cache line’s tag and state data. When
answering a request from the local core, only the currently active slice’s set
is searched, and tag, state, and data can be loaded in parallel. In response
to a sibling-slice or remote miss, tag and state information from all slices
is requested in parallel, without loading cache line data simultaneously.

Requests from the core first go to the assigned slice, then, for a miss, are
forwarded to other slices and L2 cache at the same time (Figure 8.3). The
cache controller can also aggregate cache line states w.r.t. upper levels, it
can distinguish between a total miss in SMTCache and a hit on a clean
or dirty line in a sibling slice. When a miss occurs in the controller, the
request is served from the L2 cache. Likewise, when the data is found but
is clean, the request is still served from the L2 cache to prevent Flush+
Reload (see Section 5). When a sibling slice contains the requested data
and it is dirty, it can be served directly from there with limited security
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concerns. Since the position of the line is already known from the lookup
request, the corresponding set does not need to be searched again, saving
time and energy.

The slices together with the controller also keep track of copies and only
forward modified data when the last copy is evicted or a coherence message
from the upper level requires it. This avoids generating unnecessary traffic
up the hierarchy when a line is evicted from one slice but still present in
others. From a top-down view, SMTCache presents as a standard cache
controller within the larger coherency protocol while maintaining its own
internal state. Upon a request from a remote core, the controller can
locate the address in the slices and adjust the cache lines accordingly,
i.e., changing ownership, responding with data, or flushing lines. Again,
finding an address via the first broadcast already includes the location in
the slice’s set, so an extra lookup is unnecessary.

4 Energy and Area Estimation

Estimating energy and area overheads for commercial large-scale CPUs is
difficult as CPU vendors do not open-source competitive state-of-the-art
designs. Therefore, we follow the methodology of prior work [6, 9] and
use McPAT [54] with CACTI [56] to estimate energy and area overheads,
close to the actual hardware costs for commercial large-scale CPUs [54].
Like Townley et al. [6], we use the most recent Intel Xeon that McPAT
supports. For the cache, we configure CACTI [56] directly, providing more
fine-grained configuration and detailed information. The slices of SMT
Cache behave like separate caches that each contribute to the static power
consumption of the CPU. We interpolate unsupported non-power-of-two
values.

Area. The main area overhead of SMTCache is storage area, closely
resembling that of L1 caches in recent Apple CPUs. An increase from
32KiB to a 128KiB cache (like Apple’s) comes with a proportional area
growth of factor 4. The bus area increase is entirely negligible compared
to the storage. SMTCache has a about 1% area overhead from a basic
8-way cache due to additional complexity and tag bits added. However,
SMTCache scales much better than a naive extension of current cache
designs with a higher number of ways.
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Table 8.1: Area and power overheads estimated with McPAT [54] and CACTI [56].

Number of Ways 8-way 12-way 16-way
2 slices
(8-way)

24-way
3 slices
(8-way)

32-way
4 slices
(8-way)

40-way
5 slices
(8-way)

Total L1 Cache Size 32KiB 48KiB 64KiB 64KiB 96KiB 96KiB 128KiB 128KiB 160KiB 160KiB
Number of SMT Cores† 1 1 2 2 2 2 4 4 4 4

Bus Area [mm2] 0.37 0.37 0.38 0.38 0.39 0.40 0.41 0.42 0.53 0.54
Bus Peak Dynamic [W] 2.04 2.08 2.11 2.13 2.15 2.13 2.27 2.14 2.41 2.45

Bus Subthreshold Leakage [W] 0.05 0.05 0.06 0.06 0.06 0.06 0.06 0.06 0.06 0.06
Bus Runtime Dynamic [W] 2.04 2.08 2.11 2.13 2.15 2.13 2.27 2.14 2.41 2.45

L1 Dynamic read energy [nJ] 2.53 6.87 11.22 2.53 29.16 2.53 47.09 2.53 81.55 2.53
L1 Dynamic write energy [nJ] 2.58 7.01 11.45 2.58 29.73 2.58 48.01 2.58 82.72 2.58

L1 Standby Leakage [mW] 42.50 64.41 86.33 85.83 132.47 127.49 178.61 169.98 276.95 212.48
L1 Area [mm2] 3.77 9.26 14.75 7.63 36.52 11.32 58.30 15.10 100.54 18.87

L1 Max. Total Leak. (2 loads+stores/cycle) [W] 10.26 27.84 45.42 10.30 117.90 10.34 190.38 10.38 328.83 10.43
L1 Max. Total Leak. (4 loads+stores/cycle) [W] - - 90.77 20.52 235.70 20.56 380.63 20.60 657.47 20.64
L1 Max. Total Leak. (8 loads+stores/cycle) [W] - - - - - - 761.04 41.02 1314.59 41.07

† For a fair comparison, we adjusted the number of SMT cores to reflect the L1 cache sizes: 1 SMT core below 64KiB, 2 SMT cores for the 64KiB
to 96KiB range, and 4 SMT cores above. We simulate the results for 3 different configurations for the load and store ports from 2 to 8 loads and
store per cycle. The maximum total leakage significantly changes with the number of SMT cores and the number of loads and stores per cycle. As
the slices of SMTCache act as independent caches, they scale almost linearly in the maximum total leakage.

Energy. The dynamic read and write energy for a single operation
(2.53 nJ and 2.58 nJ respectively) stays at the level of the initial cache
design (see Table 8.1). While standby leakage increases significantly it is
negligible compared to overall power consumption. For the maximum total
leakage, we use the metrics of a current CPU, i.e., a throughput of 0.5
cache reads and writes per cycle. On a CPU with a 4 cycle cache latency,
two load and two store ports, and 4GHz clock, the upper bound for the
throughput is 2 billion cache reads and cache writes each per second,
which we also empirically tested on an Intel i7-8565U CPU.

For a fair comparison across all designs, we compute the maximum total
leakage for 1 SMT core for all caches with less than 64KiB, 2 SMT cores
for all caches from 64KiB to 96KiB, and 4 SMT cores for 128KiB or
more. As SMTCache slices act as entirely separate L1 caches, their energy
consumption only increases linearly with the number of slices. The two
slice variant of SMTCache has twice as much maximum total leakage, as
both caches can be fully utilized by the two SMT threads. However, even
at this point the maximum total leakage is lower than the 12-way L1 cache
without SMT and significantly lower than the 16-way L1 cache with two
SMT threads. This trend continues for the 96KiB to 160KiB caches. The
energy costs for the 40-way L1 cache are particularly prohibitive, whereas
SMTCache with SMT-4 support stays below the maximum total leakage
of the 16-way L1 cache.

190



5 Security

5 Security

SMTCache provides strong isolation guarantees for the L1 cache. Therefore,
we discuss how different cache contention and cache utilization channels
are mitigated by our design. However, equally importantly, we show how
SMTCache is a defense-in-depth against data leakage attacks.

Data Leakage (Defense in Depth). The strict separation of L1 slices
ensures that the L1 cache can no longer be a source for leakage of data at
rest, such as Meltdown [11, 13] and L1TF [11, 31, 32]. As requests from
one domain are never directly routed to the slice of a different domain, the
active L1 slice can never respond with data outside its domain. The request
to other domains is only issued with the request to the L2, which happens
after the permission check on Meltdown-affected hardware. Though or-
thogonal to SMTCache, a similar separation (or static partitioning) of the
line fill buffer (LFB) could be implemented to additionally prevent leaking
data in use, as seen in several microarchitectural data sampling (MDS)
attacks [19, 23, 24]. Though these vulnerabilities have been mitigated in
current CPU generations, designs with clear isolation boundaries provide
defense in depth against possible future leakage from similar sources. We
conclude that had these processors already followed a design like SMT
Cache, Meltdown [11, 13] and L1TF [11, 31, 32] would have had very little
security impact.

Kernel Domain. As mentioned in Section 3.1, the kernel shares a
single domain. This is in line with standard process isolation but leaves
open the possibility of (transient) confused deputy attacks. We weigh
this against the significant overhead of providing each process with a
separate kernel slice. We consider this an acceptable tradeoff, primarily
because confused deputy attacks in the case of SMTCache require both a
disclosure gadget in the victim’s kernel code and a leakage gadget in the
attacker’s. Additionally, this attack surface is known, and gadgets have
been systematically reduced in recent years.

OpenSSL AES. The AES T-Table implementation in OpenSSL is often
considered as a benchmark for side channels. The typically page-aligned
block of T-Tables (Te and Td) is accessed during the encryption, e.g.,
in the first round with a byte-wise xor of plaintext and key. With SMT
Cache, the initial prefetch256 call loads the tables into the L1 cache,
i.e., they are placed in separate slices of SMTCache. Consequently, we
cannot observe any contention.
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8 Fast and Efficient Secure L1 Caches for SMT

mbedTLS RSA. Another side-channel attack commonly used as a bench-
mark is the mbedTLS RSA implementation. mbedTLS uses a windowed
square-and-multiply implementation. However, prior attacks [37, 45] ex-
ploited that a window size of 1 results in a simple square-and-multiply
where the buffer containing the exponent is used in different ways, allowing
to observe different contention patterns With SMTCache, the buffer is
first loaded into the L1 cache, i.e., again in separate slices of SMTCache
where we cannot observe any contention.

Generic Side Channels. In general, Prime+Probe builds on the foun-
dational assumption that an attacker can find the set that the victim
process’ targeted address is cached in and interact with it. Specifically,
the Prime step fills the entire set, thereby evicting the victim cache line.
The Probe step then measures how many of the attacker’s own addresses
are still cached after the victim has executed some code. If an address has
been replaced, the attacker infers that, with some likelihood, an address
from the victim was loaded. SMTCache cuts this primitive off at the root,
as two different security domains cannot interact with each other’s cache
line allocation anymore. As the sets are separated in both the slice and
the L1 directory, the victim’s set contents are unaffected by Prime+Probe
or other attacks that manipulate the replacement algorithm.

Flush+Reload and Flush+Flush rely on shared memory between victim
and attacker. However, with SMTCache, sibling slices do not respond to
requests for unmodified data (see Figure 8.3 middle). Thus, neither Flush+
Reload nor Flush+Flush on unmodified data are possible on SMTCache.

Cache side channels on writeable shared memory are still possible. However,
this is a special case that was not handled by prior work on secure last-
level caches either, as writeable shared memory already requires trust
between victim and attacker for these shared memory regions. Hence, we
also conclude that given the lack of a plausible threat model it is no case
that SMTCache should cover.

6 Performance Evaluation

As gem5 lacks SMT support, we cannot use it to test SMTCache perfor-
mance, as its benefits only materialize with SMT. Instead, we evaluate
performance in CacheSim [4] and on an Intel CPU, both with SMT, using
the SPEC benchmark. We evaluate real-world single-threaded and SMT
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(d) SMT = 4, slices = 5, streams = 6

Figure 8.4: Average simulator hit ratios over SPEC-speed 2017 benchmark combi-
nations of different L1D cache configurations compared to a standard
32KiB cache. Each datapoint represents the average hitrate of that
benchmark measured in all combinations with other benchmarks.
Base hit ratios are around 90-99%. Benchmarks sorted by ascending
SMTCache hit ratio.

switching behaviour on Linux server workloads over several hours, result-
ing in data for SMTCache performance estimates for different numbers of
slices.

6.1 CacheSim Hit Ratio Simulation

We use CacheSim [4] to evaluate hit ratios in SMTCache in different SMT
configurations and two levels of cache. Like prior work [3, 25, 52], we use
a representative sample of 250 million instructions from SPECspeed CPU
2017 benchmarks. We use a standard 8way, 32KiB L1 instruction cache,
combined with the different L1 data caches we evaluate.
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8 Fast and Efficient Secure L1 Caches for SMT

SMT workloads are simulated by interleaving memory accesses of the
currently active workloads. We test all 153 pairwise combinations (with
repetition) of 17 SPEC workloads. To fill up to 8 SMT threads, we use
multiples of the pairs to create up to 8 workload streams and avoid an
explosion of simulation time. We shift the recorded addresses of streams
such that no two workloads share memory addresses. To simulate context
switches by the operating system, threads change their workload in regular
intervals of 3 000 000 accesses, which roughly equals 500Hz on a 3GHz
machine, assuming 2 memory accesses per cycle. Between each switch, the
implementation of SMTCache briefly loads a fictitious kernel domain. In
addition to context switches, we also add the option to simulate a number
of syscalls in every context switch interval, e.g., 5 syscalls for every context
switch. A syscall here is simulated simply by loading the kernel domain
and switching back to the last workload.

We examine the hit ratio of these combinations in Figures 8.4 to 8.5.
In Figure 8.4, we plot the averages for each benchmark combination.
We simulate configurations where the number of workloads is equal or
higher than the number of slices. This shows an ideal and non-ideal
case for SMTCache. SMTCache performs about on par with a standard
cache of equivalent size to the maximum active number of slices, i.e.,
the number of SMT ways. We only see a significant deviation for the
benchmark combinations that include bwaves (and, to a minor extent,
xz ), as this workload seems to use a particularly large working set. The
example of bwaves also demonstrates the thrashing resistance of SMT
Cache, as thrashing can only spill over to the second thread via evictions
caused by inclusivity in higher caches. The combination of 2 bwaves
workloads (Figure 8.4a) produces a 1.73 pp higher hit ratio on SMTCache
than a standard cache on SMT-2 with 3 slices, compared to 1.98 pp for
the 128KiB standard cache with twice the concurrently available cache
memory. This becomes even more pronounced for SMT-4 (Figure 8.4c)
with hit ratio increases of 12.78 pp vs 2.64 pp for SMTCache (5 slices) vs.
a 128KiB cache.

Figure 8.5 reinforces the result that thrashing resistance becomes increas-
ingly more pronounced with more logical cores. In this graph, the size of
SMTCache increases with the number of SMT ways. While SMTCache
starts with hit ratios very similar to the standard cache with the corre-
sponding size, we can see that the hit ratio of standard caches quickly
drop as the 8 workloads start to interfere more and more, while SMT
Cache remains somewhat static.
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6 workloads.

As Figure 8.6 shows, the increase in hit ratio for each extra slice beyond
SMT +1 is fairly small, compared to the benefit from increasing the effec-
tive cache size. This coincides with our observations in other benchmarks
(cf. Section 6.2) that returning to an empty cache is not a significant cost
when the uninterrupted runtime is significantly larger than the time it
takes to refill the cache. The overhead of the full-flush mitigation is mostly
small, but some applications see a significant loss in performance [28]. In
our tests, when we add a number of simulated syscalls per context switch
similar to what we find in Section 6.2, we see that the gap from 2 to 3
slices grows slightly. Specifically, this occurs when the number of slices
is not higher than the number of SMT ways, as then each syscall results
in a full cache eviction. For example, in the depicted configuration with
2 slices, 6 workloads and SMT-2, we see the average hit ratio drop from
94.16 pp to 93.50 pp when we increase number of syscalls per context
switch from 0 to 10. Therefore, the number of slices in our proposed default
configuration of SMTCache is the number of SMT ways + 1. This ensures
that applications always return to a full cache from a syscall.

6.2 Server Context-Switch Evaluation

We analyze real-world switching behavior with SMT-2 by running several
server workloads in different configurations on a native Linux system
and simulate the impact of our design. We use the applications proposed
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Figure 8.7: Measured hit ratios from conventional cache architecture compared
to expected hit ratios for different numbers of slices in SMTCache.
SMT-2.

by prior work ([38, 53]) to evaluate the performance of SMTCache in a
realistic cloud scenario. These benchmarks include the following server
applications combined in pairs of two to form our server workloads: Apache
Tomcat (application server), MySQL (DB server), Postfix (mail server),
Samba (file server), FFserver (streaming), and Apache (http server). We
run all experiments on an Intel i7-6700K CPU with 4 cores and SMT. We
isolate one physical core to eliminate interference from unrelated tasks
and execute the workloads on the two SMT cores.

We modify a Linux v5.13 Kernel to record all context switches and syscalls
with tracepoints in the context switch and do syscall 64 functions. In
addition to information about the current and next process, we also record
L1D performance counters of hit ratios for all applications. The context
switching and syscall information now lets us simulate LRU replacement
for varying numbers of slices for each application in different workload
combinations. The EER indicates how often a process receives a cleared
cache upon being scheduled. A higher number of slices results in a lower
EER. With the performance counters, we create two L1 cache hit ratio
baselines for each server application on an isolated core. The first baseline is
standard switching without flushing, yielding the highest possible hit ratio
for each application (HRhigh). For the second baseline, we evict the cache
in every context switch and syscall, producing each application’s lowest
possible hit ratio (HRlow). We assume that the hit ratio decreases linearly
from an EER of 0% (HRhigh) to an EER of 100% (HRlow), that a process
with a dedicated cache performs roughly the same as a process running
on an isolated core, and that kernel threads only interfere minimally on
isolated cores. Based on these assumptions, a process receiving a cleared
cache each time it is scheduled (EER 100%) has the hit ratio of the process
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Table 8.2: Comparison of measured syscall and scheduling metrics.

App DB File Mail Stream Web

Syscalls per scheduled period 6.86 4.84 10.56 10.98 46.34 4.12
Avg. scheduled period (ms) 0.033 0.088 0.066 0.298 9.843 0.028
Avg. time to context switch or syscall (ms) 0.004 0.015 0.006 0.025 0.208 0.005

operating on a dedicated core, where the cache is flushed at every context
switch and syscall (HRlow) and vice versa (EER 0%, HRhigh).

For the evaluation, we record the application’s L1 hit ratios, context
switches, and syscalls in all workload combinations. We use the informa-
tion about context switches and syscalls to compute the EER for each
application and varying numbers of slices. We then use the EER values
to interpolate between the hit ratio baselines. This yields the expected
hit ratios of each application in a SMTCache architecture with different
numbers of slices.

Figure 8.7 shows the expected hit ratios for all workload combinations
with different numbers of slices. The leftmost values represent the mea-
sured hit ratios for each application in all workload combinations in a
conventional cache architecture. The other values are the expected hit
ratios for the respective number of slices in a SMTCache architecture.
The grey lines represent specific workload combinations. The colored lines
show the average hit ratio for each application. Our evaluation shows an
expected performance improvement for SMT workloads when there are
SMT ways + 1 slices compared to the measured value in a conventional
cache architecture. We observe a decrease in performance when using
as many slices as SMT ways in most workload combinations. The cause
for this expected performance decrease roots in syscalls. Since syscalls
constantly refresh the kernel to be the most recently used cache domain,
only one slice is left for parallel tasks. Table 8.2 shows that, on average,
between 4 and 46 syscalls occur during a scheduled period, depending on
the application.

Figure 8.8 depicts each server application’s average expected eviction
ratios in a SMTCache architecture for different numbers of slices. We see
a high eviction ratio when using as many slices as SMT ways. For some
workloads, the computed eviction ratio is almost 100% when using 2 slices
on our machine with 2 SMT ways. Moreover, we see that using more than
SMT ways + 1 slices brings almost no performance improvement, given
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Figure 8.8: Expected eviction ratios computed from context switch and syscall
information for different numbers of slices. SMT-2.

that the eviction ratio is already almost as low as 0% for 3 slices for all
applications.

The average time for a full L1D cache flush in our applications is 3 836 cycles
(2 332 cycles to 10 272 cycles, median 2 401 cycles). We flush the L1D cache
upon every syscall and context switch to record this value. We observe
a higher duration of 10 272 cycles for the stream testcase compared to
the other server applications. The average L1D flush duration correlates
with the average time between syscalls and context switches for each
application. The stream testcase runs uninterrupted for 0.208ms between
syscalls and context switches on average (Table 8.2), allowing a longer
time for data to be written to the L1D cache. As all dirty cache lines are
flushed to higher cache levels, the L1D cache flush duration increases with
the number of writes.

To confirm these L1 flush delays, we also micro-benchmark the full-cache-
flush duration in gem5. The results show 350 writebacks on average taking
an average of 1700 cycles, comparable to our real-world results.

7 Related and Future Work

Many secure cache designs have been proposed to curb these attacks. We
can divide these designs into two groups: designs based on randomization
and on partitioning. The former tries to obscure access patterns by making
them seemingly random to an attacker, while the latter tries to make
accesses unobservable. Many designs require complex functions whose
latency is too large for implementation in an L1 cache or simply target the
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LLC because they assume the underlying caches are secured in a different
way. These designs therefore only target the LLC [3, 5, 6, 7, 8, 9, 17, 22,
25, 30, 41].

While prior partition-based designs may be applicable to the L1, they
have so far come at a reduced cache utilization or available cache size.
Only way-based partitioning even has the option to increase cache size,
though as examined in Section 4, may come with increased energy needs.
In this sense, SMTCache achieves an orthogonal goal of offering security
and an increase in the overall L1 size, which is complementary to the
partition-based designs. We anticipate that for a fully secure system
memory subsystem, SMTCache will be combined with one or more of the
secure cache approaches for L2 and L3 caches.

Wang et al. [58] presented PLCache and RPCache. PLCache has the
ability to lock critical cache lines dynamically in the cache. While less
wasteful than static partitioning, the programmer has to mark secrets.
Instead, Random Permutation Cache tries to prevent observable inter-
ference between cache lines of different processes by randomizing their
locations with a permutation table. Both PLCache and RPCache have
low-overhead implementations, though Kong et al. [57] point out security-
related shortcomings of both. Further approaches have been proposed
that offer fine-grained specification of cache partitions, on a cache-line
and cache bank granularity respectively [49, 55]. Still, all these designs are
size-limited, where SMTCache offers an orthogonal approach to increase
the overall L1 size.

Some works explored way-based partitioning [27, 52] similar to Intel
CAT [39, 44] with additional security by disabling cross-domain cache
hits and moderate performance costs. We believe that compared to our
work, these way-split designs could not benefit from power savings in
the way SMTCache does because of the dynamic nature of the designs.
Hybcache [20] proposes selective cache partitioning that incurs only a low
overhead and only for protected code. It does so by combining random
replacement with a small but fully-associative sub-set of the cache for
a trusted execution environment. Jumanji [16] partitions the L3 cache
dynamically by splitting it into software-defined shares. Still, partitioning
reduces the effective cache size, which is unsuitable for the size-limited
L1 cache. Newcache [42] is a pseudo-fully-associative cache with random
replacement, that maps address and domain ID of a load to a possible
random location in the cache, at moderate performance, area, and energy
costs.
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TEE-SHirT [1] is a design with partitioned L3 caches and private L2
caches, and non-partitioned private L1 caches. To secure the L1 cache,
they simply flush the cache on context switches, which is not overly
expensive, given that refills from L2 and L3 are possible. Ge et al. [21]
estimated the overhead for L1 flushing to be as low as 1% on the L4 kernel.
However, benchmarks on the Linux kernel showed a significantly higher
cost of 10% [28] on commodity CPUs. SMTCache complements TEE-
SHirT from a security perspective while offering better performance than
L1 flushing. Similarly, for MI6 [18], SMTCache offers a better alternative
to simple L1 flushing.

Future Work. Our experiments have shown that while scaling the
number of slices with the number of SMT threads provides a performance
boost very similar to an equivalent increase in cache size, going beyond
has quickly diminishing returns. The impact of context switches and
syscalls, however, shows that an extra domain for the kernel is useful.
An open question for future work is, therefore, if a separate but smaller
slice dedicated to the operating system would be a good tradeoff between
performance and chip area.

To maintain energy consumption on par with current designs, we assumed
the same bandwidth between the core and SMTCache as in standard
caches. SMTCache supports twice that bandwidth for SMT-2. Future
work could investigate dynamic scaling of the amount of issued loads and
stores by the core to optimally fit power budgets and provide increased
performance.

8 Conclusion

We proposed SMTCache, a secure L1D cache increasing cache size and
thrashing resistance while being energy efficient. SMTCache achieves
strong domain isolation, as security critical memory accesses from one
domain are never served from another. With CacheSim and a simulation
based on traces from native Linux benchmarks, we also showed that increas-
ing the cache size with multiple slices provides not only the performance
boost from simply increasing the cache size, but also from preventing
interference between workloads. Lastly, our CACTI power simulation re-
vealed that SMTCache design is significantly more energy-efficient than a
traditional design of comparable size. We conclude that the SMTCache
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design shows promising results in terms of security, performance, and
energy efficiency.
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9 Appendix

9.1 Implementation of SMTCache in gem5

To demonstrate the functionality of SMTCache we implemented it in
gem5. At the moment, the gem5 simulator does not support simultaneous
multithreading in full system mode. Therefore, we cannot use it to estimate
full system-level performance overheads for SMTCache, as it scales with
simultaneous multithreading. We still modelled the additional latencies
caused by our design realistically, allowing for micro-benchmarks of specific
operations. Our implementation aims to functionally represent the features
of the design described in Section 3, while working within the limitations
of the gem5 codebase.

9.1.1 Implementation Overview

The gem5 framework simulates a freely configurable set of CPU cores,
caches, crossbars (XBar), peripheral devices, etc. connected through ports
on with each other. To avoid a complete overhaul of the memory subsys-
tem, our implementation works within the system as much as possible,
only swapping the default cache configuration with our SMTCache imple-
mentation.

201



8 Fast and Efficient Secure L1 Caches for SMT

Because all the SMTCache L1 slices behave like independent caches, we
can build SMTCache on top of the existing L1 cache implementation.
More specifically, we add functionality to perform a full cache flush (Sec-
tion 9.1.3). In a typical CPU, the gem5 CPU core is directly connected to
a L1 data cache. For SMTCache, we instead add multiple L1 caches and
connect all of them to the CPU core through a custom SMTCache-XBar
that implements the switch, as shown in Figure 8.1. Additionally, this
XBar also simulates the SMTCache coherence behavior. The design of the
XBar is described in detail in Section 9.1.2. The L2 cache in our system is
shared between cores and the point of coherence. Usually gem5 connects
all L1 caches of all cores to the shared L2 cache through the L2XBar. For
SMTCache we do exactly the same, with all L1 data slices of all cores
connected to the L2XBar. Finally, we customize the move-into-control-
register instruction implementation (MOV C R) to inform our custom SMT
Cache-XBar about a CR3 change.

9.1.2 SMTCache-XBar Coherence Controller

The CPU core communicates with its SMTCache-XBar by writing to a
special address, whenever the CR3 register is written. This communication
is necessary to allow the SMTCache-XBar to respond to a switch in the
active domain. The SMTCache-XBar implements the LRU slice eviction
and causes a full flush of all lines in the slice about to be assigned to a
new domain.

Finally, the SMTCache-XBar also simulates the snooping coherence be-
havior. In a real implementation, every memory access would go to the
active L1 slice, which may then forward the request to the controller if it
is a miss. The controller then forwards the request to a slice that contains
the cache line if there is one, or the L2 cache. In our gem5 implementation,
the SMTCache-XBar directly checks all connected L1 slices and forwards
the request to the correct one, if appropriate (i.e., the line is found in
the current slice or is modified in a different slice). By adding the correct
latencies differentiating a cache hit vs a miss in the active L1 slice, our
implementation can simulate the correct overhead. For the tag-matching
in the slices, we budget one extra cycle. With this, we implement the be-
havior of the SMTCache coherence controller without requiring a separate
component.
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9.1.3 Flushing

Whenever a process without an associated slice is scheduled, the least
recently used cache slice must be flushed and write back dirty data into
higher cache levels or the main memory. Because we only have to write
back dirty data, the flush latency is dependent on the number of dirty
cache lines. Intel Skylake and later CPUs have a bandwidth of 1 cache
line per cycle between the L1 and L2 [46]. This gives a lower bound of
512 cycles for a full flush if every single line is dirty. The flushing can take
longer if, e.g., the L2 has to write data into the main memory to make
space for the flushed data from the L1 slice. We implement our cache
flushing to simulate this behavior and latency.

In gem5, caches can tell the CPU that they are blocked for various reasons.
We use this mechanism to block the cache while flushing, as this can take
many clock cycles. The CPU waits for the flushing to be finished, treating
it as a fully serializing operation. This is important to avoid speculative
loads or stores to the wrong slice during this step.
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Frigo, Giorgi Maisuradze, Kaveh Razavi, Herbert Bos, and Cristiano
Giuffrida. RIDL: Rogue In-flight Data Load. In: S&P. 2019 (pp. 180,
191).

205



[24] Michael Schwarz, Moritz Lipp, Daniel Moghimi, Jo Van Bulck,
Julian Stecklina, Thomas Prescher, and Daniel Gruss. ZombieLoad:
Cross-Privilege-Boundary Data Sampling. In: CCS. 2019 (pp. 180,
191).

[25] Mario Werner, Thomas Unterluggauer, Lukas Giner, Michael
Schwarz, Daniel Gruss, and Stefan Mangard. ScatterCache: Thwart-
ing Cache Attacks via Cache Set Randomization. In: USENIX
Security. 2019 (pp. 181, 185, 193, 199).

[26] Mengjia Yan, Read Sprabery, Bhargava Gopireddy, Christopher
Fletcher, Roy Campbell, and Josep Torrellas. Attack directories,
not caches: Side channel attacks in a non-inclusive world. In: S&P.
2019 (p. 188).

[27] Vladimir Kiriansky, Ilia Lebedev, Saman Amarasinghe, Srinivas
Devadas, and Joel Emer. DAWG: A Defense Against Cache Timing
Attacks in Speculative Execution Processors. In: MICRO. 2018
(p. 199).

[28] Michael Larabel. An Early Look At The L1 Terminal Fault ”L1TF”
Performance Impact On Virtual Machines. 2018. url: https://w
ww.phoronix.com/review/l1tf-early-look (pp. 195, 200).

[29] Moritz Lipp, Michael Schwarz, Daniel Gruss, Thomas Prescher,
Werner Haas, Anders Fogh, Jann Horn, Stefan Mangard, Paul
Kocher, Daniel Genkin, Yuval Yarom, and Mike Hamburg. Melt-
down: Reading Kernel Memory from User Space. In: USENIX
Security. 2018 (p. 184).

[30] Moinuddin K Qureshi. CEASER: Mitigating Conflict-Based Cache
Attacks via Encrypted-Address and Remapping. In: MICRO. 2018
(pp. 185, 199).

[31] Jo Van Bulck, Marina Minkin, Ofir Weisse, Daniel Genkin, Baris
Kasikci, Frank Piessens, Mark Silberstein, Thomas F. Wenisch,
Yuval Yarom, and Raoul Strackx. Foreshadow: Extracting the Keys
to the Intel SGX Kingdom with Transient Out-of-Order Execution.
In: USENIX Security. 2018 (pp. 180, 184, 191).

[32] Ofir Weisse, Jo Van Bulck, Marina Minkin, Daniel Genkin, Baris
Kasikci, Frank Piessens, Mark Silberstein, Raoul Strackx, Thomas F
Wenisch, and Yuval Yarom. Foreshadow-NG: Breaking the Virtual
Memory Abstraction with Transient Out-of-Order Execution. 2018.
url: https://foreshadowattack.eu/ (pp. 180, 191).

206

https://www.phoronix.com/review/l1tf-early-look
https://www.phoronix.com/review/l1tf-early-look
https://foreshadowattack.eu/


References

[33] Ferdinand Brasser, Urs Müller, Alexandra Dmitrienko, Kari Kosti-
ainen, Srdjan Capkun, and Ahmad-Reza Sadeghi. Software Grand
Exposure: SGX Cache Attacks Are Practical. In: WOOT. 2017
(p. 180).
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Abstract

Load Value Injection (LVI) uses Meltdown-type data flows in Spectre-like
confused-deputy attacks. LVI has been demonstrated in practical attacks
on Intel SGX enclaves, and consequently, mitigations were deployed that
incur tremendous overheads of factor 2 to 19. However, as we discover,
on fixed hardware LVI-NULL leakage is still present. Hence, to mitigate
LVI-NULL in SGX enclaves on LVI-fixed CPUs, the expensive mitigations
would still be necessary.

In this paper, we propose a lightweight mitigation focused on LVI-NULL
in SGX, LVI-NULLify. We systematically analyze and categorize LVI-
NULL variants. Our analysis reveals that previously proposed mitigations
targeting LVI-NULL are not effective. Our novel mitigation addresses this
problem by repurposing segmentation, a fast legacy hardware mechanism
that x86 already uses for every memory operation. LVI-NULLify consists
of a modified SGX-SDK and a compiler extension which put the enclave
in control of LVI-NULL-exploitable memory locations. We evaluate LVI-
NULLify on the LVI-fixed Comet Lake CPU and observe a performance
overhead below 10% for the worst case, which is substantially lower than
previous defenses with a prohibitive overhead of 1220% in the worst case.
We conclude that LVI-NULLify is a practical solution to protect SGX
enclaves against LVI-NULL today.

1 Introduction

Transient-execution attacks, i.e., Meltdown [42], Spectre [24], or Zom-
bieLoad [27], are powerful microarchitectural attacks for leaking sensi-
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tive data. These attacks are commonly classified into Spectre-type and
Meltdown-type attacks [20]. Spectre-type attacks [24, 36, 40, 41, 43] exploit
that the transient instructions following a wrongly predicted branch are
not committed but still leave traces in the microarchitectural state.

With Load Value Injection (LVI), Van Bulck et al. [15] presented a new
type of transient-execution attacks related to Meltdown-type attacks.
Meltdown-type attacks trigger a faulting load in the attacker domain to
transiently consume its value, circumventing permission checks. LVI causes
the fault in the victim domain, making the victim transiently consume a
value from the attacker, i.e., LVI transiently injects data into a victim.

Recent processors mitigate Meltdown-type attacks in silicon [6], e.g.,
Comet Lake processors have no known Meltdown-type vulnerability. As
hardware defenses for Meltdown-type attacks in general also mitigate the
corresponding LVI attacks, attackers cannot inject arbitrary data into
the victim domain. However, on several microarchitectures, the hardware
defense, instead of returning a value from the victim domain, only zeroes
out the value [4, 15]. While this prevents data leakage, it can be used
as a side channel to detect whether an address is valid, e.g., to break
KASLR [4]. Even worse, this remains exploitable in an LVI attack variant,
namely LVI-NULL [15]. With LVI-NULL, the attacker can still inject ‘0’
values into the victim domain.

The LVI paper showed the dangers of LVI-NULL in an AES-NI attack,
but the proposed defenses for LVI-NULL have not been thoroughly evalu-
ated [15]. While the software workarounds for LVI also prevent LVI-NULL,
they are costly, and Intel suggests that developers “should determine
the level of software hardening that their environment requires, based
on risk analysis and an evaluation of the performance impacts of mit-
igation” [8]. Potentially, every load instruction can suffer from a fault,
requiring memory fences for such instructions [15]. This also includes
replacing certain instructions, e.g., the return instruction, with sequences
of other instructions [8, 15]. The worst-case overhead for these mitigations
on real-world workloads is between factor 2 and 19 [11, 15]. This raises the
question whether these prohibitively expensive defenses are still required
on processors with hardware mitigations against LVI just to defend against
LVI-NULL.

In this paper, we propose a lightweight mitigation tailored to LVI-NULL
in SGX. Our mitigation, LVI-NULLify, is built on a systematic analysis
of LVI-NULL variants, yielding new insights on the attack building blocks
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of each variant. In particular, we identify that four out of six variants
rely on pointer redirection to the null page. Based on our analysis and
experimental validation, we discover that LVI-NULL mitigations proposed
by Van Bulck et al. [15] are not effective.

The idea of LVI-NULLify is to offset all memory accesses performed
within the SGX enclave relative to the start of the enclave’s memory
region. To implement this property, LVI-NULLify repurposes segmentation.
Segmentation is a fast legacy hardware mechanism on x86 that is used
during address translation for every memory operation. The first part
of LVI-NULLify is a compiler extension, which generates only segment-
relative data loads. Consequently, any ‘0’ injection only loads data from
the start of the enclave’s memory region, which is under full control of the
SGX enclave. The second part of LVI-NULLify is a modified SGX-SDK
that maintains interoperability with the untrusted userspace program.

The security of LVI-NULLify relies on special preparation of the enclave’s
memory region, mitigating transient injection of arbitrary values. LVI-
NULLify marks the first pages in the enclave’s memory region as non-
executable. Transiently executing non-executable memory leads to an
immediate stall, preventing any attack. LVI-NULLify also marks these
pages as non-readable. We empirically validated that this immediately
stalls the load and dependent instructions.

In our evaluation, we show that LVI-NULLify is extremely lightweight,
with runtime overheads below 10% in the worst case. This is substantially
faster than previous defenses against LVI with a prohibitive overhead
of 1220% in the worst case in our tests. The memory overhead of LVI-
NULLify is around 21.5% on the code size due to the generation of
instruction sequences that explicitly use segmentation. We illustrate that
our mitigation is a practical solution to protect SGX enclaves on hardware
vulnerable to LVI-NULL but not LVI.

To summarize, we make the following contributions:

1. We systematically analyze and categorize LVI-NULL variants, revealing
common attack requirements, and insufficiencies of previously proposed
defenses.

2. We propose, LVI-NULLify, a novel lightweight defense against LVI-
NULL in SGX, repurposing segmentation in a peculiar fashion.1

1We open-source LVI-NULLify on github : https://github.com/IAIK/LVI-NULLify/.
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2 Background

3. We evaluate the security and performance of LVI-NULLify. We demon-
strate that SGX enclaves on the LVI-fixed Comet Lake CPU are only
secure with our defense. We observe a performance overhead below
10%.

Outline. Section 2 provides background. Section 3 details our threat
model. Section 4 systematically analyzes LVI-NULL variants. Section 5
presents the design and implementation of LVI-NULLify. Section 6 evalu-
ates its security and performance. Section 7 discusses limitations. Section 8
concludes.

2 Background

2.1 Transient-Execution Attacks

Transient-execution attacks [20] are a new class of attacks that exploit
so-called transient instructions, i.e., instructions that are executed but
never retired, to leak sensitive data. Kocher et al. [24] introduced the first
sub-class with Spectre, while Lipp et al. [42] introduced the second with
Meltdown. While Spectre attacks exploit control- or data-flow predictions
made by the hardware, Meltdown exploits the deferred permission check
when accessing memory from a different security domain. This deferred
permission check allows the out-of-order execution to encode the normally
inaccessible data in the cache from where the attacker then extracts it.
Subsequent work showed additional variants in both sub-classes [12, 16,
19, 20, 27, 28, 36, 40, 43, 46]. Additional work has summarized the state-
of-the-art of both transient-execution attacks [2, 17, 20] and defenses [3,
20].

2.2 Load Value Injection

Load Value Injection (LVI) turns Meltdown around by exploiting faults in
the victim [15]. Thus, instead of leaking values, LVI injects values into the
transient execution of the faulting victim. For LVI, the attacker prepares
a microarchitectural buffer, e.g., the store buffer or L1, by filling it with
the values that should be injected into the victim. Then, the victim has
to suffer a fault or a microcode assist when fetching data from memory
to transiently use the values injected by the attacker. The execution of
subsequent instructions with the injected value is then exploited to either
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encode secrets in the microarchitecture or hijack the control or data flow.
Similar to Spectre, LVI requires the gadget to be in the victim and has to
additionally induce a fault or assist in the victim.

For unmitigated processors, the state-of-the-art solution for LVI is to
insert lfence instructions after memory loads [8]. These fences ensure
that faulting loads retire before the next instruction, effectively stopping
all variants of LVI. However, this type of software mitigation comes with
a performance penalty between factor 2 and 19 [11, 15].

2.2.1 LVI-NULL

Starting with the Cascade Lake microarchitecture, Intel processors include
in-silicon mitigations against Meltdown, Foreshadow, and MDS attacks,
including LVI [6]. These mitigations prevent non-zero value injections
through all currently known buffers. However, this mitigation only prevents
the attacker from injecting attacker-controlled data. Instead of stalling,
faulting loads still transiently forward ‘0’ to dependent instructions [4, 15].
Hence, by inducing a fault in the victim domain, an attacker injects the
constant value ‘0’ into the transient execution of the victim. This variant
of LVI is called LVI-NULL. Even injecting ‘0’ can be exploited to great
effect, e.g., to transiently inject round keys consisting entirely of ‘0’ into
AES-NI computations [15].

The Comet Lake series represents Intel’s latest SGX-enabled generation
available for both mobile and desktop workstation models that is affected
by LVI-NULL [6]. Ice Lake processors based on the Sunny Cove architecture
appear to be unaffected by LVI-NULL [6].

2.3 Intel SGX

To provide processor-level isolation and attestation for secure enclaves,
Intel developed Software Guard Extensions (SGX) [60]. By design, SGX
assumes that only the processor is trustworthy. Hence, an attacker can
have full control of the operating system while still being within the threat
model.

When a secure enclave is run, it is placed in the virtual address space of an
untrusted user-space process. While the operating system is untrusted, it is
still responsible for maintaining the virtual-to-physical address mappings.
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Naturally, this would make the enclave vulnerable to address remapping
attacks [60]. To prevent these, SGX maintains its own shadow entry in
the Enclave Page Cache Map (EPCM) containing the expected virtual
address and the permission bits (R-W-X) for each valid enclave page. In
case an illegal virtual-to-physical mapping is encountered, an EPCM page
fault is raised.

Although side-channel attacks are not in scope of the SGX threat model,
previous work showed that powerful side-channel attacks can be mounted
against SGX. A root attacker can still mount low-noise side-channel attacks
through the cache [49, 53, 54], page-table accesses [58, 59, 66], interrupt
timing [48], or branch predictors [5, 33, 52]. SGX is also vulnerable to
transient-execution attacks [21, 26, 27, 47] and Intel has released microcode
updates to protect against them [22, 38].

2.4 Virtual Memory and Segmentation

In modern systems, virtual address spaces are used as an abstraction and to
isolate processes. Hence, they are natively supported by the hardware. Each
process works in its own, largely non-overlapping, virtual address space
and cannot unintentionally interfere with the memory of another process.
The used virtual addresses need to be translated to the corresponding
physical addresses using a multi-level page translation table. The location
of the table for the current process is indicated by a dedicated register
and is switched by the operating system upon a context switch.

Another concept besides paging is segmentation. The idea is to have a
set of segments for different uses, e.g., code, data, stack. While older
processors used segmentation to enable the use of more physical memory,
newer ones mainly use it as a protection mechanism.

Segments are configured via segment descriptors that are located in mem-
ory and are then used in conjunction with paging. Each segment descriptor
has a base address and a limit. During the address translation, the CPU
adds the base address to the segmented virtual address, yielding a non-
segmented virtual address. Some instructions use segments implicitly (e.g.,
push and pop with the stack segment), and code fetches are implicitly
performed via the code segment. Data segments can be used explicitly
with memory referencing instructions.
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On modern systems, paging has completely replaced segmentation for vir-
tual address translation. Consequently, processor manufacturers removed
this feature in the 64-bit long mode (IA-32e) for all segments but fs and
gs. All but these two segments are now required to have a base of 0 and
the maximum possible size. The segments fs and gs still support base and
limit as they are broadly used to implement thread local storage for user
threads and core local storage in operating systems. Hence, to use the base
and limit feature of segmentation on 64-bit systems, user-level software
has to use instructions that use fs or gs, and the operating system has
to set up fs or gs with a base and a limit.

2.5 Object Relocations

Relocations are an essential part of the ELF file format [64, 68]. If a
symbol is referenced inside an object file, the linker or the dynamic loader
has to resolve the symbol’s address and replace all the occurrences of this
reference with the real symbol address. The relocation type specifies how
this address should be calculated and which symbol is referenced.

SGX enclaves behave similarly to dynamic libraries and can be loaded
on arbitrary addresses inside the main program’s virtual address space.
Therefore, enclaves and dynamic libraries need a mechanism to adjust
addresses inside the image to point to the desired position in the address
space. The most common way to achieve this is by using relative addressing,
where all the absolute addresses inside the library are calculated over the
instruction pointer. This type of relocation can be resolved during linking
of the dynamic library.

In contrast to relative addressing, dynamic libraries also support absolute
addressing where the dynamic loader resolves the addresses after the base
address where the image is loaded is known. Here, the loader replaces
placeholders inside the dynamic library with the real symbol address.

3 Threat Model

Hardware. For our mitigation, we assume a current or future Intel
processor with SGX that mitigates LVI in hardware but does not prevent
LVI-NULL, such as, e.g., the Comet Lake microarchitecture. We assume
that there are no Meltdown-type transient-execution attacks [26, 27, 42, 47]
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that directly leak data from enclaves. Moreover, hardware vulnerabilities
such as Rowhammer [34, 51, 67] or undervolting [9, 13, 25] are out of
scope. We also assume that Spectre-type attacks [20, 21, 24] are either
mitigated in hardware, firmware, or software. Additionally, we assume
hyperthreading to be disabled. The Intel SGX Attestation Service indicates
whether hyperthreading is enabled, so the verifying party can enforce its
status.

Software. We assume a privileged attacker that is explicitly within
the scope of the Intel SGX threat model. For the enclave, we assume
that it is not vulnerable to traditional side-channel attacks, such as cache
attacks [49, 53, 54] or controlled-channel attacks [66]. We assume that
an attacker can start the enclave as often as required and thus rely on
precise execution control, such as single- or zero-stepping [58]. Bugs in the
enclave, e.g., synchronization problems [45, 63], or missing validations on
the ABI or API level [29], are out of scope.

We consider only 64-bit enclaves, since enclaves can be (cf. Section 2.4)
attacked via 32-bit segmentation [35], but not via 64-bit segmentation due
to differences in the behavior.

Takeaway: Our mitigation targets 64-bit SGX enclaves on
CPUs vulnerable to LVI-NULL, but not vulnerable to LVI.

4 Detailed Investigation of LVI-NULL

In this section, we first investigate the prevalence and impact of different
LVI-NULL scenarios, and their applicability to SGX. We then examine
the overhead and efficacy of current and proposed mitigations.

4.1 LVI-NULL Categorization

We distinguish control-flow and data-flow attacks (cf. Figure 9.1).

Control-flow Attacks. In control-flow attacks, the instruction pointer
is transiently redirected in a way that serves the attacker. Again, we
distinguish two cases: direct code redirection ( 1 ) to the null page, or
indirect redirection to arbitrary locations ( 2 and 3 ) via the null page.
Direct redirection ( 1 ) is achieved by faulting the load that reads the
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control flow data flow

data injection

arbitrary, indirect

req. r(w) page 0

5 direct load

mov (mem),%reg

injects null
e.g. faulting aes

- gadget

6 indirect load

mov (mem),%reg
mov (%reg),%reg

injects arbitrary
values
- r(w) page 0

1 direct jump

mov (mem),%reg
call *%reg

execute page 0
e.g. via vtable

- r(w)x page 0
- if non-writeable:
→ gadget

3 transient stack

pop esp
ret

ROP via
stack on page 0

- rw page 0

4 branches

cmp %reg,(mem)
je *offs

change branch
target, special
case: switch
- gadget

example asm
sequence

attack
scenario

requirements

2 indirect jump

mov (mem),%reg
call *(%reg)

run address
at 0, e.g. vtable

- r(w) page 0
- if non-writeable
→ gadget

Figure 9.1: Categorization of LVI-NULL into control-flow and data-flow attacks.
Subcategories list the different attack vectors and example assembly
sequences for each (in AT&T syntax), the attack scenario, and their
requirements.

call target, thus injecting ‘0’ and redirecting code execution to the null
page. In contrast, arbitrary redirection allows code execution anywhere in
memory if the null page is attacker-controlled, e.g., for Intel SGX enclaves
(cf. Section 2.3). It applies to indirect jumps ( 2 ), which load their targets
from memory via at least one indirection. Faulting the second to last
load causes the jump target to be loaded from an offset in the null page,
which allows arbitrary redirection. A special case of indirect redirection are
sequences like pop rsp; ret, which load the stack pointer from memory
and then return. This allows an attacker to set up a transient stack ( 3 )
on the null page by faulting the stack pointer load, and perform a well
understood ROP [70, 72] attack from there.

Data-flow Attacks. Data-flow attacks inject data into the victim’s
execution. We distinguish between direct ( 5 ) and indirect ( 6 ) loads,
which allow the injection of either ‘0’ or arbitrary values. Van Bulck et al.
[15] showed that injecting ‘0’ into the hardware AES-NI key schedule leaks
the full key. A special case are binary branches and switch statements
( 4 ), which can be compiled as jump tables. Here, data-flow manipulation
changes the control flow, but only to the available branches.

Limitations. While LVI-NULL attacks are possible to execute from
user space, several significant limitations apply. First, user-space attackers
cannot manipulate page tables directly. This prevents these attackers
from arbitrarily causing assists or faults on targeted loads. Secondly, most
operating systems do not allow mapping of the null page by default. Both
Linux and Windows require privileged access to map it, limiting the user-
space attack surface to two cases ( 4 and 5 ). The exploitability of direct
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load ‘0’ injection ( 5 ) depends on the targeted algorithm, and is thus best
mitigated by developers themselves. Manipulating regular branches with
‘0’ injections ( 4 ) is similar to Spectre variants and can be mitigated the
same way.

4.2 Control-flow Injection

C/C++ compilers, such as GCC and Clang, commonly emit code patterns
containing jump instructions whose target depends on an address or value
loaded from memory. In our analysis, we found 3 categories of such jumps
that are potentially susceptible to LVI-NULL.

Case 1: Virtual Function Calls in C++ ( 1 and 2 ) When objects
in C++ call a virtual function, it is not known at compile time which
function is being called. To solve this, each object has its own table
(vtable), which contains the location of its virtual functions. Because the
location of a dynamically allocated object itself (and thus its vtable) is
also not known at compile time, calling a virtual function requires at least
2 loads. This creates 2 possible points of injection. First, the attacker
may inject ‘0’ when the target is read from the vtable. This load may
be generated by an indirect call instruction or a mov before a direct call,
and can transiently redirect execution to the null page ( 1 ). Secondly, the
attacker can inject ‘0’ one load earlier, i.e., when the address of the vtable
is read. This causes the null page to act as the vtable, allowing transient
redirection of execution to any location ( 2 ). As the offset in the vtable is
known at compile time, it is compiled to an immediate value that cannot
be manipulated by LVI-NULL.

Exploitable in SGX enclaves? Very likely.

Indirect function calls ( 2 ) occur frequently and are almost always im-
mediately exploitable, as they allow redirection to any suitable gadget.

Case 2: Global Offset Table ( 1 ) Another potentially interesting case
is the global offset table (GOT), which enables programs to use functions
in dynamically linked libraries. Unlike vtables, the GOT is always at a
known location, and so only the call target is loaded. After the initial
dynamic relocation of the symbols in the GOT, this only creates the
potential to transiently redirect execution to address 0x0.

221



9 Repurposing Segmentation as a Practical LVI-NULLMitigation in SGX

Exploitable in SGX enclaves? No.

While direct function calls ( 1 ) are frequent, they are not exploitable in
SGX.

Case 3: Switch Statements ( 4 ) For certain switch cases, compilers
generate a jump table, first loading the variable in question, and then
looking up the corresponding jump target. This only applies to switch
variables loaded from a single memory location, and not derived calcula-
tions. In position-independent code (PIC), this creates 2 attack points:
injecting ‘0’ into the variable itself, or injecting ‘0’ when the jump target
is calculated. The former transiently leads the switch into the ‘0’ case,
executing code there as if the variable were ‘0’. The latter causes the
program to jump into the data section instead, as both GCC and Clang
load offsets relative to the jump table. These offsets are likely not valid
code, and furthermore, as Canella et al. [20] showed, the executable bit
is respected in transient execution, so this injection is not exploitable
here. When compiled as non-relocatable (no-pic), execution can again
be redirected to the first case. Additionally, it can now be redirected to
address 0x0, as the jump table contains absolute addresses, which can be
zeroed on load ( 1 ).

Exploitable in SGX enclaves? Unlikely.

Similiar to Spectre-PHT [20], exploitability is highly dependent on the
specific case, but case-0-injections can be prevented reliably (see Sec-
tion 5).

These are the three cases of commonly used code we found to enable
control-flow injection. We expect there are more cases in other code
patterns, compilers, or languages. However, for SGX, LVI-NULLify copes
with all types of control-flow injection, as all control-flow injections rely
on the null page. Table 9.1 explores the prevalence of such gadgets in
standard SGX code.

4.3 Data Injection

Data injection gadgets are simply direct or indirect loads from memory,
and as such, they are ubiquitous in all programs. Van Bulck et al. [15]
have shown that in some cases, even ‘0’ injections can be exploited to great
effect. However, in cases where data injection does not lead to changes
in control flow, it depends entirely on the algorithm at hand whether it
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can be exploited. As a direct ‘0’ injection ( 1 ) cannot be mitigated by
software changes short of adding a load-serializing instruction after all
potentially problematic loads, we do not consider this case. Instead, we
leave it to the authors of software to guard their critical computations,
such as cryptography, with this possibility in mind. However, in Section 5,
we propose a way to prevent arbitrary data injection via indirect loads
( 6 ).

Exploitable in SGX enclaves? Likely.

The danger of transient data injection depends on the targeted algorithm,
but arbitrary value injection provides high flexibility for exploitation.

4.4 Applying LVI-NULL Variants in SGX

Of the attack vectors presented in Section 4.1 (cf. Figure 9.1), 4 out of 6
require at least read access to the null page. Variants 4 and 6 have no
particular requirements and apply in any case. Most modern operating
systems do not map the null page by default and typically require root
privileges to do so [32]. Since the purpose of SGX enclaves is to protect
against malicious or compromised operating systems, their threat model
currently allows attackers to use the null page as they see fit.

From within an enclave, all memory of the user-space process is available
for reading and writing according to its page-table entries, as it would
be to the process itself. This implies that variants 2 , 3 , and 6 apply
fully if the null page is writable or with limitations, if it is not. Variant
1 , however, requires the null page to be executable. Van Bulck et al.
[15] experimentally found that code outside of enclave memory is not
executable from within an enclave, even during transient execution. This
was later confirmed by Intel [8], and we have reproduced this result as well.
It follows that the only way to execute instructions at address 0x0 is to
load the enclave itself starting at the null page. Since the Intel SDK does
not build enclaves with execute permissions on this page [8], we consider
variant 1 not exploitable in SGX enclaves.

To evaluate the prevalence of assembly sequences that allow LVI-NULL
types 2 and 3 , we search several prebuilt- and SDK-generated binaries
for a limited selection of exploitable assembly patterns. As Table 9.1
shows, indirect calls ( 2 ) are plentiful in these binaries, though they are
currently mitigated by lfence instructions. We find that there are even
some gadgets for variant 3 . An especially interesting observation is that
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Gadget/File QE LE PCE PVE trts tsdc tcxx tcmalloc

mov (mem), %reg

mov (%reg), reg

call *reg

216 0 123 216 0 0 0 4

mov (mem), %reg

call *(%reg)
0 45 0 0 0 0 19 3

mov (mem), %rsp 0 2 0 0 1 0 1 0

mov (mem), %reg

mov %reg, %rsp

ret

1 1 1 1 1 0 0 0

mov (mem), %reg1

mov %reg1, %reg2

mov %reg2, %rsp

ret

0 0 0 0 0 0 0 0

pop %reg

mov %reg, %rsp

ret

0 0 0 0 0 0 0 0

Table 9.1: Number of control-flow gadgets found in Intel’s prebuilt (quoting,
launch, provisioning) enclaves and SDK libraries. Search was limited
to instruction sequences with fewer than 10 separating instructions.

the original transient stack gadget, as described by Van Bulck et al. [15], is
still present in unmitigated form in the prebuilt launch enclave for Linux
provided by Intel as of SDK release 2.11.

An analysis of how some code patterns generate vulnerable instruction
sequences is shown in Section 4.2.

Takeaway: 2 , 3 , 4 , 5 , and 6 are all feasible in SGX.

1 is feasible, but mitigated by default.

4.5 Current and Proposed Mitigations

In this section, we discuss the two main types of mitigations against LVI
and LVI-NULL for SGX.

4.5.1 Memory Fences

The officially suggested mitigation against LVI is to stop transient execu-
tion before it can be exploited. Similar to the mitigations for Spectre [39],
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Intel also suggests to use memory fences for aborting transient execu-
tion [8]. As it is infeasible to add memory fences manually, these memory
fences are supposed to be emitted by the compiler. With the publication
of LVI [15], Intel has provided 2 levels of mitigation [7, 8], and Google
engineer Zola Bridges another [1, 10]:

Control-Flow Mitigation. This mitigation replaces ret, call, and
jmp instructions by fenced alternatives. It protects transient control-flow
redirection at the cost of effectively disabling all control-flow predictors.
However, it does not generally protect against value injection and only
prevents these special cases. Compilation options: -mlvi-cfi

SESES. “Speculative Execution Side Effect Suppression” aims to pre-
vent more than just LVI by adding an lfence instruction before every
instruction that operates on memory. This approach fully mitigates LVI,
LVI-NULL, and other transient execution attacks. Compilation options:
-mseses

Optimized Cut. In addition to CFI, this mitigation for LVI (which
we call “optimized cut”) tries to separate loads from potential transmit
gadgets by analyzing the control-flow graph of applications. Hence, the
compiler can insert far fewer lfence instructions than SESES while still
providing the same security guarantees w.r.t. LVI. Compilation options:
-mlvi-hardening -mllvm -x86-lvi-load-opt-plugin=

OptimizeCut.so -x86-experimental-lvi-inline-asm-hardening

While these three levels of mitigation differ in the amount of lfence

instructions (cf. Table 9.2), they all incur heavy performance penalties in
the range of factor 2 to 19 [11, 15].

4.5.2 Page Table Protections

Van Bulck et al. [15] also proposed specific mitigations for LVI-NULL. To
prevent execution of the null page ( 1 ), they suggest marking the first
page in an enclave as non-executable or placing an infinite loop at the
base of the enclave image.

As described in Section 4.4, marking a page non-executable indeed prevents
execution in the transient domain. Experiments on our i5-10210U show
that this holds even if the OS marks a page as executable after loading
the enclave. Read, write, and execute permissions are also stored with
the expected virtual address in the protected Enclave Page Cache Map
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(EPCM) entries. Our experiments suggest that in transient execution, the
CPU considers the permission bits of both the page table and the EPCM
and applies whichever is less permissive. As this prevents 1 , an infinite
loop or similar is not necessary.

To stop transient null pointer dereferences ( 2 , 3 , and 6 ), Van Bulck et al.
[15] suggest marking the null page as uncacheable. This has also been
proposed as a possible mitigation for Spectre attacks [14], as uncachable
memory cannot be read during transient execution. Any transient access
to uncachable memory simply stalls [14]. While this would indeed prevent
loads from this page, the OS can simply change these flags at any time, as
they are not protected by SGX. We verified that in contrast to the read,
write, and execute permissions, the memory type is not enforced by SGX
and can be manipulated to mount an attack. Additionally, injection via
the shared line-fill buffer is possible on some architectures [12, 14, 26, 27]
if hyperthreading is enabled.

Takeaway: Current mitigations are too costly or are insufficient.

All LVI-NULL variants are preventable by LVI mitigations, but incur
substantial performance degradation. Other proposed mitigations are
only partially effective.

5 LVI-NULLify

Previous mitigations have been designed primarily for LVI, not LVI-NULL.
Hence, they mitigate attacks that are already mitigated more efficiently
in current and future Intel processors, e.g., the recent Comet Lake mi-
croarchitecture. Following the analysis of Section 4.5, we can see that
these previous mitigations either have a substantial performance overhead
or are limited to only certain variants of LVI-NULL. This motivates the
need for a defense that is more tailored to LVI-NULL. In this section, we
present LVI-NULLify, our mitigation for LVI-NULL affected hardware
that achieves a better balance between performance cost and remaining
attack surface than previous LVI mitigations. The worst-case overhead
on our LVI mitigated Comet Lake is only ≈ 9%, our older LVI-vulnerable
Coffee Lake-R reaches a maximum of 36% overhead.
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non-enclave memory enclave image

enclave start enclave endGS-base0

unreadable pages

Figure 9.2: Memory layout of enclaves protected with LVI-NULLify.

5.1 LVI-NULLify Design

LVI-NULLify aims to prevent all LVI-NULL variants in our threat model
(see Section 3). This includes variants 1 , 2 , 3 , and 6 . Though we cate-
gorize switch expressions as a subclass of branches ( 4 ) in Section 4.1, we
briefly describe a mitigation in Section 5.1.4 that is also applicable outside
of SGX. Since all other variants involve the null page, the central feature
of LVI-NULLify must be to control either its contents or accessibility.
Therefore, we devise a way to effectively move the LVI-NULL target page
into the enclave, even if address 0x0 is not in the enclave’s linear address
space.

SGX does not currently offer any control over pages outside of the enclave
memory range. Hence, loading an enclave anywhere but page null means
giving up control of the null page. As multiple enclaves can and often
need to be loaded simultaneously, only loading an enclave if it is mapped
at address 0x0 is not a practical option. Our solution is to offset every
memory load in the enclave such that any pointers that are loaded from
memory are added to an immutable constant. For this constant, we use the
virtual base address of the enclave image. The resulting memory layout
is shown in Figure 9.2. Even if an address load faults and transiently
returns ‘0’, the resulting load address is still within the enclave. This puts
the control over the pages targeted by LVI-NULL into the hands of the
enclave, regardless of where an attacker maps it.

5.1.1 Using Segmentation

To offset loads on commodity Intel CPUs, we rely on segmentation. In
64-bit mode, segments typically have to start at address 0x0. However,
the GS and FS segment registers are an exception and can have non-
zero base addresses. Conveniently, the EENTER and ERESUME instructions
automatically set these base addresses to the enclave base address plus

227



9 Repurposing Segmentation as a Practical LVI-NULLMitigation in SGX

a developer-controlled, positive offset. As the GS and FS registers are
set on each entry, and the offsets are stored in enclave memory in the
thread control structures (TCS), these values are inaccessible to the OS.
They are also part of the enclave’s attestation, preventing manipulation
at load time. The Intel SGX-SDK sets both registers to the same value,
creating an unnecessary redundancy. We can thus repurpose one of the
two segment registers, in our case GS, for LVI-NULLify.

Since address calculation with segment bases is an integral part of x86
hardware, there is no noticeable slowdown for GS-relative loads, as we
experimentally verify in Section 6. We set the GS base to the beginning
of the enclave, such that data loads in our enclave are now relative to
the beginning of the enclave. This means that we essentially build a non-
relocatable object (no-pic) that gains its position independence by adding
GS base to all addresses.

Applying this mitigation to generic SGX enclaves requires the modification
of 3 components: the compiler, the Intel SGX-SDK, and the Intel Platform
Software (PSW). The compiler has to emit GS-relative loads for all
memory-load instructions. We discuss how this is implemented in LLVM
in Section 5.2. Section 5.3 then details the custom relocations that are
necessary after compilation. Changing all load instructions also implies that
all addresses inside the enclave are invalid outside and vice versa. Hence,
this necessitates an automatic pointer conversion from the trusted runtime
system (tRTS) to the untrusted runtime system (uRTS). Additionally, the
tRTS itself needs to be built with our compiler modification. We detail
the necessary modifications to the SDK in Section 5.3.2. As the GS offset
is in part calculated by the PSW, we need to enable it to distinguish
between enclaves mitigated by LVI-NULLify and unmitigated enclaves.
The changes to the PSW are also described in Section 5.3.2.

5.1.2 First Enclave Pages

With GS-relative addressing, most transiently faulting indirect loads read
from the first page of the enclave. For this reason, it is critical that reading
from it does not return values that can be used in an attack. To prevent
variant 1 of LVI-NULL, which requires code execution, simply making
this page non-executable is sufficient. Additionally, marking the first page
non-readable in the EPCM entry prevents all variants that load from this
page ( 2 , 3 , and 6 ). Transient accesses to such pages simply stall, as we
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have experimentally confirmed on several CPUs, including our i5-10210U
Comet Lake. This stops all further dependent accesses. However, the first
page in an enclave may contain data that the dynamic loader inside the
enclave needs to access. We, therefore, shift the enclave image and prepend
empty pages that are neither readable nor executable. The amount of
such pages that are needed depends on the enclave program; loads with
offsets, where the base address can be zeroed, may transiently load more
than 1 page from the GS base address or even below it. Negative offsets
could, therefore, lead to loads that escape the enclave. Fortunately, the
size of all immediate offsets is known at compile time. We can determine
a safe amount of empty pages to map before and after the GS base after
compilation. An example with 2 pages on each side of the GS base address
is shown in Figure 9.2.

The residual attack surface to this approach are dynamic arrays. When
neither position nor size are known at compile time, loads can take the
form base + offset, where both base and offset are loaded from memory.
If an attacker faults the base, the transient load target is potentially
anywhere from the enclave beginning up to the size of the dynamically
allocated structure.

5.1.3 Alternative Approaches

There are other, less peculiar mechanisms to prevent faulting loads from
reaching the null page. We want to examine two candidates here, as their
shortcomings are not immediately apparent.

First, we could simply add the base address to all loads by converting
every load to use complex addressing. For this, we cannot load the base
address from memory, as this load could again be zeroed. A solution would
be to always keep the base address in a CPU register, but this reduces the
number of registers available to the compiler. This can incur significant
performance impacts as less efficient code can be generated. Alternatively,
we could use memory fences for these loads, which would again result
in large performance overheads. Additionally, any load that already uses
complex-addressing needs an additional offset computation beforehand.

The second approach would be to employ immediate addresses by using the
dynamic loader to relocate all symbols. An undesirable side effect of this
method is the need to set the text section of the enclave to writable and
executable. As enclave pages cannot currently change access permissions
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at runtime, this would weaken the enclave’s protection against traditional
exploits that might otherwise not be exploitable. As x64 does not generally
support 64-bit displacement in complex addressing [62], this is also not
a possibility. Only AL, AX, EAX, and RAX may be the source or target of
immediate 64bit-addressed memory loads, which introduces the need for
more intermediary registers [23].

5.1.4 Mitigating Switch Statements

Regular branches ( 4 ) can be mitigated with Spectre-PHT mitigations,
e.g., speculative load hardening. Switch statements present a special case
of branches. On processors with hardware mitigations for branch target
injection, e.g., single thread indirect branch predictors (STIBP) [37], such
as the Comet Lake series, switch statements are protected from cross-
hyperthread manipulation through the branch target buffer. However,
they are still vulnerable to LVI-NULL when the compiler generates a jump
table (see Section 4.2, case 3). We can mitigate the case of single-variable
conditions (conditions that only depend on one in-memory variable) by
targeted insertion of lfence instructions. This is described in more detail
in Section 5.2. It is the only variant we mitigate that can also be exploited
outside of SGX, and this mitigation can also be applied alone.

5.2 Compiler Changes

We developed an open-source implementation of the compiler-part of
LVI-NULLify that is based on the LLVM compiler framework [71]. It
handles the insertion of fences in switch statements (cf. Section 4.2) and
ensures that every load is relative to the GS segment (cf. Section 5).
Our modification consists of two new passes, one module pass (i.e., a
transformation pass) that works on the LLVM intermediate representation
(IR) and one machine function pass in the x86 backend. The mitigation
for switches is purely done in the pass on the IR, while the GS-relative
addressing is implemented in the backend pass. For our modification, we
added 1 024 lines of code to the LLVM code base (24 in 10 existing files,
1 000 in 3 new files).

Switches. When compiling an application with optimizations enabled,
LLVM already tries to optimize the performance of switches [65, 69]. These
optimizations are implemented as a transformation pass that iterates over
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all functions in the translation unit. If a switch is encountered, the pass
tries to apply these optimizations. Unfortunately, this transformation
pass is only executed when the application is compiled with at least
optimization level 1. Hence, we cannot use it and need to implement a
new pass.

We extend LLVM with a new module pass (-flvi-null) that iterates over all
functions in the translation unit and searches for a switch within the basic
blocks that comprise the function. If such a switch is found, the mitigation
is applied. If the switch already contains a ‘0’ case, the compiler simply
modifies the case such that the first instruction within the basic block is
a fence instruction. Otherwise, LVI-NULL falls back to the default case
of the switch. Either one can lead to exploitable behavior. To prevent
this, the compiler inserts a new ‘0’ case that contains a fence instruction
and then performs an unconditional branch to the default case. This new
‘0’ case is only ever executed if the default case is supposed to handle
zero values, or if an attack takes place. This significantly reduces the
performance impact.

By considering these two cases, the compiler part of LVI-NULLify can
mitigate LVI-NULL targeting switches. This mitigation is not specific to
SGX and does not require segmentation, hence this can also be used in
non-enclave applications. While this mitigation on its own is not sufficient
to fully prevent LVI-NULL, as it only mitigates a subset of variant 4 , it
is a necessary building block for LVI-NULLify.

GS-Relative Addressing of Loads. As discussed in Section 5, every
load, explicit or implicit, has to be relative to the GS segment. Thus, in
case of an LVI-NULL attack, the control flow is re-directed to a location
that is controlled by the SGX enclave. To achieve this, we add a new
machine function pass in the x86 backend of LLVM.

In the machine function pass, we iterate over each instruction of a given
machine function, and replace explicit loads, implicit loads from pushing
to and popping from the stack, as well as calls, jumps and returns, as
all of these loads are also exploitable by LVI-NULL ( 1 , 2 , 3 , and 6 ).
Hence, the transformation pass replaces each such instruction with an
equivalent sequence of instructions that use GS-relative addressing where
necessary. Figure 9.3 shows some cases that we consider for implicit loads
and how our modified compiler mitigates them.

As jump and call instructions cannot use the GS segment, and the CS
segment cannot be changed (see Section 2.4), we manually convert the
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push %rbp

callq 400480 <func>

pop %rbp

retq

call *16(%r12,%r13,8)

(a) unmodified

sub $0x8,%rsp
mov %rbp,%gs:(%rsp)

lea $return_address(%rip),%r11
sub $0x8,%rsp
mov %r11,%gs:(%rsp)

jmpq 400480 <func>

mov %gs:(%rsp),%rbp

add $0x8,%rsp
mov %gs:(%rsp),%rcx

add $0x8,%rsp
jmpq *%rcx

lea __ImageBase(%rip),%r11

add %gs:16(%r12,%r13,8),%r11

sub $0x8,%rsp
mov %r11,%gs:(%rsp)

lea $return_address(%rip),%r11
xchg %r11,%gs:(%rsp)

jmp *%r11

(b) modified

Figure 9.3: Figure 9.3a shows the unmodified assembly instructions containing
implicit loads while Figure 9.3b shows the instruction sequence with
which they get replaced by our modified compiler.

relative call address of, e.g., an indirect call, to an absolute address by
adding the image base. To protect this pointer conversion from LVI-NULL,
we use a rip-relative lea instruction to calculate the image base instead of
loading the address from memory. Hence, we ensure that all pointers inside
the enclave are relative to GS regardless of their data representation.

As our pass is run as the last pass before the actual code is emitted, no
additional load can appear that is not GS-relatively addressed. With these
compiler modifications, and in combination with the further LVI-NULLify
components, we successfully mitigate LVI-NULL, as we show in Section 6.

5.3 Relocation and SGX-SDK Changes

In addition to the compiler changes (cf. Section 5.2), we require additional
changes in the relocations of the object files (cf. Section 2.5) and changes
in the SGX-SDK and SGX-PSW to realize the GS-relative addressing. We
discuss these changes in this section.

232



5 LVI-NULLify

5.3.1 Relocation Types

The generated instructions from our compiler pass do not use the instruc-
tion pointer for relative addressing, and therefore, the compiler emits
absolute relocations. Since the enclave image is signed by the author of
the enclave and the signature is verified during the enclave initialization,
absolute address relocations cannot be resolved before verifying the signa-
ture [60]. Additionally, enclave memory cannot be modified from outside,
so each enclave contains an ELF loader to resolve any relocations during
the initialization phase. A disadvantage of this is that the page flags cannot
be changed after the enclave is instantiated. Therefore, pages containing
absolute relocations must remain writable at runtime, even if they contain
text sections. Pages that are writable and executable are a traditional
security concern. While the enclave signer issues an error message if it finds
such text absolute relocations, this error can be suppressed. Therefore,
keeping the original page flags without making pages writable is a design
goal of LVI-NULLify.

Since we do not need absolute address relocations when using the GS seg-
ment to specify the image base, we fully replace these absolute relocations.
We build an additional tool to change the relocation types directly in the
object files after compilation. LVI-NULLify does not enforce additional
requirements on the build environment by reusing the existing relocation
types instead of implementing a new one for GS-relative addressing.

The compiler extension emits R X86 64 x absolute relocations as part of
the code generation. We then iterate over the generated ELF object file
and exchange these absolute relocations with the R X86 64 COPY relocation
type. The copy relocation type fills in the relocation destination with the
symbol’s offset from the image base, exactly what is needed for the GS-
relative addressing. The copy relocation’s addend is set to the difference
between the GS-base and the real enclave base to implement the additional
pages in front of the enclave (see Section 5.1.2 and Figure 9.2), i.e., shifting
the address of the relocated symbol.

5.3.2 SGX-SDK and SGX-PSW

For LVI-NULLify to work, some changes to the SGX-SDK and the SGX-
PSW are required. The changes detailed here are made mostly to the
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9 Repurposing Segmentation as a Practical LVI-NULLMitigation in SGX

enclave-loading mechanism and for automated pointer conversion between
enclave and host application.

SGX-PSW. The SGX-PSW is used globally for loading all enclaves. For
LVI-NULLify, the PSW has to set the GS segment in the thread-control-
structure template (see Section 5.1.1). This template is used for creating
threads inside the enclave, and is used for the attestation process. Hence,
the same changes are also required in the SGX signer. We ensure backward
compatibility with enclaves that are not protected by LVI-NULLify by
indicating the use of LVI-NULLify in the enclave signature structure.
Hence, the PSW only modifies the GS segment if LVI-NULLify was used
for building the enclave.

SGX-SDK. Most changes in the SDK affect the ECALL and OCALL
interface. With LVI-NULLify, the enclave and the host application basically
operate in different virtual address spaces. Hence, the ECALL and OCALL
interface have to apply pointer conversion. On enclave entry, the GS
segment is automatically set by the ENCLU instruction. We modify the
enclave entry function to convert the stack pointer, the base pointer,
and the pointer to the structure used to pass additional data into the
enclave. Some minor changes also adapt the elf loader inside the enclave
for GS-relative addressing, as some of the supported relocation types refer
to the absolute enclave base.

In the SGX-SDK, the edger8r application is responsible for parsing the
enclave interface definition file and generating the trusted and untrusted
part of the enclave interface. To ensure the enclave can use pointers
passed to an ECALL implementation without manual modification of the
code, we modified the edger8r application for the code generation of the
trusted enclave API. As this parser already has all the information about
functions and their parameter types, it can automatically generate code
for converting pointers from absolute pointer addresses to GS-relative
addresses. Thus, all the default cases of passing pointers into an ECALL
or OCALL are handled automatically.

The enclave definition language also allows the definition of data structures
for ECALLs and OCALLs. These structures can be automatically copied
into the enclave memory, but nested structures or structures containing
additional data over pointers must be copied by hand from the enclave
developer [61]. Hence, we also leave pointer conversion for such data types
to the enclave developer.
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6 Evaluation

6.1 Security Evaluation

For the security evaluation, we first perform a theoretical analysis of all
variants in the context of our mitigation. Additionally, we also evaluate
our own proofs of concept demonstrating LVI-NULL (see Section 9.3).
All experiments are run on an Intel Core i5-10210U Comet Lake that
is vulnerable to LVI-NULL but not to LVI. In all of our experiments,
LVI-NULLify successfully prevents all targeted variants of LVI-NULL.

Variant 1 , direct jumps. If the target of a jump instruction, such as
call or jmp, is loaded from memory, it can be zeroed using LVI-NULL.
As a result, transient execution continues at address 0x0, which is either
outside the enclave, and therefore not executable in the context of SGX,
or on the first page of the enclave, which is also not executable as ensured
by the SDK. This behavior stays the same with LVI-NULLify, and is thus
not exploitable.

Variant 2 , indirect jumps. When the first of the two loads in an
indirect jump is zeroed, the jump target is read from address 0x0, plus
potentially an offset used in the indirect-jump instruction. This is, e.g.,
the case for an entry in a vtable (cf. Section 4.2). Without LVI-NULLify,
this address points to the virtual address 0x0+offset. This address can be
outside of the enclave and thus under attacker control.

With LVI-NULLify, the load is performed with GS base, which ensures
that the address is inside the enclave. As a number of pages (that depend
on the largest such offset in the enclave) directly after GS base are non-
readable, the address load stalls, and no jump occurs. Since function
offsets can generally be determined at compile time, the required number
of buffer pages can be reported by the compiler. An example would be
finding the maximum number of entries in a vtable. This does not consider
programs that use ‘manually’ constructed jump tables. While in rare cases,
a dynamic offset could be large enough to reach beyond the allocated
buffer pages, e.g., when manually constructing dynamic jump tables, most
cases are prevented, and the remaining rely on very specific circumstances.
Hence, we consider this variant mitigated.

Variant 3 , transient stack. As shown by Van Bulck et al. [15], function
epilogues that load the value of the stack pointer from memory and
return can be exploited to transiently use the null page as the stack by
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9 Repurposing Segmentation as a Practical LVI-NULLMitigation in SGX

zeroing the load. This attack allows for arbitrary code redirection using
transient return-oriented programming. LVI-NULLify replaces the return
instruction (ret) with a GS-relative load and jump (cf. Figure 9.3). As
a result, mounting an LVI-NULL attack moves the transient stack to a
non-readable page within the enclave. This prevents the transient stack
attack, as long as the enclave developer does not actively try to circumvent
that, e.g., by loading the stack pointer with an indirect load instruction
using a very large offset.

Variant 2b , branches. For regular branches, LVI-NULL behaves
very similar to Spectre-PHT and are thus out of scope for LVI-NULLify.
Developers can mitigate them with speculative load hardening if they
choose. As discussed in Section 4.1, switch constructs represent a special
case of branches, as they can be implemented as a jump table. Without
mitigations, execution can be redirected to case ‘0’, which may also be the
default case. LVI-NULLify places an lfence instruction in the affected
case, thereby mitigating it. As the deciding variable may depend on more
than one memory load, we consider this variant only partially mitigated.

Variant 5 , direct load. All data loads are still susceptible to direct
‘0’ injection with our mitigation. Thus, an attacker can use LVI-NULL
for data-only attacks, e.g., as shown for AES-NI [15]. Since exploitability
highly depends on the victim algorithm, mitigation is left to the enclave
developer. Cryptographic libraries need to consider different side channels
in their implementation already. Variant 5 becomes one more issue on
this list. We therefore consider it out of scope for LVI-NULLify.

Variant 6 , indirect load. When values are loaded indirectly, i.e.,
by loading the target address from memory, arbitrary values can be
injected when the first load is zeroed. Similar to 2 , values are loaded from
address 0x0 with a possible offset. With LVI-NULLify, the now GS-relative
load ensures that this load is inside the enclave’s address space. If the
offset falls within the non-readable pages at the beginning of the enclave,
arbitrary value loading is prevented. Again, offsets are dependent on the
program, and most can be statically determined at compile time, which
allows adjusting the number of buffer pages accordingly in the compiler.
Dynamic arrays of unknown size may still produce transient loads that
reach into the enclave memory itself. In these cases, non-zero data injection
may still occur. Because most cases are prevented, and the remaining rely
on very specific circumstances, we consider this variant mostly mitigated.
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Figure 9.4: Mean runtime overhead in sgx-nbench [57] on our i5-10210U@1.6GHz
of LVI-NULLify vs. Intel’s control-flow and optimized-cut mitigations
as well as SESES. N=50, standard deviations vs unmitigated mean
plotted, but too small to be visible.

All told, our analysis suggests that LVI-NULLify prevents the majority of
LVI-NULL variants and cases at a significantly lower performance impact
than Intel’s optimized-cut solution, not to mention SESES. Additionally
to this reasoning, we also evaluated our claims with proof-of-concept
implementations of the attack variants. Where our proofs of concept were
successful without LVI-NULLify, enabling it prevents leakage in all cases.

We have no indication whether the discussed remaining vulnerabilities
occur in real-world code. However, C and C++ grant developers vast
freedom to implement features in non-standard ways (e.g. manual jump
tables for 2 that our compiler extension is unaware of) which we would
not catch and, thus, not mitigate. Therefore, our mitigation bridges the
gap between the very expensive optimized-cut mitigation and the less
secure control-flow mitigation. When enclaves are not subject to one of
the described caveats, our mitigation provides the same level of security
as the optimized-cut mitigation at much lower performance cost.

6.2 Performance Evaluation

For the performance evaluation, we first investigate the number of emitted
instructions, i.e., the number of lfences and GS-relative loads, of LVI-
NULLify and Intel’s control-flow and optimized-cut mitigations as well
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9 Repurposing Segmentation as a Practical LVI-NULLMitigation in SGX

as SESES(cf. Section 4.5 and Section 9.2). Our expection is that the
number of lfence instructions has a direct and significant impact on
the performance while GS-relative loads provide better performance. We
substantiate this by benchmarking SGX applications with all of the above
mentioned mitigations.

In line with previous work [18, 30, 31, 50, 55, 56], we evaluate the perfor-
mance of our mitigation based on SGX benchmarks written in C/C++, the
nbench adaptation for SGX [50, 57] and SGXBENCH [44]. As our mitiga-
tion is highly specialized for the SGX environment, we can only benchmark
SGX enclaves, preventing us from measuring the compiler-introduced over-
head for regular benchmarks, such as the SPEC benchmarking suite.

In our setup, we build enclaves with clang 11 and optimization level O3. As
the optimized-cut mitigation by default does not mitigate the enclave entry
assembly, it was compiled with the experimental mitigation for assembly
to provide a better comparison with our mitigation in SGXBENCH,
which measures enclave-entry performance. We evaluate on an Intel Core
i5-10210U (1.6GHz, Comet Lake) and an Intel Core i9-9900K (3.5GHz,
Coffee Lake-R). While the i9-9900K is also affected by LVI, it serves as a
reference for workstation performance, compared to the mobile Comet Lake.
Moreover, this CPU has also been used by Phoronix [11] to benchmark the
overhead of Intel’s LVI mitigations. We provide these results in Section 9.1.
All experiments were run on isolated cores with fixed frequencies to reduce
the variance of the measured values.

6.2.1 Analysis of Emitted Instructions

Table 9.2 shows the result for our evaluation of emitted instructions for the
two benchmarks as well as three libraries that are essential components of
SGX. The SESES mitigation issues the largest amount of lfences, i.e.,
more than 29 700 for libsgx tstdc.a, which is to be expected as it simply
fences every memory read and write that it encounters. Intel’s optimized-
cut mitigation improves upon this by removing more than 23 000 lfences.
The control-flow mitigation further reduces this number, down to 1 400
lfences, but at the cost of reduced security as it does not mitigate all loads.
None of these three mitigations issue a significant number of GS-relative
loads, i.e., 6 at most. Contrary to the other mitigations, LVI-NULLify
issues the lowest amount of lfence instructions but the highest amount
of GS-relative loads. This change in behavior significantly improves the
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performance, as our subsequent performance evaluation of the benchmarks
shows.

Naturally, due to LVI-NULLify replacing certain instructions with a longer
sequence of secure instructions (cf. Figure 9.3), we expect the binaries
that LVI-NULLify generates to be larger than for the Intel mitigations. As
Table 9.2 shows, this is indeed true: in the worst case, we see an increase
of 21.5% over the unmitigated baseline.

6.2.2 nbench

The relative performance overhead shown in Figure 9.4 clearly demon-
strates that the strong LVI-NULL mitigation provided by LVI-NULLify
comes in at or even below the cost of Intel’s control-flow-mitigation,
which only covers variants 2 and 3 . Table 9.3 contains the benchmark’s
raw results in iterations per second. We also see that some of the tests,
like String Sort and Bitfield, operate almost entirely on registers, s.t.
the overheads do not represent the differences of the mitigations very
well. Memory heavier benchmarks like FP Emulation, on the other hand,
clearly demonstrate the advantage of our mitigation vs. Intel’s optimized-
cut mitigation. Here we achieve an overhead reduction of 1216 percentage
points. As this overhead is more in line with the original results by Van
Bulck et al. [15] and Phoronix [11], we consider this to better represent
the difference between the mitigations. We also note some benchmarks
where LVI-NULLify performs better than the unmitigated reference. We
consider this an artifact of cache alignment or similar effects specific to
this benchmark and not representative of our mitigation.

6.2.3 SGXBENCH

When compiling the SGXBENCH[44] suite, we found that some loads
in the benchmarks are not fenced by Intel’s optimized-cut mitigation.
For benchmarks that copy memory, this makes the comparison to our
mitigation rather uninteresting, as tests show very similar performance.
The results for a selection of benchmarks are listed in Section 9.1. Two
of the benchmarks still provide a useful comparison, einit/edestroy and
empty ocall. They show that at ≈ 0.17% and ≈ 3.3% lower performance,
respectively, our mitigation does not introduce any significant slowdown
for this basic enclave functionality.
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Software
LVI-NULLify

LFENCE / GS / KB

control-flow

LFENCE / GS / KB

optimized cut

LFENCE / GS / KB

SESES

LFENCE / GS / KB

nbench 37 / 11433 / 224(+19%) 319 / 6 / 192(+2%) 3289 / 6 / 200(+7%) 13780 / 6 / 233(+24%)

sgxbench 55 / 4323 / 113(+22%) 231 / 6 / 93(+0%) 1274 / 6 / 97(+4%) 5229 / 6 / 109(+18%)

libsgx trts.a 4 / 1483 / 109(+10%) 105 / 6 / 102(+3%) 591 / 6 / 104(+5%) 1872 / 6 / 108(+9%)

libsgx tstdc.a 0 / 23356 / 1322(+3%) 1400 / 0 / 1367(+7%) 6188 / 0 / 1383(+8%) 29754 / 0 / 1454(+13%)

libsgx tcxx.a 1 / 14916 / 799(+10%) 812 / 0 / 722(-1%) 3353 / 0 / 730(+0%) 17818 / 0 / 775(+6%)

Table 9.2: We show the number of lfence and GS-relative instructions the
different mitigation techniques insert and the overall file size in kB
(and its change to baseline) for a selection of software, including
benchmarks and SGX components.

Test/Mitigation none (σ) LVI-NULLify (σ) control-flow (σ) optimized cut (σ) SESES (σ)
NUMERIC SORT 723.69 (0.181) 718.67 (0.093) 722.15 (0.061) 317.23 (0.018) 100.73 (0.008)
STRING SORT 70.46 (0.003) 70.01 (0.005) 69.43 (0.003) 67.11 (0.002) 2.51 (0.000)
BITFIELD 316 550 164 (165 589) 313 635 987 (102 467) 317 587 729 (228 815) 316 548 172 (411 084) 46 990 509 (1 326)
FP EMULATION 30.17 (0.002) 28.77 (0.009) 23.12 (0.002) 2.28 (0.000) 2.29 (0.000)
FOURIER 23 851.98 (7.853) 21 896.10 (12.773) 13 180.42 (3.819) 10 228.70 (2.137) 3 499.27 (0.086)
ASSIGNMENT 41.72 (0.013) 40.39 (0.004) 40.36 (0.003) 5.32 (0.000) 2.78 (0.000)
IDEA 7 257.17 (0.529) 7 088.14 (0.759) 6 419.30 (20.861) 2 254.47 (0.311) 704.18 (0.060)
HUFFMAN 2335.15 (0.314) 2 131.65 (1.249) 2 329.53 (0.474) 578.78 (0.061) 288.48 (0.012)
NEURAL NET 66.20 (0.027) 63.98 (0.056) 42.01 (0.024) 38.37 (0.004) 4.26 (0.000)
LU DECOMP 1467.54 (0.780) 1 406.82 (0.351) 955.22 (0.434) 631.33 (0.129) 92.75 (0.003)

Table 9.3: Average performance in sgx-nbench [57] on i5-10210U@1.6GHz of our
GS mitigation vs. Intel’s control-flow and optimized-cut mitigations
as well as SESES. Clang 11 was used for all tests. Iterations/s, higher
is better. N=50

7 Discussion and Limitations

Hardware and Microcode Changes. Ultimately, LVI and LVI-NULL
have to be mitigated in silicon, as we can already see from CPUs that are
not affected by any LVI variant. However, as it is infeasible to replace all
affected CPUs, an intermediate solution compatible with affected CPUs
is necessary. Van Bulck et al. [15] suggested the possibility of a microcode
update that simply marks the null page uncachable. However, we identified
several problems with this approach.

First, transient loads from an uncachable page can pick up values from the
line-fill buffer [27, 42]. With hyperthreading enabled, clearing the line-fill
buffer on enclave entry and exit is then also not sufficient.

Second, we experimentally verified that the operating system can change
the memory type of enclave pages. Hence, a malicious operating system
could change the memory type of the null page to cachable. Only if there
is a method to lock entries in the TLB, SGX could ensure that the TLB
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entry for the null page stays in the TLB, preventing the operating system
from changing the memory type.

Hence, we conclude that microcode mitigations are not as simple as
assumed. The fact that there is no microcode update for any CPU to
prevent LVI-NULL also indicates that microcode mitigations might not
be possible.

Limitations. While LVI-NULLify conceptually prevents most variants
of LVI-NULL, our technical implementation is currently limited by a
few factors. Some of these limitations can be solved using additional
engineering effort, while others can be solved directly by the enclave
developer.

Most limitations are due to our proof-of-concept compiler transformation
pass. The transformation pass currently uses a machine function pass
to apply LVI-NULLify. However, as assembly is not handled by this
machine function pass, we currently cannot directly patch inline assembly
or assembly files automatically.

The remaining limitations are due to the pointer conversion between en-
clave and host application. While all the cases where the enclave developer
adheres to best practice and the strict interface definitions are supported,
there are corner cases that cannot be supported in an automated way,
e.g., if the pointer is hidden behind an unknown type and reinterpreted
by the developer.

8 Conclusion

In this paper, we presented a novel, lightweight defense against LVI-NULL
in SGX. Based on a systematic analysis of LVI-NULL variants, we identified
the attack requirements and discovered that previous mitigations targeting
LVI-NULL are not effective. Our mitigation, LVI-NULLify, addresses this
problem by repurposing segmentation to offset every load during enclave
execution. LVI-NULLify consists of a modified SGX-SDK and a compiler
extension that we open source. We evaluated LVI-NULLify on LVI-fixed
CPUs and observed a performance overhead below 10% for the worst case,
which is substantially lower than previous defenses. We conclude that
LVI-NULLify is a practical solution to protect SGX enclaves on processors
that remain susceptible to LVI-NULL.
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Figure 9.5: Mean performance overhead in sgx-nbench [57] on our i9-
9900K@3.5GHz of LVI-NULLify vs. Intel’s control-flow and optimized-
cut mitigations as well as SESES. Clang 11 was used for all tests.
N=50, standard deviations w.r.t. baseline mean are plotted, but too
small to be visible.

9 Appendix

9.1 Benchmarking results

In addition to our LVI-NULL-only affected Comet Lake CPU, we also
provide benchmark overheads for the older i9-9900K Coffee Lake CPU in
Figure 9.5. We can see that while their are some differences, the relative

Test/Mitigation none (σ) LVI-NULLify (σ) control-flow (σ) optimized cut (σ) SESES (σ)

empty function 37072.3 (2655.0) 37660.3 (1878.0) 37349.9 (1832.2) 39015.5 (1701.7) 42612.8 (3325.2)

empty ocall 14496.6 (1151.5) 14980.8 (1096.3) 14735.5 (1146.6) 16052.1 (1080.8) 15995.6 (995.6)

ocall in/out 15651.8 (835.7) 16433.0 (809.6) 16236.2 (702.1) 17510.5 (819.4) 23309.8 (1023.8)

encrypted read 14884.4 (756.5) 15228.5 (843.2) 14984.3 (758.9) 16429.6 (799.8) 21868.8 (966.6)

encrypted write 14720.8 (799.7) 15279.9 (827.8) 14989.7 (740.8) 16507.6 (779.2) 21866.2 (967.0)

einit/edestroy 141845200.9 (793624.2) 142087389.7 (849561.9) 142354110.9 (841980.8) 142506399.6 (798824.8) 142649039.2 (827876.1)

Table 9.4: Runtime of the SGXBENCH benchmarks on an i5-10210U@1.6GHz in
cycles. Lower is better. N=1000000 for all except eint/edestroy where
N=1000
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performances between the mitigations is roughly the same on this desktop
CPU as it is on the mobile i5-10210U.

Table 9.4 shows the execution times for various SGXBENCH benchmarks
on our Comet Lake i5-10210U.

9.2 Sample Compilation Options for Mitigations

Control-flow Mitigation:
clang-lvi-cfi -mlvi-cfi -Iclang-lvi-cfi/sgxsdk/include

-Iclang-lvi-cfi/sgxsdk/include/tlibc -fpic -O3 -nostdinc

-fvisibility=hidden -fstack-protector -fpic -c Enclave.c

-o Enclave.o

SESES Mitigation:
clang-lvi-seses -mseses -Iclang-lvi-seses/sgxsdk/include

-Iclang-lvi-seses/sgxsdk/include/tlibc -fpic -O3 -nostdinc

-fvisibility=hidden -fstack-protector -fpic -c Enclave.c

-o Enclave.o

Optimized-Cut Mitigation:
clang-lvi-opt -mlvi-hardening

-mllvm -x86-lvi-load-opt-plugin=OptimizeCut.so

-mllvm -x86-experimental-lvi-inline-asm-hardening

-Iclang-lvi-opt/sgxsdk/include

-Iclang-lvi-opt/sgxsdk/include/tlibc -fpic -O3 -nostdinc

-fvisibility=hidden -fstack-protector -fpic

-c Enclave.c -o Enclave.o
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9 Appendix

9.3 LVI-NULL POC Implementation Details

In addition to LVI-NULLify, the relevant proofs of concept can also be
found in our repository at https://github.com/IAIK/LVI-NULLify/.

For attacks on SGX, an attacker would typically use a framework like
SGX-Step [58] to interfere with a victim enclave at more or less precise
points. For our POCs however, we can use a more cooperative approach,
which simplifies the code and imitates a very strong attacker. Right before
vulnerable loads in our victim, we OCALL to the attacker who then
removes the accessed bit from our target page. This reliably causes 0 to
be injected into the next loads from this page, triggering our LVI-NULL
attacks. We can then measure rates of leakage via a transmission gadget;
in our case an access to a page outside the enclave.

When we compile with LVI-NULLify, we see that all leakage is completely
prevented.

9.4 Artifact Appendix

9.4.1 Abstract

The public repository2 contains all the code necessary to reproduce the
data for all performance graphs/tables in the paper, as well as PoCs to
demonstrate that the mitigation works. This includes patches and build
instructions for LLVM11, the Intel SGX SDK and PSW, as well as the
benchmarks. The artifact requires SGX to evaluate, and is easiest to run
on Ubuntu 18.04 or 20.04.

9.4.2 Artifact check-list (meta-information)

• Program: Adapted versions of nbench and sgxbench are downloaded
& installed via included scripts.

• Compilation: Requires a modified Clang 11, install & download
script is included.

• Transformations: A tool to fix up relocations is included (relocator).

2https://github.com/IAIK/LVI-NULLify/
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• Run-time environment: Needs a native Linux installation that
supports SGX, Ubuntu 18.04 or 20.04 are strongly recommended.
Build scripts need internet access at several points. Requires root for
installation and evaluation. PoCs require the PTEditor kernel module.

• Hardware: Intel CPU with SGX support, needs to be vulnerable to
LVI-Null for PoC tests (affected CPUs).

The PoCs need a kernel module, which means either self-signing or
disabling secure boot. This may require physical access to the machine.

• Run-time state: As this artifact includes performance benchmarks,
a stable CPU frequency and isolated cores are recommended.

• Execution: For ideal testing, the system should have isolated cores,
fixed frequency, and not much other activity.

• Metrics: Benchmarks report cycle count or iterations/s, PoCs report
leakage percentage.

• Output: Benchmark outputs are .csv tables with performance, an
included spreadsheet can convert to a graph similar to the paper.

• Experiments: Installation scripts are included and described here
and in READMEs.

• How much disk space required (approximately)?: 4-5GB

• How much time is needed to prepare workflow (approxi-
mately)?: 2-3h

• How much time is needed to complete experiments (approxi-
mately)?: 3-6h, depends on hardware

• Publicly available?: https://github.com/IAIK/LVI-NULLify/

• Code licenses (if publicly available)?: zlib

9.4.3 Description

How to access Clone https://github.com/IAIK/LVI-NULLify/tre

e/ae_final and follow the README.md from there.
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9 Appendix

Hardware dependencies As this is a mitigation for Intel SGX, SGX
support is a hard requirement. To fully evaluate the PoCs, and not just
mitigation performance, the CPU also needs to be vulnerable to LVI. You
can check if your CPU is vulnerable here: https://software.intel.c
om/content/www/us/en/develop/topics/software-security-guida

nce/processors-affected-consolidated-product-cpu-model.html

Software dependencies We strongly recommend Ubuntu 18.04 or
20.04 as these are officialy supported by Intel, and all our tools were tested
on them.

Beyond standard compilation tools (ninja, cmake etc) our PoCs require the
PTEditor kernel module 3. Other requirements are listed in the README
files at the appropriate points.

9.4.4 Installation

Follow the detailed README in the top-level directory to set up our
modified clang compiler and relocator and install the SGX driver as well
as our modified SGX SDK and PSW.

Once that is done, you can already test your installation with the PoCs
by following the README file in the POC directory.

With a working PSW and driver, you can follow the README in the
benchmarks directory to download and build the benchmarks.

9.4.5 Experiment workflow

After building the benchmarks, follow along in the README to start
all or a subset of them. An important aspect to keeping benchmarks
comparable is to fix the CPU’s frequency to a sustainable level, and idealy
run them on an isolated core.

PoCs can be run according to the README in the POC folder.

3https://github.com/misc0110/PTEditor/
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9.4.6 Evaluation and expected results

The main results in our paper are contained in Figure 4/Table 3. These
are the performance overheads of our LVI-NUll mitigation compared to
other, similar mitigations. The second, more implicit result is the efficacy
of LVI-NULLify.

For the benchmarks, the absolute performance overheads vary significantly
between different machines and architectures (compare Figure 4 and
Figure 5), but the relative differences should be roughly similar. That
is: LVI-Nullify should be the fastest mitigation, or at least very close to
Intel CFI, typically followed, with some distance, by Intel’s optimized-cut
mitigation.

For the PoCs, starting once without and once with mitigation should pro-
duce qualitatively similar results to the examples shown in the README.
That means, for the 3 PoCs where LVI-Nullify is effective, leakage rate
should drop to zero, or a level that is comparable to the noise-catching
output ”other”. While absolute leakage rates before applying the mitiga-
tion may differ significantly from system to system, they should be clearly
differentiable from ”other”.

The respective READMEs for benchmarks and PoCs detail how to repro-
duce these results.

9.4.7 Experiment customization

Attack PoCs need a cache miss threshold, which is automatically deter-
mined. If this doesn’t work, it can be set manually in the corresponding
App.cpp file. All PoCs include a conf.h file, in which the character that
should be leaked can be changed if desired.

Both benchmark run-scripts contain a variable called ”isolated core” that
sets the core on which they should be run on. Set this to an isolated core,
if available.

sgx-nbench contains a parameter to change the number of iterations in
the file, see the benchmarking README.

254



9 Appendix

9.4.8 Methodology

Submission, reviewing and badging methodology:

• https://www.acm.org/publications/policies/artifact-revie

w-badging

• http://cTuning.org/ae/submission-20201122.html

• http://cTuning.org/ae/reviewing-20201122.html
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